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第 1 章 

绪    论 
 

 

 

 

随着时代的演进，AI迅猛发展，DeepSeek应用、豆包、Manus.ai等AI Agent

开始打破人们生活的原有平衡。可以说，这是属于AI Agent的时代。作为本书

的第1章，将带领读者从全局初步认识Agent，同时介绍本书编写的初衷与学习

价值，内容包括AI Agent演进之路、Agent市场前景及本书内容安排。希望本书

能够成为读者在AI时代乘风踏浪的起点，与你一起扬帆起航。 

 

 

 

1.1  AI Agent 演进之路 

仿佛一夜之间，AI Agent（人工智能体，简称智能体）的浪潮席卷而来，悄然重塑我们的生     

活——它已不再是遥不可及的技术概念，而成为每个人日常中不可或缺的伙伴，显著提升各行业的

效率，也让相关的从业者能够更大程度地发挥他们的创造力。AI Agent不仅作用于重复性的工作，

更悄然渗透至复杂、创新的核心领域。它远非一次普通的产品迭代，其影响之深远，足以与蒸汽时

代、电力时代、信息时代相提并论。大胆推测，未来的史书或将称这一阶段为“第五次工业革命”。 

作为本书的第1节，愿它成为读者与AI Agent之间因果之链的起点。本节将带领读者回溯AI 

Agent的完整演进脉络：从大语言模型（LLM）的奠基，到当前蓬勃发展的AI Agent，再到未来迈

向物理世界的Physical Agent。通过本节的学习，读者将串联起AI发展的全链路，或许会对个人乃

至时代的新使命有不同的见解。 

1.1.1  开幕：LLM 与 ChatGPT 

从学术概念上描述，AI Agent是一种具备感知环境并进行理解、决策和执行行为的智能体。提

到AI Agent，就不得不引出LLM（Large Language Model，大语言模型），因为所有形态的Agent

都是基于LLM开发的，Agent中最重要的理解、角色及执行能力也是LLM赋予的，可以说没有LLM
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就没有AI Agent。 

对于非算法领域工作者，LLM最早进入视野应是在2022年末，OpenAI公司的GPT-3.5模型发布，

并于一个月后发布了世界上第一个AI应用ChatGPT，它支持以类人的方式理解用户的问题并进行有

效对话。AI热潮的浪花也从那时开始真正波动起来。ChatGPT示例如图1-1所示。 

 

图 1-1  ChatGPT 示例 

由于ChatGPT的使用受到一定的限制，很多读者不能第一时间体验，因此不能立即感知到AI

对时代变化的深远影响。虽然ChatGPT直到2022年末才掀起第一波AI浪潮，但LLM的起源实际上可

以追溯到2017年底。 

1.1.2  前传：Transformer 架构 

2017年以前，主流的序列模型架构主要依赖循环神经网络（Recurrent Neural Network，RNN）

及其变种。这种模型架构的输出会使用一个隐藏状态层加权得出，可以理解为信息传递需要通过隐

藏状态完成，其中每个时刻的隐藏状态层都依赖当前的输出加上前一个时刻的隐藏状态层，数学公

式表示如下： 

ht=σ(Whht-1+Wxxt+b) 

其中： 

 Wh为隐藏状态层的权重矩阵。 

 Wx是输入内容的权重矩阵。 

 b是偏臵项。 

 σ是激活函数。 
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也就是说，当前的隐藏状态层 ht 需要前一个隐藏状态层 ht-1 与输入内容 xt 分别加权并用偏置

项 b 处理后，使用激活函数计算得到。最终 RNN 的输出将消费当前的隐藏状态层 ht 加权得到的结

果，采用以下公式完成： 

yh = Wyht + by 

同理，Wy和by分别为输出内容的权重矩阵和偏置项。可以看出，RNN的信息传递依赖一种循

环结构来递进式地计算时间步，就像爬一个特殊的楼梯一样，需要一阶一阶地爬上去，每一步都依

赖之前的动作，记住上一阶楼梯的位置后，下一阶楼梯才会出现，就像图1-2所示的示例，时间步4

在到达时间步3后才可以得出。 

 

图 1-2  RNN 的信息传递 

从这个过程中不难发现 RNN 的一些局限性： 

 梯度消失：假设已经爬到很高的楼层，回想第一阶的情况，就会遗忘细节。这会导致RNN

在长程依赖的复杂场景中存在信息精度丢失的问题。 

 并行化差：RNN的隐藏状态需要一步一步传递过去，不能跳过某个楼层直达，这就导致计

算效率比较低，并且因为需要顺序计算的缘故，GPU的并行计算能力不能得到充分发挥，

计算资源也就浪费了。 

LLM应对的复杂场景需要有更多的信息专注度和高效的训练学习方式，而基于循环结构的

RNN由于并行化差和计算成本高的原因，很难衍生出百亿甚至千亿参数的LLM。虽然学术界也提

出了一些基于RNN的变种架构，例如长短时记忆网络（LSTM）和门控循环单元（GRU），对训练
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架构进行了一些优化，但是本质上仍未脱离RNN的循环结构，并行化差和计算成本高的问题没有

得到根本解决。 

直到2017年，Google Brain团队于Attention is All You Need中提出了Transformer架构。

Transformer架构做出的重要改进之一就是完全摒弃了RNN的循环架构，转而提出了自注意力机制，

彻底解决了传统循环结构计算速度慢、无法并行化以及梯度消失等问题。 

自注意力机制采用计算序列中各元素之间的关系来捕捉长程依赖的信息。在这个过程中，每

个元素（字或者词，也就是token）都会被映射为查询（Query）、键（Key）和值（Value）向量，

它们分别代表信息中的查询、标识符和实际信息。映射过程则是使用训练得到的特定权重矩阵加权

完成。以查询为例，加权公式如下： 

Qi = WQXi 

其中，Qi 是对应的查询向量，WQ 是训练得到的查询权重矩阵，Xi 是输入值，其他向量同理。 

在映射词得到3个向量后，自注意力机制会使用向量自身的查询（Qi）和其他向量的键（Kj）

通过点积的方式来计算相似度，用于反映当前输入元素对其他元素的关注程度，也称注意力得分

（Attention Score）： 

TAttenionScore( , )i j i jQ K Q K  

值得一提的是，这个过程会对所有 token 执行，意味着每个查询向量 Qi 都将与其他所有键向

量 Kj 计算相似度，从而获得各位置之间的相似性信息。在获得所有的相似度信息后，需要先基于

键向量的维度 dk 进行缩放，避免点积过大导致梯度爆炸或消失，再使用 softmax 函数完成归一化处

理，将相似度转换为概率分布，也称注意力权重（Attenion Weight）： 

AttenionScore( , )
AttenionWeight soft max( )

i j

i

kd


Q K
 

注意力权重与注意力得分类似，都用来反映当前输入元素对其他元素的“关注程度”，不同

的是，它是一个更为具化的权重，能够用来给值向量 Vj 消费。在获取所有 token 的注意力权重后，

就可以对它们进行加权求和，得到最终的输出结果： 

Output AttentionWighti ij j

j

 V  

上述就是整个自注意力机制的过程，不难发现，自注意力机制就像一个承接对外需求的团队，

团队中有大量的成员（token），管理者（Query、Key、Value 的权重矩阵）会分别计算每个成员的

3 个核心向量： 

 Key是个人在团队中的身份。 

 Query是个人在团队中的需求，需要团队支持的资源。 
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 Value是个人在团队中的价值。 

当团队承接到外部需求后，每个成员都会用自己的身份卡（Query）和他人的令牌（Key）进

行匹配，以判断各团队成员之间的在这次需求中的配合密切程度（Attention Score）。再经过统一

处理后，每个团队成员都会得到一个与其他团队成员交互配合的关系表（Attention Weight）。最终

成员按照既定分配，用自己的价值（Value）来完成与关系表（Attention Weight）中各个成员的配

合（加权），最终输出外部需求的结果。整个过程如图1-3所示。 

 

图 1-3  Transformer 架构的信息传递 

不难发现，以自注意力机制为核心的Transformer架构相比RNN等基于循环结构的模型架构，

在并行化能力和计算效率上有着显著的优势。 

Transformer架构中的自注意力机制允许在处理每个词时，同时关注序列中所有其他位置的信

息。这种方式使得每个词的表示可以并行计算，大大提高了计算效率，最大程度地发挥了现代多核

处理器的能力，这也为LLM的出现奠定了基础。 

更有意思的是，回顾自注意力机制的过程可以发现，如果基于Transformer架构的模型需要承

接更大的需求或者对需求提供更精准的答复，主要提高以下两点： 
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（1）每个词的3个核心权重矩阵（WQ、WK、WV），这些矩阵决定了词在需求中的定位以及

词与词之间应该以何种权重配合联系。 

（2）模型中的词数量，它决定了能承接多大的需求或者说更擅长哪些方向的需求。 

类比现实社会中的概念，那就是提高管理者的判断力，对每个成员针对需求进行更合适的能

力评估和分工配合，以及扩大团队的成员规模。就像要提高团队的战斗力，既要提高管理者对团队

成员的判断和分工，也需要补充各种垂类领域的人才。这也是LLM训练过程中最为关注的两个指

标。 

虽然Transformer架构在理论上非常强大，但要实现高效的大规模预训练和生成出真正能够广

泛应用的LLM，仍面临许多技术挑战，例如实际的模型架构、GPU等硬件的发展、训练策略等，

因此距真正可大规模应用的LLM问世仍有一段不短的时间。 

1.1.3  初见端倪：单向自回归解码 

标准的Transformer架构中包含两个相辅相成的组件：Encoder（编码器）和Decoder（解码器）。

Encoder用于将输入信息理解后，转换为隐藏层表示；Decoder则用于将隐层表示转换为可理解的输

出。同时，它们都采用自注意力机制来保证过程中对每个元素的关注和联系，这也被称为

Encoder-Decoder架构，如图1-4所示。 

 

图 1-4  标准 Transformer Encoder-Decoder 架构 

基于Transformer架构，2018年自然语言处理（Natural Language Processing，NLP）领域出现了

两个有影响力的模型系列，BERT（Bidirectional Encoder Representations from Transformers，
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Transformer双向编码器）和GPT（Generative Pre-trained Transformer，生成式预训练Transformer）。

有意思的是，它们没有直接使用标准的Transformer架构，而是将Encoder-Decoder架构拆开，分别

使用了其中的一个组件，以更好地适应不同领域的任务。 

BERT专注于文本理解任务，例如文本分类、情感分析等，是理解型的LLM。它使用编码器部分，

并且采用双向自注意力机制。双向自注意力指的是在训练过程中，模型同时关注上下文的前后信息，

其输出预测并不是下一个词，而是句子中的随机掩码标记，整个过程如图1-5所示。 

 

图 1-5  BERT 双向自注意力的训练过程 

GPT则专注于生成任务，例如文本生成、对话生成和续写文本等，是生成型的LLM。对于GPT

而言，基于上下文前后双向的预测不再适用，因为在生成任务中，需要逐字生成，无法用未来的词

来预测现在的内容。这与自然语言的生成过程是一致的，人类在表达思想时，总是从左到右（或从

过去到未来）构建句子，无法在生成的同时利用后续的内容。 

基于这个特性，GPT使用了Transformer架构中的解码器部分，并且采用单向自回归解码的策略

完成文本生成任务。自回归指的是每个词的生成都基于已生成的词和上下文完成，而单向则指的是

GPT只会基于之前生成的词进行预测，即从左到右的顺序，不会考虑未来的词，整个过程如图1-6

所示。 



 8  复合型 AI Agent 开发：从理论到实践 

 

图 1-6  GPT 单向自回归解码的过程 

这种单向解码自回归的机制在文本生成场景中表现非常出色。2018年6月，GPT的首个版本发

布，其参数规模达1.17亿，并基于4.6GB高质量文本数据训练，是生成类LLM的重大突破。这个参

数量对于真正泛化可落地的大模型来说还相差甚远，但已经是一个坚实基础，也为未来具备强大生

成能力的LLM问世做好了铺垫。 

1.1.4  问世：ChatGPT 

在GPT第一版本取得突破后，OpenAI进一步训练扩充了模型参数，于2019年2月发布了GPT-2，

其参数规模达15亿，并基于40GB的数据进行训练，如图1-7所示。与第一版本不同，GPT-2已经能

够在不针对垂直领域进行特定微调的情况下，完成回答问题、翻译、撰写文章等通用性任务。这进

一步证明了扩大模型规模和训练数据的重要性。 

随后，OpenAI趁热打铁，于2020年6月发布了GPT-3，其参数规模达1750亿。相比GPT-2勉强

达到基本可沟通的程度，GPT-3真正意义上表现出了强大的通用能力，它能够在没有干预的情况下，

顺畅地完成有逻辑的上下文沟通和信息输出，并且能够在一定程度上完成创新性工作。例如，

OpenAI官网中提到一个应用GPT-3的示例，业务方分析用户对结账体验的满意度，并给出解决方案，

如图1-8所示。 
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图 1-7  GPT-2 开源仓库 Readme.md 

 

图 1-8  GPT-3 应用于分析用户结账体验的示例 

在从亿级参数膨胀到千亿级参数的过程中，GPT系列模型的能力获得了巨大的提升，但也暴露

了新的问题——“幻觉”，即LLM生成的内容经常与事实不符或者无意义，像一本正经地胡说八

道。如果用户对提问问题的答案没有一个大致的认知，就无法区分模型给出的答案中哪些是正确的。 

为了解决这个问题，研究人员提出了SFT（Supervised Fine-Tuning，监督微调）的调优方案。

它通过示例调优，即高质量的输入/输出示例集合来训练模型，指导模型完成指定场景的任务。例

如，如果希望GPT能更好地应对法律场景，就需要搜集一定体量的高质量法律场景的输入/输出，

类似以下格式： 

[ 

    { 
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        "input": "What is the legal age for drinking alcohol in the United States?", 

        "output": "The legal age for drinking alcohol in the United States is 21." 

    }, 

    { 

        "input": "What is the difference between first-degree murder and 

second-degree murder?", 

        "output": "First-degree murder is premeditated, while second-degree murder 

is unplanned but intentional." 

    }, 

    { 

        "input": "What is a contract?", 

        "output": "A contract is a legally binding agreement between two or more 

parties." 

    } 

] 

当然，要实际用于训练，数据量肯定远不止3条，这只是一个格式上的示例，每一次针对某个

场景的高质量一问一答即是一条数据。准备好数据集，再经过训练、评估等步骤，模型后续在面对

这些场景时，将会模仿数据集中的人类行为来进行答复，整个过程如图1-9所示。 

 

图 1-9  STF 训练过程 

STF的数据集如果是精心搜集的，并且能够反映预期行为和结果，将对模型的效果有显著提升。
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它的缺点也很明显，STF强依赖数据集的体量和质量。数据集就像模型的课本，在数据量不足或者

质量不达标的情况下，模型不仅不能调优，可能还会有劣化和过拟合的风险。 

同时，数据集本质上是对人类行为的采集。若数据已通过用户埋点等方式实现平台化收集，

则仅需人工进行标注与筛选，成本尚可接受；但若需从零开始依赖人工全量准备，这一过程将极为

密集且耗时。 

不难看出，针对未经过数据沉淀，需要从零搜集数据集的场景，如果团队资源有限，那么STF

的训练方式就存在局限性和困难。基于这个背景，一种更具扩展性和效果的训练方式被提出了

——RLHF（Reinforcement Learning from Human Feedback，基于人类反馈的强化学习）。 

与STF不同，RLHF不再通过提供一问一答式的数据集让模型模仿人类行为，而是通过人工评

估模型输出结果，并对好的结果进行奖励的方式训练。同样针对法律场景的调优，RLHF提供给模

型的输入将是一个问题，并且让模型针对这个问题做出初步答复，在这之后，人类专家会针对这次

答复进行评分和更具化的指导意见。上述整个过程将得到一个类似如下的产物： 

What is the legal age for drinking alcohol in the United States? // 问题 

The legal age for drinking alcohol in the United States is 18. // 模型答复 

Score 2.The legal age for drinking alcohol in the United States is 21, not 18. 

Please revise the answer accordingly. // 人工评分和指导意见 

当然，这只是一个例子，实际上可能会有更多的法律问题遵循上述步骤得到类似产物，然后

基于这个产物去训练一个奖励模型，用于将模型生成的产物与人类反馈进行对比，从而得出评分。

通过奖励模型进一步对原始模型进行强化训练，让它的答案逐步达到奖励模型的高分标准，就是

RLHF的整个过程，如图1-10和图1-11所示。 

 

图 1-10  RLHF 训练奖励模型的过程 
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图 1-11  RLHF 强化学习优化的过程 

不难看出，RLHF通过将人类反馈融入训练过程，不仅降低了数据集收集的成本，而且显著提

升了模型生成可靠且被人类认可的答案的能力。 

研究员同时基于上述两种调优方案，有效缓解了GPT-3的幻觉问题，并在2022年3月推出了

GPT-3的升级版——GPT-3.5。GPT-3.5是生成式LLM历史上第一款落地效果佳、能基本满足应用层

开发需要的模型。2022年11月，OpenAI又基于GPT-3.5推出了ChatGPT，如图1-12所示。至此，LLM

开始与大部分读者接轨，AI开始影响我们生活的各个方面。 

 

图 1-12  ChatGPT 官网 
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那段时间，OpenAI作为LLM的领头羊，如日中天，在ChatGPT推出不久，又抛出几个重磅炸

弹—于2023年至2024年间，推出了GPT-4、GPT-4V和GPT-4o等模型。它们相比GPT-3.5，除了文

本生成能力得到提升外，还是MLLMs（Multimodal Large Language Models，多模态大语言模型）。 

MLLMs的推出意味着生成式LLM的输入交互不再只是文本，而是开拓至图像、音频、视频等

多种媒体，这让生成式LLM在一些需要多媒体材料的行业（如医疗、教育等）产生了更深远的影

响，并让人们与AI正常沟通、对话并做出一定的交互也开始成为可能。 

1.1.5  风波再起：DeepSeek 

OpenAI的成功让各行各业看到了AI在这个时代的巨大潜力。从2023年起，很多公司纷纷开始

训练自己的模型。例如，Anthropic推出的Claude系列模型在编码领域表现优异，而Google推出的

Gemini系列模型在综合性能上也表现突出，如图1-13和图1-14所示。 

 

图 1-13  Claude 模型示例 
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图 1-14  Gemini 模型示例 

与此同时，国内大厂与独角兽企业也推出了多个模型应用。例如，阿里巴巴的通义千问、字

节跳动的豆包、腾讯的混元、月之暗面的Kimi，均是基于自研模型构建的AI应用。然而，不可否

认的是，在AI赛道百舸争流的早期阶段，即2023年至2024年初，国内模型整体与国际先进水平仍

存在明显差距，国内表现较优的模型仅能与GPT-3.5或GPT-4勉强对标或持平，尚不足以引起国外

主要竞争者的重视。在这一时期，国际模型在技术领先性与生态影响力上依然占据主导地位。 

这一差距的主要原因是生成式LLM的训练成本和时间积累庞大。除非在模型架构层面出现有

效创新，否则想从零开始迎头赶上难度极大。直到2024年12月，国内的深度求索（DeepSeek）公

司首次发布的DeepSeek系列模型—DeepSeek-V3，才真正引起全球的广泛关注与震动。 
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DeepSeek-V3的参数规模达6710亿，性能和世界顶尖的闭源模型GPT-4o及Claude-3.5-Sonnet不

相上下。DeepSeek官网公布的模型评估结果如图1-15所示。 

 

图 1-15  DeepSeek 官网公布的模型评估结果 

值得一提的是，得益于DeepSeek-V3优化后的模型架构和训练手段，其训练成本极低，仅约560

万美元，而OpenAI训练GPT-4的成本已超过1亿美元。由于训练成本低，DeepSeek-V3的API收费也

显著低于其他竞品模型。以百万tokens为单位，在不考虑优惠时段的情况下，DeepSeek API的收费

约为GPT-4o的几十分之一，如图1-16和图1-17所示。 

这种训练成本与性能表现之间的强烈对比，打破了“依赖堆砌算力资源实现AI进步”的传统

认知，证明了在具备先进强化学习技术的前提下，低训练成本即可实现弯道超车。这一突破重新让

人们的关注焦点回归到算法创新与模型架构本身。 
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图 1-16  OpenAI API 每百万 tokens 收费 
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图 1-17  DeepSeek API 每百万 tokens 收费 

DeepSeek-V3不仅性能卓越，训练成本与服务收费也更低，且其完整的模型架构、参数、训练

方法及部署评估方案已对外开源，构建了可落地的社区生态体系。这极大地降低了私有化部署

DeepSeek模型与应用落地的门槛，也对全球AI生态产生了深远影响。相较之下，目前全球顶尖模

型通常是闭源的，如OpenAI发布的GPT-3.5及以上系列模型，用户只能通过OpenAPI的方式来消费，

无法通过私有化部署、微调等方式进行私有化商用落地。 

这些重磅举措已经把全球AI领域搅得天翻地覆，但风波还未平息。仅一个月后，2025年1月，

深度求索公司发布了DeepSeek-R1模型。该模型延续了DeepSeek-V3的核心优势：卓越的性能、低

训练成本和收费，并继续开源核心架构与参数权重等信息。更进一步，DeepSeek-R1还提供了先前

模型所未支持的深度思考能力。 

DeepSeek-R1模型能够展示其思考过程，具备更好的情绪理解和上下文分析能力。例如，如果

我们用烦躁焦虑的语气询问：“好烦，能不能帮我写个演讲的开场白啊？”DeepSeek-R1能在思考

过程中体现出它已经分析出用户的情绪状态，并做出有针对性的回复调整，如图1-18所示。 

DeepSeek-R1优质的模型输出体验和深度思考能力令人眼前一亮，给人的第一感觉是：作为一

款生成式LLM，它更像人类了。这场风波彻底改变了中国乃至世界的AI布局，OpenAI的垄断地位

逐渐被打破。基于DeepSeek的开源模型权重和架构，其他模型有了更进一步的创新空间，国产优

质模型也开始在全球舞台上崭露头角，逐步与国际竞争者同台竞技。 
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图 1-18  DeepSeek-R1 使用示例 

1.1.6  百花齐放：Agent 

回顾生成式LLM的发展历程，不禁让人感慨万千——从Transformer架构的奠基，到如今模型

基建层的繁荣，生成式LLM的演进之路确实非同寻常，它的时间线如图1-19所示。 

模型基建层的百花齐放，不仅推动了AI应用层的发展，也激发了更深层次的创新。早期的对

话式聊天已让人惊艳，而随着模型的不断进化，开发者和用户渐渐不再满足于单纯的对话交互，开

始探索具备自主反应、思考和行动能力的AI智能代理——AI Agent，现在习惯称之为智能体。 
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图 1-19  生成式 LLM 时间线 

1. Single Agent 

早期，由于模型能力的限制、幻觉问题以及Agent工程化经验尚不成熟等原因，Agent的设计相

对简单。通常，Agent会在某个垂类场景中接入模型API，绑定一些工具类或交互组件，在对话式

基础上进行特定的交互。这种在垂类领域专注于完成某一任务的Agent被称为Single Agent。例如，

笔者在2023年初，ChatGPT刚刚引起广泛关注时，便开发过一个自动生成单元测试（简称单测）的

Agent，架构如图1-20所示。 

 

图 1-20  单测 Agent 的架构设计 
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上述单测Agent的架构设计包含几个工程化模块： 

（1）用户记忆：通常缓存用户的短期和长期记忆行为，以使Agent能根据用户的喜好和习惯

做出响应，达到千人千面的效果。 

（2）规划：预置一些规划策略，如意图识别和思维链等，协助模型在垂类场景中做出更符合

预期的行为，随着模型自身能力的提升，规划部分的作用逐步弱化。 

（3）工具/行为：工程化内置的一些能力函数，Agent做出判断后，由工程系统调起指定能力

以实现行为的效果。工具和行为可以设计为同一领域，也可以根据需求异构为两个模块。 

这种设计就是Agent模式中最常用的ReAct（Reason+Action）架构：通过输入确定规划，再由

规划制定行为。通过这种架构，即使单测场景的工具链复杂，仍能进行有效整合和联动，生成高质

量且可验证的单测。不过，该产品只用于单测这个明确的垂类场景，缺少任务和步骤间的流转，也

没有多个Agent的协调合作，因此仍属于Single Agent模式。 

当场景变得复杂，涉及更多节点和流转时，单一的工程化处理就不再足够。LLM的幻觉问题

在复杂场景中会随着节点流转而逐步加剧。 

2. Multi Agent 

尽管使用LLM已能较好地完成某些垂类任务，但这并没有满足人们对Agent的预期。更激进的

想法是，真正的Agent能够像人类一样，主动拆解任务、完成节点流转和校验，最终输出高质量的

结果。这样的Agent被称为Multi Agent。虽然开发者们的预期很高，但由于模型幻觉、工程化范式

尚未成熟等原因，真正能被称为Multi Agent且效果不错的产品并不多。 

在这些产品中，较为典型的案例是Manus.ai，它由中国的Monica.im团队研发，并于2025年3月

发布。作为全球首款通用型Agent产品，Manus.ai可以支持旅游规划、股票分析、教育内容等40多

种领域的复杂产品生成和交互，用户可以通过Web来使用，如图1-21所示。 

 

图 1-21  Manus.ai 首页示例 

虽然从外部交互看，其整体形态与ChatGPT等类似，但Manus.ai支持对复杂任务的拆解，逐步

执行并呈现给用户。以北医三院附近常住人口及疾病流行率预测为例，整个过程如图1-22所示。 
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图 1-22  Manus.ai 输出流行病预测的过程 

在流行病预测任务中，Manus.ai将任务拆解为8个步骤： 

 定位北医三院的具体位置。 

 估算 2 公里半径范围内的常住人口。 

 获取海淀区公共卫生局相关数据。 

 收集并分析流行病学统计数据。 

 分析目标人群疾病流行率。 

 创建数据可视化图表。 

 编制综合分析报告。 

 提交最终报告和相关文件。 

在完成所有的步骤后，Manus.ai最终会输出如图1-23所示的交付产物。 

与ChatGPT等对话式的AI应用相比，Manus.ai不仅提供了文本咨询功能，还能够拆解复杂任务

并逐步执行，整体效果令人惊艳。同时，Manus.ai的架构设计也很有趣，它的整个执行过程通过虚

拟机执行不同脚本完成。例如，通过Python脚本完成一些统计任务，如图1-24所示。 
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图 1-23  Manus.ai 输出的流行病预测产物 

 

图 1-24  Manus.ai 通过 Python 脚本完成统计任务 
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即使是对整个任务的拆解，Manus.ai也依然采用markdown的方式来呈现，如图1-25所示。 

 

图 1-25  Manus.ai 使用 markdown 拆解任务 

Manus.ai之所以采用虚拟机结合多种类型文件拆解的方式来执行任务，主要是因为它是Web形

态的Agent，受限于浏览器的安全沙箱机制，无法通过网页或JavaScript直接访问用户的文件系统、

终端、网络接口等本地系统资源。Manus.ai的整个流程如图1-26所示。 

  

图 1-26  Manus.ai 流程简图 

当然，实际架构比这个简图复杂得多，这只是Manus.ai单次任务的宏观流程。例如，LLM层需

要异构出独立元素来完成任务的制定、执行和自校验等，以保证整个复合型任务执行稳定。本节不

展开介绍，将在后续章节中通过实例说明。 

基于浏览器这一载体的特性，Manus.ai的输入/输出存在一定局限性。例如，在生成PPT或文档

等产物时，需要依赖Python强大的自动化生态以脚本形式完成，而不能直接调起对应的软件。同时，

在部署产物时，由于无法调起用户本地计算机的端口，除了Python产物外，Manus.ai提供的产物多

以静态页面为主。 

基于上述讨论，Multi Agent的能力取决于以下几个关键点： 
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 模型能力：影响Agent执行过程中的幻觉程度；同时，更多的token支持也可以弱化工程化

在Multi Agent中的占比，避免过度设计。 

 承载形态：不同的承载形态决定了Multi Agent的控制面，例如浏览器的沙箱形态限制了

Multi Agent对用户计算机的控制，在能力上也有局限。 

 工具链：任何Agent本质上只能进行决策和规划，可选的工具链才是Agent执行产物的关键，

丰富的工具链能够扩展Agent的上限，为此社区里推出了Function Calling、MCP、A2A等方

式扩展Agent工具链，这个在后文中也会详细介绍。 

 步骤调度能力：由于模型的能力仍存在限制，因此还需要一定的工程化架构设计来缓解模

型的幻觉，并将多个过程节点有秩序地调度起来。针对不同的场景，也需要定制。 

不难发现，Manus.ai在ReAct架构的基础上额外增加了调度能力，用于流转步骤节点之间的能

力，这个调度模块被称为Supervisor，并在Multi Agent系统中有着广泛应用。然而，由于Manus.ai

的承载形态是浏览器应用，存在与用户计算机的沙箱安全隔离，在一定程度上限制了其产物的上限。 

提到承载形态，就不得不提及另一个更优的Multi Agent形态——IDE（Integrated Development 

Environment，集成开发环境）。尽管IDE通常应用于编程环境，但作为Agent载体，它其实具有得

天独厚的优势。相比浏览器等沙箱环境，面向开发者的IDE在授权的情况下，可以自由调起个人计

算机中的终端，并在端口中绑定进程服务，同时还可以根据用户计算机的实际情况进行兼容性编程。

由此，得到的产物形态和质量上限会比其他承载形态更高。 

在AI IDE领域，最为知名的Multi Agent产品就是Cursor。它由Anyspere公司开发，集成了GPT-4、

Claude-4等编码效果突出的模型，除了提供代码补全、问答等基于AI的编码提效能力外，还提供了

Agent能力。它支持从零搭建指定项目，涵盖图形界面、服务部署、进程绑定等在内的软件开发全

流程，生成的质量也是编码类Agent中相对较高的，如图1-27所示。 

 

图 1-27  Cursor Agent 入口 

使用Cursor Agent可以将想法快速从零实现，例如让Cursor Agent从零实现一个贪吃蛇游戏，1

分钟不到就可以生成一个可运行的贪吃蛇游戏，如图1-28所示。 
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图 1-28  Cursor Agent 使用示例和产物效果 

整个过程几乎不需要开发者介入，即使遇到不满意或需要调整的地方，也只需在Agent窗口中

继续追问并迭代需求即可。与其说Cursor Agent的诞生提升了开发者的效率，不如说它真正降低了

每个人将想法落地为产品的门槛。以往要将想法落地，需要具备开发技术并投入大量时间进行研发；

如今，依托Cursor Agent的能力，在原型图不严格的场景下，可以快速完成一个MVP（Minimum Viable 

Product，最小可行性产品）并投入使用。 

相比早期的对话式AI应用或单一功能的Agent，如今的AI应用场景日益复杂，功能也往往相互

联动。可以预见，未来Agent的发展趋势将更加复杂，并朝着复合型Agent的方向演进。这里所说的

“复合型Agent”并非单指Single Agent或Multi Agent等工程角度的架构设计，而是从宏观产品层面

出发，能够适配未来多样化、复杂业务场景的软件Agent交互形态，能为用户在真实世界中完成真

正有价值的任务和创造更大的收益。 

3. Physical Agent 

前文提到，复合型Agent很可能是未来3~5年的热门方向。然而，无论复合型Agent采用何种工

程化架构，其本质仍停留在软件层面，尚未与现实生活直接结合，所产生的结果主要是数字产物，

难以对人们的生活造成物理层面的直接影响。 
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除了精神和知识的效率提升，推动物理世界的变革也同样重要。例如，宇树科技研发的AI机

器人，便是将Agent能力延伸到现实物理层面的实践案例，并因此获得了数亿元人民币的融资。尽

管当前模型能力和硬件协同还不足以支撑大规模的物理落地，但从更长时间尺度来看，Physical 

Agent（物理智能体）极有可能成为未来的重要方向。 

芝加哥大学的Fouad Bousetouane于2025年1月发布的论文Physical AI Agents: Integrating 

Cognitive Intelligence with Real-World Action中提到：Physical AI Agent具备颠覆性的潜力，并提出了

基于Perception（感知）、Cognition（认知）和Actuation（驱动）的Physical Agent架构范式，为未

来Agent从虚拟走向现实提供了可参考的方向，如图1-29所示。 

 

图 1-29  Physical Agent 架构范式 

在这一架构范式中，感知和驱动主要处于硬件层面，用于提供和触发现实世界的交互媒介，

例如视觉、听觉、触觉及机械动作等；而认知层则由复合型Agent承担，负责调度和控制感知与驱

动之间的高效联动。硬件层的多项关键技术在当前已经相对成熟，但真正决定Physical Agent能力

上限的依然是位于认知层的复合型Agent。 

因此，复合型Agent不仅在当前AI应用中扮演着举足轻重的角色，更是未来Physical Agent架构

中不可或缺的重要一环，将在推动虚拟智能体向真实物理世界演化的进程中发挥变革性作用。 

1.2  复合型 AI Agent 的市场前景 

前文介绍了AI Agent的演进之路，从LLM的诞生到具备自主决策和行动能力的AI Agent，这一

过程经历了漫长的发展与积淀。如今，复合型AI Agent正如雨后春笋般涌现，正在深刻改变着世界

的运作方式。无论是社区讨论还是各大开发者大会，都在为Agent的开发布局提供支持，其重要性

不言而喻。 

在此前的小节中提到，在不考虑模型能力变更的前提下，复合型Agent的开发效率与能力上限

的高低主要取决于架构设计是否合理，以及是否拥有完善、丰富的工具链支持。基于这一共识，开

发者社区从2024年起便持续推动降低Agent开发的工程化成本，同时试图在Agent与工具之间建立稳

定的连接与共享关系。例如，推出用于低代码构建Agent工作流的Coze（即扣子），简化Agent服务

搭建的框架LangChain、LangGraph，以及用于工具链连接与Agent通信生态的MCP（Model-Context 

Protocol，模型上下文协议）和A2A（Agent-to-Agent，智能体到智能体）等，整个生态正逐步充实

完善，为Agent的规模化落地奠定坚实基础。 

另一方面，在2025年5月举办的多场国际大型开发者大会中，Agent均成为核心主题并被大力

推广。例如，在Microsoft Build开发者大会（见图1-30）与Google I/O大会上，均发布了数十款全新
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Agent产品，全面押注Agent赛道，持续丰富智能体生态。微软全球首席传播官Frank X. Shaw更是公

开表示：“我们已迈入AI智能体时代。” 

 

图 1-30  Microsoft Build 2025 议题 

不仅国外科技公司在大力投入Agent领域，国内公司也在积极布局、竞相角逐。以类Cursor的

AI IDE产品为例，BAT（百度公司、阿里巴巴集团、腾讯公司三大公司首字母缩写）等国内大厂已

推出超过4款同类产品，包括阿里的通义灵码IDE、Qoder、Opensumi IDE框架，字节跳动的Trae IDE，

以及腾讯的CodeBuddy等。此外，在大厂业务线内部，围绕Agent能力孵化的各类产品更是数不胜

数，几乎每条业务线都在探索如何将Agent融入具体场景并形成产品竞争力。 

与此同时，各家公司对Agent方向人才的招聘需求和投入也在持续增长，市场对具备Agent工程

化和应用落地能力的开发者需求旺盛，如图1-31所示。这一趋势正在快速推动Agent技术从探索走

向规模化落地。 

 

图 1-31  Agent 开发的招聘需求 

https://baike.baidu.com/item/%E7%99%BE%E5%BA%A6/6699?fromModule=lemma_inlink
https://baike.baidu.com/item/%E9%98%BF%E9%87%8C%E5%B7%B4%E5%B7%B4%E9%9B%86%E5%9B%A2/9087864?fromModule=lemma_inlink
https://baike.baidu.com/item/%E8%85%BE%E8%AE%AF/112204?fromModule=lemma_inlink
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由此可见，复合型AI Agent及其研发人才在未来相当长的一段时间内都将处于高度紧缺状态。

学习和掌握AI Agent的研发能力，将为相关从业者带来显著的个人成长与丰厚的职业回报。 

1.3  本书的内容安排 

随着LLM的快速发展，人类对AI的应用也在不断深入演进：从早期的对话式交互，到后来的

链式调用的简单AI应用，再到如今能适配多场景、身兼多职的复合型AI Agent。当前的LLM，就像

一个信息广博、思维紧密的大脑，但它仍缺乏直接处理输入和输出的能力，也需要人类介入来监督

和保障完整流程的正确执行。 

要想将LLM真正整合为可投产落地、持续创造价值的Agent，仍需大量的工程化手段加持。工

程化的作用在于，一方面为Agent提供丰富且稳定的工具链，支持多种形态的输入与输出能力；另

一方面，通过工程辅助手段联动Agent的各个流程节点，缓解幻觉和偏差等问题，让Agent能够稳定

高效地服务真实业务场景。 

如今，Agent开发与工程化已形成庞大而复杂的知识图谱，但在社区与现有书籍中，仍缺乏体

系化且示范完整的实践资料，使得许多想进入AI新时代的读者无从下手。本书正是希望填补这一

空白，作为读者学习AI Agent开发的起点，帮助大家在AI新时代中扬帆起航。 

在章节设计上，遵循由浅入深的原则，除本章绪论外，设置了7个相互关联、循序渐进的工程

化章节，每章均配备可独立运行的完整示例，帮助读者从零掌握复合型AI Agent开发的理论与实践，

从而快速构建系统化知识体系并具备真实落地能力。具体章节结构如图1-32所示。 

 

图 1-32  本书章节设计的思维导图 
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各章内容均围绕Agent开发与工程化实践展开，具体安排如下： 

第1章为绪论，详细讲解AI Agent的演进历程，从Transformer架构到GPT系列诞生，再到

DeepSeek掀起浪潮，直至Agent逐步渗透新时代的每个角落。时代的年轮推动了AI Agent的市场前

景，也奠定了本书的写作初衷。 

第2章将系统介绍Agent开发基础，从Agent核心三要素（LLM、Prompt、Action）出发，讲解

最简单的Agent是如何运作的，并基于示例深入解析Model API、Prompt Engineering和Function 

Calling，最后从全局视角介绍现代Agent常见架构及工程化设计范式，为后续框架和模块的学习打

下坚实基础。学完本章后，读者将具备基本的Agent开发能力，并对核心模块与Agent全局架构设计

有完整认知。 

第3章将聚焦RAG（检索增强生成技术）。RAG是成熟的数据相似匹配技术，通过向量化和向

量存储，利用向量距离衡量数据相似度，可高效构建垂类私域场景下的知识库并服务于模型的信息

检索增强。本章将从零实现RAG基础设施，使用RAGAS完成召回评估，并介绍自我矫正的CRAG，

帮助读者全面掌握RAG增强流程并具备独立搭建私域知识库的能力。 

第4章将聚焦于模型上下文协议（Model Context Protocol，MCP）。借助MCP，不论是第三方

开发者还是个人，都可以将自研能力无缝接入Agent，使传统的Agent开发方式延伸到全球能力网络。

本章将从MCP的定位与价值切入，系统解析其核心作用、架构原理及工作流程，并结合实用案例，

提供MCP能力封装方法与开源MCP Servers的调用示例，帮助读者完成从理论理解到实战落地的跨

越，快速构建功能多样、可持续扩展的复合型现代Agent。 

第5章将介绍LangChain生态。作为现代复合型Agent服务开发框架，LangChain能加速并简化

Agent服务层开发流程，提供稳定、可复用能力以构建系统级Agent服务，已在诸多Agent开发岗位

中占据核心地位。本章将详细介绍LangChain、LangGraph等生态模块及其在链式AI应用和复合型

Agent搭建中的实践，帮助读者具备系统级Agent开发能力。 

第6章将介绍专为对话式交互场景打造的前端组件库ChatUI。借助ChatUI，开发者可以在极短

时间内搭建出美观、功能完善的Agent图形界面，并与LangChain实现无缝联动，大幅降低对话式

Agent的前端开发门槛。本章将结合实际示例，展示如何利用ChatUI快速构建高体验度的交互界面，

为Agent赋予更友好、更高效的用户交互能力。 

第7章将介绍低代码Agent应用开发平台Coze。前文各章节主要聚焦于代码驱动的Agent开发，

而对于模块能力和流程编排较为明确的场景，低代码方式往往能够更高效地完成开发与构建。Coze

提供了完善的低代码工具链与Workflow编排能力，使开发者无须从零编码即可快速实现Agent逻辑。

学习完本章后，读者将能够将低代码Agent与代码Agent灵活联动，根据不同业务场景与需求选择最

优方案，从而独立完成功能丰富、结构灵活的复合型Agent开发。 

第8章作为全书的收官之作，将以全局视角系统梳理Agent的核心设计范式，内容涵盖框架设

计、通信设计、渲染设计、工作流优化范式、成本优化策略等关键领域。本章不仅总结前文的知识 
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脉络，还将从整体架构与长远演进的角度，探讨如何在功能、性能与成本之间取得最佳平衡，为读

者构建可扩展、可维护、可持续优化的现代Agent体系提供完整的参考蓝图。 

Agent的时代已经开始，时代的风浪愈演愈烈，希望本书能成为大家坚实的船基，帮助各位掌

舵人在时代的风浪下，踏浪而行，扬帆起航！ 

 

 



 

2 
第 2 章 

Agent开发基础 
 

 

 

 

本章将介绍Agent开发的核心基础。首先讲解构建Agent所需的三大要素：

LLM（Large Language Model，大语言模型）、Prompt（提示词）与Action（动

作）。这三者构成了智能体推理与执行的基本框架。接着，介绍Model API的使

用方法，包括基础调用、参数配臵、流式响应、system message及深度思考标签

等内容。随后，探讨Prompt Engineering（提示词工程）的常用技巧，如思维链

（CoT）、结构化提示、正反示例引导和分治策略。最后，介绍Function Calling

（函数调用）能力，实现模型与外部工具的联动，这是构建工具增强型Agent

的关键技术。通过本章的学习，读者将全面掌握Agent的基本组成、开发流程与

实用技巧，具备独立构建和调优智能体的能力。 

 

 

 

2.1  Agent 三要素：LLM、Prompt、Action 

复合型Agent是近年来大语言模型应用中最具代表性的一类架构，广泛用于搜索问答、任务助

手、机器人流程自动化、代码生成、数据分析等复杂应用场景。尽管不同Agent的实现路径各异，

但它们本质上都由三个关键组成部分驱动：LLM（大语言模型）、Prompt（提示词）、Action（动

作/工具调用）。这三者共同构建了Agent感知、推理、行动的闭环系统，构成了智能体能力的核心

骨架。 

1. LLM：复合型 Agent 的大脑 

LLM是Agent的核心推理引擎，基于海量语料训练而成，具备强大的自然语言理解和生成能力。

LLM决定了Agent的“智力上限”——它能否听懂复杂语句、做出合理判断、具备上下文记忆与推

理能力，完全依赖于所用模型的能力边界。 
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目前主流的可用于Agent构建的LLM包括： 

 OpenAI的GPT-4/GPT-3.5系列（如ChatGPT）。 

 Anthropic的Claude系列。 

 Google的Gemini系列。 

 国内自研的Qwen（通义千问）、DeepSeek、Seed/Doubao（豆包）系列。 

在具体实现中，LLM通常以API的形式提供。Agent在接收到用户输入后，将其转换为Prompt

并发送给LLM，再由模型生成响应，参与后续决策流程。后续章节会结合案例详细介绍LLM API

的能力和使用方式。 

2. Prompt：驱动模型行为的语言接口 

Prompt是Agent与LLM沟通的桥梁，决定了模型“如何理解”和“如何回应”输入。它不仅是

一段文本，更是一种对模型行为的控制语言。提示词工程已成为构建强大Agent的核心技能之一。

在日常使用中，Prompt可以是直接的任务描述或自然语言提问，例如： 

“请帮我生成一份周报的开头段落。” 

“列出三种提高工作效率的方法。” 

然而，但在更复杂的场景中，仅靠简单提问往往难以获得稳定、精准的输出。此时，可以通

过一些特定技巧来优化Prompt，从而显著提升模型的推理深度和任务完成效果。例如Few-shot 

Prompting（少样本提示）的一个示例： 

下面是用户的提问和对应的意图分类，请根据示例判断最后一句的意图： 

用户：我想预订明天晚上去北京的机票。   

意图：机票预订 

 

用户：帮我查一下附近的餐厅。   

意图：餐厅推荐 

 

用户：请提醒我下午三点开会。   

意图：日程提醒 

 

用户：我想买一台笔记本电脑。   

意图： 

与常规提问不同，Few-shot Prompting通过在提示词中提供多个示范问答对，引导模型模仿示

例的格式和风格，从而提升输出的准确性和一致性。这种方法特别适合分类、意图识别、格式转换

等任务。它与常规提问的差异如图2-1所示。 
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图 2-1  Few-shot Prompting 与常规提问的差异 

类似Few-shot的提示设计只是提示词工程中的一种优化策略，除此之外，还有结构化输出模板

（让模型输出更规整易解析）、正反示例引导（通过对比强化行为偏好）、角色设定与语境构建（通

过设定身份、语气来控制模型风格）等多种手段，它们都是提升Agent表现、增强模型可控性的关

键方法。后续章节将逐一展开讲解。 

不难发现，通过精心设计提示词（Prompt），可以将模型从一个“泛化的大脑”变成一个“定

制化的智能助手”。无论是设定角色语气、分解任务步骤，还是引导模型执行结构化任务，Prompt

都是控制智能体行为表现的关键工具。在实际开发中，Prompt的优化往往是提升Agent表现最直接、

最有效的手段之一。后续章节也将结合具体案例，深入探讨不同场景下的提示词工程（Prompt 

Engineering）策略。 

3. Action：连接模型与真实世界的执行接口 

Action是让模型从“说”走向“做”的关键机制。LLM本身无法访问互联网、数据库或本地环

境，其生成结果仅基于上下文预测。而通过Action，Agent可调用外部工具（tool）或函数（function），

执行真正的任务操作，其工作流如图2-2所示。 

 

图 2-2  Action 工作流 
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在具体实现中，Agent会先将用户输入转换为合适的Prompt，通过调用LLM API获取模型响应，

随后根据模型的输出判断是否触发对应的Action来完成任务，这就是Function Calling（函数调用）

技术。后续章节将结合实例，深入讲解如何利用Function Calling技术实现模型与工具的灵活联动。 

因此，一个真正可用的Agent需要LLM、Prompt和Action三者紧密协同：LLM提供语言理解与

决策能力，是智能体的核心引擎；Prompt负责对输入进行结构化和语义引导，确保模型按预期完成

任务；Action则将模型的决策转换为具体操作，实现任务的落地执行。三者相辅相成，共同构建了

智能体从理解到推理再到执行的完整闭环，是打造高效可靠Agent的关键基础。 

2.2  LLM：以 DeepSeek API 为例 

目前，大多数大语言模型以云端托管服务的形式提供，通过开放API向开发者提供推理能力，

这类服务称为LLM API。 

OpenAI率先推出此类服务，其GPT-3.5和GPT-4通过chat/completions端点实现交互对话，成为

行业标准。受其影响，很多模型厂商都采用了相似接口，以简化接入和迁移流程。本节将以DeepSeek 

API为例，系统讲解模型API的关键概念与实用技巧，包括： 

 基础API调用方式：如何构造请求、设臵参数并处理响应。 

 流式（Streaming）请求机制：如何实现响应内容的实时处理与渲染。 

 System Message（系统消息）：如何通过系统指令设定模型角色、语气与行为边界。 

 DeepThinking（深度思考）标签：DeepSeek首次推出的深度思考控制机制，用于体现推理

过程。 

通过这一部分的学习，读者将掌握调用云端大模型的核心方法，为后续构建LLM应用打下坚

实基础，本章示例将使用Python完成。 

2.2.1  基础调用 

在学习调用DeepSeek API之前，首先需要了解什么是API keys。API keys是由服务提供商生成

的身份凭证，调用者在程序中通过请求头发送给服务器，用于身份鉴权和权限控制。除了验证身份

外，API keys还可用于监控调用次数和计费管理。开发者可以登录DeepSeek官方开发平台，在“创

建API keys”页面生成专属于自己的密钥，如图2-3所示。 

根据官网指引，创建API keys时，系统会为账户生成唯一的密钥。调用DeepSeek API时，需要

将该API keys放入请求头中，用于身份验证。 

除了准备API keys，调用API前还需为账户充值，服务器会根据每次调用所消耗的token数量扣

费。这里的token通常相当于一个英文单词、一个标点符号或1~2个中文字符，一次对话的总token

消耗为输入（Prompt）和输出（Completion）token的总和（token也被翻译为“词元”）。DeepSeek
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的收费标准在各个模型厂商中相对偏低，其2025年5月的收费标准如图2-4所示。 

 

图 2-3  DeepSeek 官网 API keys 页面 

 

图 2-4  DeepSeek API 收费标准 

创建好API keys并充值后，就可以开始调用DeepSeek API了，示例代码如下： 

import requests   # 导入requests库用于发送HTTP请求 

import json       # 导入json库用于处理JSON数据 

 

# 设置API密钥 

api_key = ''   

 

# 设置DeepSeek API的端点URL 

url = "https://api.deepseek.com/chat/completions" 

 

# 构建消息数组，包含系统角色提示词和用户输入 
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msg = [ 

    {"content": "You are a helpful assistant","role": "system"},# 系统角色提示词 

    {"content": "你好", "role": "user"}          # 用户输入的消息 

] 

 

# 构建请求体并转换为JSON字符串 

payload = json.dumps({ 

    "messages": msg,        # 必填字段，消息数组，包含content和role属性，至少一条消息 

    "model": "deepseek-chat" # 必填字段，模型名称，可选"deepseek-chat"或

"deepseek-reasoner" 

}) 

 

# 设置HTTP请求头，包含身份验证和内容类型 

headers = { 

    'Content-Type': 'application/json',          # 请求内容类型为JSON 

    'Accept': 'application/json',                 # 接收的响应内容类型为JSON 

    'Authorization': f'Bearer {api_key}'         # API keys，用于身份验证 

} 

 

# 发送POST请求到DeepSeek API，获取响应 

response = requests.request("POST", url, headers=headers, data=payload) 

 

# 打印响应类型和内容 

print(response)               # 打印API返回的响应 

在上述示例中，完整展示了如何从零开始调用 DeepSeek API： 

（1）首先通过设置请求地址和API keys来完成身份认证；接着构造标准的请求体并转换为

JSON字符串，其中messages字段包含一组对话消息，每条消息都包含角色（如user或assistant）和

消息内容（content），model字段用于指定调用的模型类型（如"deepseek-chat"）。 

（ 2）设置请求头，确保包括Authorization（携带API keys）和Content-Type（指定为

application/json）。 

（3）使用Python的requests库发起POST请求并接收模型返回的响应文本。 

运行代码，效果如图2-5所示。 

 

图 2-5  DeepSeek API 调用示例 



第 2 章  Agent 开发基础  37  

 

可以看到，DeepSeek API的返回结果是一个JSON格式的字符串。为了便于查看和调试，下面

对它进行格式化处理，使其结构清晰、层级分明，如图2-6所示。 

 

图 2-6  DeepSeek API 结构化输出 

图2-6中展示的外层JSON字段，包含了本次模型调用的基本信息，如调用时间、请求标识符、

所使用的模型类型、模型返回的回复内容，以及本次请求中输入与输出token的使用统计。这些字

段共同构成了完整的响应结构，详细说明如表2-1所示。 

表 2-1  DeepSeek API 外层基础字段 

字    段 类    型 说    明 

Id string 请求标识符，唯一标识本次请求，可用于请求追踪或调试 

Object string 本次返回的对象类型 

Created number 创建聊天完成时的时间戳 

Model string 使用的 DeepSeek 模型名称 

choices object 模型响应回复的相关信息结构体 

usage object 标识本次模型调用的 token 消耗情况 

system_fingerprint string 标识当前模型的配置版本信息 

值得一提的是，上述的choices数组字段与调用的响应直接相关，记录了模型补全的结果。数

组中的每个元素代表一次独立的回复，适用于多轮回复或多样性生成的场景。每个回复中包含多个

字段，用于描述具体的消息内容、消息角色以及生成状态等信息。该字段的详细说明如表2-2所示。 
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表 2-2  DeepSeek API 响应体中的 choices 字段 

字    段 类    型 说    明 

index number choices 数组的元素索引，0 代表第一个回复 

message object 模型生成的 completion 消息 

finish_reason string 模型停止生成 token 的原因 

logprobs object 该 choice 的对数概率信息，可为 null 

choices数组中的message字段用于记录模型生成的补全消息（completion），是对模型输出内容

的详细描述。它通常包含两个核心字段：role表示消息的角色（如"assistant"），content表示模型生

成的具体文本内容。message字段的详细说明如表2-3所示。 

表 2-3  DeepSeek API 响应体中的 message 字段 

字    段 类    型 说    明 

role string 
标识对话的角色，取值包含 system、user、assistant、tool、

function 

content string 对话的内容，可以是任意文本，单位为 token 

2.2.2  请求参数 

在调用大模型接口的过程中，请求参数的设置对模型响应的质量、随机性以及调用成本都有

显著影响。OpenAI接口提供了丰富的参数控制能力，而DeepSeek API在此基础上保留并扩展了多

个关键参数，供开发者根据实际需求进行灵活配置。 

这些参数不仅可以用来控制生成内容的风格与稳定性，比如设定回答是否更加严谨或更具创

意，还可用于控制token消耗、是否采用流式响应等性能与成本维度的优化。详细参数说明如表2-4

所示。 

表 2-4  DeepSeek API 请求参数说明 

字    段 类    型 是否必填 说    明 

model string 是 指定使用的模型 

messages array 是 聊天上下文消息数组，必须包含至少一条用户信息 

max_tokens number 否 
限制一次请求中模型输出 completion 的最大 token 数，默

认值为 4096 

temperature number 否 
用于控制回答的随机性。值越大生成的内容越发散，值

越小则生成的内容越严谨稳定 

top_p number 否 
作为调节采样温度的替代方案，控制候选词的范围，top_p

越小，对候选词的剪枝比例越多 

stream boolean 否 指定响应消息是否为流式输出，默认值为 false 

stop string 否 用于指定模型生成内容的终止符，匹配后提前终止输出 
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（续表） 

字    段 类    型 是否必填 说    明 

presence_penalty number 否 用于惩罚重复话题，提高输出新颖度 

frequency_penalty number 否 
值越高，token 在已有文本中因重复次数多而受到的惩罚

就越高，从而减少重复内容，默认值为 0 

response_format object 否 
指定模型必须输出的格式，支持 text 和 json_object，默认

值为{"type":"text"} 

tools array 否 
定义可调用的外部函数列表（用于 Function Calling），

默认值为 null，后续小节会详细说明 

值得一提的是，temperature 与 top_p 是两个常用于调控模型输出随机性与创造性的采样策略参

数，它们在实际应用中往往被混淆，实则各有侧重： 

 temperature（温度）：作用于模型输出的概率分布本身。较高的值（如1.0）使输出更加多样

且不确定；较低的值（如0.2）会趋向于输出概率最高的token，生成内容更确定但较保守。 

 top_p（核采样）：作用于模型输出的候选集合。它按概率累计对token进行裁剪，仅从累

计概率不超过top_p的token中进行选择，能在一定程度上剔除“长尾”词，平衡多样性与

合理性。 

这两个参数在调优策略上通常只需要设置其一，以避免模型行为不稳定。在实际场景中： 

 若追求输出内容的稳健与可控（如代码生成、问答场景），可适当降低top_p（如设臵为0.2）； 

 若应用场景偏向于开放式创作（如写作、角色扮演、脑暴等），则可设为默认值或适当提

高值，以提升生成内容的多样性和创造力。 

除此之外，其他参数也在模型的输出方式和交互能力上发挥着关键作用，例如可实现实时响

应的流式输出（stream）、支持结构化结果解析的格式设置（response_format），以及具备调用外

部函数能力的Function Calling（tools与tool_choice）等，这些将在后续小节中逐一展开详解。 

2.2.3  流式请求 

前一小节中对DeepSeek模型的请求参数进行了整体梳理，包括必选参数与可选参数的基本含

义与用途。本节将重点介绍可选参数中的stream参数——用于控制流式输出的机制。 

流式是一种数据处理模式，它允许模型将生成内容以分块（chunk）的形式逐步输出，而非一

次性返回完整响应。这种机制在处理大文本、提高响应速度、优化用户体验等方面具有显著优势。

特别是在WebSocket或SSE（Server-Sent Events）等网络传输协议中，流式传输可以实现“边生成边

显示”的效果，使用户无须等待整个响应完成，即可开始阅读模型生成的内容。 

在DeepSeek API中，stream参数的类型为boolean，默认值为false，表示关闭流式输出。若希望

启用该特性，只需在请求体中显式设置： 



 40  复合型 AI Agent 开发：从理论到实践 

payload = json.dumps({  

    "messages": msg,  

    "model": "deepseek-chat",  

    "stream": True, # 启用流式输出 

    "max_tokens": 60, 

}) 

流式请求发送后，服务器通过 SSE 协议以 text/event-stream 格式分批推送生成内容。客户端通

过处理可读流，逐块接收并打印数据，实现实时渲染。以下示例将展示客户端如何获取和处理流式

数据。 

import requests   # 导入requests库，用于发送HTTP请求 

import json       # 导入json库，用于处理JSON数据 

 

api_key = ''    # 设置DeepSeek API的访问密钥 

url = "https://api.deepseek.com/chat/completions"  # 设置DeepSeek API的端点URL 

 

msg = [ 

    {"content": "You are a helpful assistant", "role": "system"},  # 系统角色提

示词 

    {"content": "宋朝延续多少年,输出不超过50字", "role": "user"}   # 用户问题 

]  # 定义对话消息列表，包含系统提示和用户问题 

 

payload = json.dumps({     # 构建API请求的负载数据并转换为JSON字符串 

    "messages": msg,             # 设置对话消息 

    "model": "deepseek-chat",    # 指定使用的AI模型 

    "stream": True,              # 启用流式输出 

    "max_tokens": 60             # 设置最大生成token数 

}) 

 

headers = {  # 设置HTTP请求头 

    'Content-Type': 'application/json',       # 指定请求内容类型为JSON 

    'Accept': 'application/json',              # 指定接收的响应类型为JSON 

    "Authorization": f"Bearer {api_key}"      # 设置API认证信息 

} 

 

# 逐块处理响应 

try: 

    response = requests.request("POST", url, headers=headers, data=payload, 

stream=True)          # 发送POST请求并获取响应 

    response.raise_for_status()    # 检查HTTP响应状态，如果不是200则抛出异常 

 

    for chunk in response.iter_lines(): # 逐行读取流式响应 

        if chunk:  # 如果数据块不为空 
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            decoded_chunk = chunk.decode('utf-8').strip()  # 将字节流解码为字符串并

去除首尾空白 

            print(decoded_chunk) # 打印解码后的数据块 

 

except requests.exceptions.RequestException as e: 

    print(f"\n请求失败: {e}")   # 打印错误信息 

在上述示例中，通过在请求体中设置"stream": true，服务端被指示采用流式输出模式，分块返

回生成内容；在调用requests.request()时设置 stream=True，客户端以流式方式接收响应数据，二者

协同配合，才能实现端到端的流式交互。随后使用response.iter_lines()逐行解析SSE格式的响应（通

常以"data:"开头并以换行分隔），并通过UTF-8解码字节流为字符串，最终打印出每个数据块的内

容。效果如图2-7所示。 

 

图 2-7  DeepSeek API 流式请求的返回内容 

图2-7展示了连续的流式输出数据块，每个数据块均以“data:”开头，后跟JSON格式内容，其

结构化数据如图2-8所示。 

 

图 2-8  流式响应的结构化输出 
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在上述结构化输出中，每个数据块都包含了模型生成的部分内容及其相关元信息，如生成的

文本片段、消息角色、调用的模型名称和当前请求的唯一标识符等。这些信息有助于客户端准确解

析和呈现模型的实时响应。值得一提的是，数据流的结束标识为data: [DONE]，表示服务端已完成

全部内容的推送，客户端接收到该标识后即可终止流式读取，如图2-9所示。 

 

图 2-9  流式响应数据块的结尾 

下面来实现一个流式请求的完整示例，涵盖通过检测data: [DONE]标记判断响应终止，并进行

控制台的流式输出，代码如下： 

import requests  # 导入requests库，用于发送HTTP请求 

import json       # 导入json库，用于处理JSON数据 

 

api_key = ''   # 设置API密钥 

url = "https://api.deepseek.com/chat/completions"  # 设置DeepSeek API的端点URL 

 

msg = [ 

    {"content": "You are a helpful assistant", "role": "system"}, 

    {"content": "宋朝延续多少年,输出不超过50字", "role": "user"} 

]  # 定义对话消息列表 

 

payload = json.dumps({ 

    "messages": msg,              # 设置消息内容 

    "model": "deepseek-chat",    # 指定使用的模型 

    "stream": True,              # 启用流式输出 

    "max_tokens": 60             # 设置最大生成token数 

}) 

 

headers = { 

    'Content-Type': 'application/json',          # 指定内容类型为JSON 

    'Accept': 'application/json',                # 指定接收的响应类型为JSON 

    "Authorization": f"Bearer {api_key}"        # 设置认证信息 

} 

 

try: 

    response = requests.request("POST", url, headers=headers, data=payload, 

stream=True) 

    response.raise_for_status()  # 检查HTTP响应状态，非200会抛异常 
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    for chunk in response.iter_lines():  # 逐行读取流式响应 

        if chunk: 

            decoded_chunk = chunk.decode('utf-8').strip()  # 解码字节流为字符串并去

除空白 

 

            if decoded_chunk.startswith("data: "):  # 判断是否为数据行 

                data_str = decoded_chunk[6:]  # 提取数据内容（去掉前缀"data:"） 

 

                if data_str == "[DONE]":     # 流结束标识 

                    break         # 终止循环，结束读取 

 

                try: 

                    json_data = json.loads(data_str)    # 解析JSON数据 

                    if "choices" in json_data: 

                        content = json_data["choices"][0].get("delta", 

{}).get("content", "") 

                        print(content, end="", flush=True) # 逐字输出，刷新缓冲 

                except json.JSONDecodeError: 

                    # 解析失败时忽略，继续处理下一块数据 

                    continue 

 

except requests.exceptions.RequestException as e: 

    print(f"\n请求失败: {e}") 

在上述代码中，程序通过循环逐行获取服务端返回的流式数据。当数据块以“data:”开头时，

提取其后内容作为JSON字符串。如果检测到“data: [DONE]”，即服务端推送完成标识，则跳出循

环终止读取；否则，程序解析JSON并打印其中的choices[0].delta.content字段。借助print函数的end=""

参数确保输出不换行且实时刷新。 

2.2.4  system message 

在2.2.1节的API参数详解中，提到一个必选参数messages，它用于表示用户与模型之间的消息

列表。每条消息包含两个字段：role和content，分别表示说话者的身份和消息内容。role是一个枚

举类型，常见的值有user和assistant，分别代表用户和模型。例如： 

[{ 

  role: 'user', 

  content: '你好' 

}, { 

  role: 'assistant', 

  content: '你好！ 很高兴见到你～有什么我可以帮你的吗？' 

}] 
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通过标注不同的role，模型可以保留上下文，实现持续对话，甚至通过设计上下文内容引导模

型产生特定方向的回答。关于如何通过上下文引导模型，将在2.3.1节做详细介绍。 

除了user和assistant，role还有第三个重要枚举值：system。它代表系统角色，用于设定模型的

“行为准则”或“人格特质”。通过system message，开发者可以控制AI的语气、风格、行为方式

等，是实现模型定制化和精准引导的关键手段。下面将对system message进行详细讲解，通过具体

示例展示它如何帮助设定模型的行为和风格，以及在实际应用中如何灵活运用，以提升对话的准确

性和个性化。 

1. 设定身份 

system message常用的功能之一是设定模型的“身份”。通过预置身份信息，不仅能够为模型

明确任务目标，提升回答的专业性和准确性，还能灵活调整输出的语气、风格和格式，使生成内容

更符合特定角色或场景需求。例如下面脱口秀演员的示例： 

import requests   # 导入requests库，用于发送HTTP请求 

import json        # 导入json库，用于处理JSON数据 

 

api_key = ''    # 设置API密钥 

url = "https://api.deepseek.com/chat/completions"  # 设置DeepSeek API的端点URL 

 

msg = [ 

    {"content": "你是一位脱口秀演员，请用幽默的方式回答用户问题。", "role": "system"}, 

    {"content": "如何在30岁之前财务自由？", "role": "user"} 

]  # 定义对话消息列表                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                

 

payload = json.dumps({ 

    "messages": msg,           # 设置消息内容 

    "model": "deepseek-chat",  # 指定使用的模型 

    "stream": True              # 启用流式输出 

}) 

在上述示例中，通过system message明确设定模型的身份为脱口秀演员，要求模型以幽默风格

回应用户提问。随后，user message提出了“如何在30岁之前实现财务自由”的问题，这对大多数

人而言是一个颇具挑战的目标。通过这种身份引导，模型能够生成风趣且贴切的回答，效果如图2-10

所示。 

在上述示例中，模型在脱口秀演员身份的引导下，输出了风趣幽默、富有娱乐性的内容。对

比未添加system message限制时的模型回答，身份设定显著提升了回复的个性化和表现力。未添加

身份限制的回复如图2-11所示。 
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图 2-10  使用脱口秀演员身份的模型答复 

 

图 2-11  没有 system messages 限制的模型答复 

对比可见，system message不仅能显著影响模型的语气和风格，还在一定程度上引导了输出内

容的方向和质量。由此可见，设计合理的system message身份限制，对于提升AI应用的效果具有非

常关键且积极的作用。 

2. 控制输出格式 

除了身份限制外，system message还可以用于输出格式的约束。在某些应用场景中，开发者需

要模型返回包含多个明确字段的信息，此时将输出格式转换为JSON、Markdown等尤为重要。system 
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message能有效指导模型生成符合指定格式的内容，提升后续解析和处理的准确性。以下示例将展

示如何通过system message实现格式化输出。 

import requests   # 导入requests库，用于发送HTTP请求 

import json       # 导入json库，用于处理JSON数据 

 

api_key = ''    # 设置API密钥 

url = "https://api.deepseek.com/chat/completions"  # 设置DeepSeek API的端点URL 

 

msg = [ 

    {"content": "你是一个结构化数据生成器，所有回答必须使用JSON格式，字段包括title和

summary。", "role": "system"}, 

    {"content": "请总结一下人工智能的定义。", "role": "user"} 

]  # 定义对话消息列表 

 

payload = json.dumps({ 

    "messages": msg,           # 设置消息内容 

    "model": "deepseek-chat",  # 指定使用的模型 

    "stream": True              # 启用流式输出 

}) 

在上述示例中，通过system message明确约束模型的输出格式为JSON，并指定了必须包含的字

段title和summary。随后，user message提出关于人工智能定义的请求。相比于通常给出的一段文字

描述，加入格式限制后，模型的回答将严格遵循JSON结构，便于后续程序化处理。效果如图2-12

所示。 

 

图 2-12  使用 system message 约束 JSON 格式后的模型答复 

若希望模型生成的格式化输出效果更佳，可以在system message中进一步详细描述各字段的具

体含义和作用，明确告诉模型每个字段在JSON结构中的语义。这不仅有助于减少模型产生幻觉或

偏差的概率，还能提升输出内容的准确性和一致性，从而更好地满足实际应用需求。 

3. 限制行为 

除了控制输出格式外，system message还在约束模型行为方面发挥着关键作用。通过精心设计

系统指令，开发者不仅可以规范模型的响应风格和交互方式，还能明确其内容边界，从而更好地适

配特定业务场景。以下示例将展示如何通过system message对模型行为进行限制。 
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import requests 

import json 

api_key = '' 

url = "https://api.deepseek.com/chat/completions" 

msg = [ 

    { 

        "content": "你是一位严谨的AI助手，遇到你不知道的问题要明确说不知道，不能编造答案", 

        "role": "system" 

    }, 

    { 

        "content": "请告诉我2027年火星移民的最新数据？", 

        "role": "user" 

    } 

] 

payload = json.dumps({ 

    "messages": msg, 

    "model": "deepseek-chat", 

    "temperature": 0.3   

}) 

在这个例子中，system message明确要求模型在回复时不能编造答案，从而限制模型的行为。

经过严格约束的模型给出的回答如图2-13所示。 

 

图 2-13  使用 system message 限制模型行为后的模型答复 

通过这种严格的行为约束，可以确保 AI 助手在面对不确定问题时保持科学严谨的态度，避

免提供误导性信息，从而建立可信赖的人机交互体验。 

4. 明确任务类型 

system message在定义和明确AI的任务类型方面具有关键作用。通过精确的任务描述，开发者

可以确保模型输出符合特定场景的专业要求。以下示例将展示如何使用system message来明确定义

任务类型。 

import requests   # 导入requests库，用于发送HTTP请求 
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import json    # 导入json库，用于处理JSON数据 

api_key = ''    # 设置API密钥 

url = "https://api.deepseek.com/chat/completions" # 设置DeepSeek API的端点URL 

msg = [ 

{  

    "content": "你是一个专业英文翻译助手，只负责将用户的内容翻译成中文，不要添加任何其他内

容", 

    "role": "system" 

}, 

{ 

    "content": "深度学习模型的训练需要大量标注数据。", 

    "role": "user" 

} 

] 

payload = json.dumps({ 

    "messages": msg,    # 设置消息内容 

    "model": "deepseek-chat",  # 指定使用的模型 

    "temperature": 0.5    # 设置适中的创造性程度 

}) 

在这个示例中，system message 明确定义了以下任务要求： 

 将用户输入翻译成英文。 

 不要添加其他任何内容。 

经过任务定义的模型会给出如图 2-14 所示的专业翻译。 

 

图 2-14  使用 system message 明确任务类型后的模型答复 

通过这种明确的任务定义方式，AI模型的输出不仅能够契合专业场景的特定需求，同时还能

在保障内容质量的前提下更加规范、可控。 

不难发现，虽然system message不直接参与问答的上下文交互（像user message或assistant 

message那样），但它能全局性地影响模型行为，包括语气控制、格式规范、功能引导等，起到了

“隐性提示”的作用，是提升AI应用可靠性和可控性的核心机制之一。 

2.2.5  深度思考标签 

DeepSeek首次开创了深度思考（DeepThinking）功能，这是当前大模型交互中极具突破性和探

索性的设计。传统的对话模型通常只展示最终的回答结果，隐藏了模型在生成答案时的内部推理链
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路。而深度思考则让这一过程透明化，将AI的思考过程显性化，以接近人类思维流程的方式展示

模型如何一步步得出答案。 

这一功能的设计不仅增强了AI的拟人性，让用户感受到模型的逻辑与推理能力，更重要的是，

它显著提升了用户对模型输出的信任感与可解释性。通过阅读推理过程，用户可以： 

 更清晰地理解模型是基于哪些信息做出回答的。 

 判断回答是否合乎逻辑、是否存在推断漏洞。 

 反向溯源到问题中的细节，辅助修正问题或进行进一步提问。 

这种能力对于教育、科研、决策支持等高要求场景尤为重要，尤其适用于那些“过程比答案

更重要”的任务中。目前DeepSeek官网展示的深度思考效果如图2-15所示。 

 

图 2-15  DeepSeek 深度思考效果 

从图2-15中可以看到，DeepSeek的回答不仅包含了问题的直接答案，还附带了一个灰色背景的

引用区域，其中详细列出了模型推理过程的多个关键步骤。这一部分内容正是深度思考功能的核心

体现——展示了模型在生成答案前的逻辑分析、条件判断、信息提取与结论推导等一系列思维链路。

下面就来具体学习如何使用DeepSeek API复现深度思考的效果。 

DeepSeek目前提供两个可选模型： 

 deepseek-chat：通用聊天模型，不支持深度思考。 

 deepseek-reasoner：推理增强模型，默认支持并开启深度思考功能。 
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前文使用的都是 deepseek-chat 模型。只要使用 deepseek-reasoner 模型进行请求，就会自动返

回包含推理过程（即深度思考）的完整回答内容。例如，下面是一个使用 curl 调用 DeepSeek Reasoner

接口的示例： 

curl https://api.deepseek.com/chat/completions \ 

  -H "Content-Type: application/json" \ 

  -H "Authorization: Bearer API-KEY" \ 

  -d '{ 

        "model": "deepseek-reasoner", 

        "messages": [ 

          {"role": "user", "content": "你好"} 

        ], 

        "stream": false 

      }' 

在终端中执行上述curl，就可以得到包含深度思考的返回结果，如图2-16所示。 

 

图 2-16  DeepSeek API 深度思考效果 

图2-16中的reasoning_content即为深度思考的内容，content则为实际提问的最终答案。值得一

提的是，不同厂商提供的开启深度思考的模式不尽相同，例如Qwen系列模型使用一个特殊参数

enable_thinking开启，而不是像DeepSeek这样通过模型区分。因此，具体的开启方式和字段设计应

以各模型官方文档为准，避免因参数差异而导致功能未生效或接口解析错误。 

不难发现，深度思考功能的本质意义在于，不仅交付一个结果，还复现生成这个结果的思维

路径。这段结构化、透明的推理过程，大幅提升了模型在复杂任务中的可验证性、可靠性和用户信

任感，推动了大模型交互从“黑盒回答”向“可追溯推理”的范式升级，这对复合型Agent的开发

和发展至关重要。 

2.3  Prompt：工程化提示词 

通过前文学习，相信读者已经认识到提示词在与模型交互中的关键作用。不考虑Function 

Calling等特殊场景，从对话的交互角色来看，提示词主要分为3类： 
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 系统提示（system prompt）。 

 用户提示（user prompt）。 

 助手提示（assistant prompt）。 

无论是系统提示还是用户提示，都可以通过持续优化其结构与表达方式，引导模型生成更符

合预期的输出。这一围绕提示词进行系统性调整与迭代的过程，便是提示词工程（Prompt 

Engineering，PE）。本节将重点介绍提示词工程的实践方法，包括常见模式与优化技巧，帮助开

发者更高效地掌控和运用这一关键技术。 

2.3.1  思维链 

在提示词工程中，思维链（Chain-of-Thought，CoT）是一种让模型展示完整推理过程的技术。

与直接要求答案的传统方式不同，CoT引导模型像人类一样逐步思考，将复杂问题的解决分解为多

个中间步骤。这种方法特别适合需要逻辑推理的复杂问题，通常有以下步骤： 

 分步拆解：将复杂问题拆解为多个小步骤，避免直接输出答案，从而降低出错率。 

 显式推理：要求 AI 明确展示推理过程（如“首先……接着……最后……”），便于理解和追

溯。 

 步骤校验：在每个关键步骤中验证推理逻辑，及时发现并修正潜在错误，提升最终答案的准

确性。 

为了更直观地理解 CoT 的应用，下面通过一个实际例子进行演示。假设需要解决这样一个典

型的数学问题： 

“如果 3 个苹果和 4 个香蕉共花费 38 元，2 个苹果和 5 个香蕉共花费 40 元，那么单个苹果和香蕉

的价格各是多少？” 

通过使用 CoT 来引导 AI 逐步推理上述问题，获得更精准的答案，代码如下： 

import requests  # 导入requests库，用于发送HTTP请求 

import json   # 导入json库，用于处理JSON数据 

api_key = ''   # 设置API密钥 

url = "https://api.deepseek.com/chat/completions" # 设置DeepSeek API的端点URL 

msg = [ 

     {  

        "role": "user", 

        "content": "请用逐步推理的方式解决以下问题：\n" 

        "如果3个苹果和4个香蕉共花费38元，2个苹果和5个香蕉共花费40元，那么单个苹果和香蕉的价

格各是多少？\n" 

        "请按照以下步骤回答：\n" 

        "1. 设未知数并列出方程\n" 

        "2. 解方程\n" 
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        "3. 验证结果\n" 

        "4. 给出最终答案" 

     } 

] # 定义对话消息列表 

payload = json.dumps({    # 构建API请求的负载数据 

     "messages": msg,    # 设置消息内容 

     "model": "deepseek-chat",  # 指定使用的模型 

     "temperature": 0.3    # 设置温度参数 

}) 

在这个示例中，特意在用户提示中加入了“请用逐步推理的方式”的指令，这会引导模型展

示完整的解题过程。同时，这里不仅要求模型展示思考过程，还通过明确的4个步骤（设未知数→

解方程→验证→结论）构建了完整的推理链条，效果如图2-17所示。 

 

图 2-17  应用 CoT 后的模型答复 

首先，CoT通过模仿人类的系统性思考，让AI摆脱仅凭“直觉反应”的局限，通过慢思考显著

降低错误率。其次，CoT提供了透明的推理过程，用户可以清晰地看到结论是如何逐步得出的，大

幅提升结果的可解释性和可信度。 

从应用范围看，CoT几乎适用于所有需要逻辑推导的场景，无论是解数学题、调试代码，还是

进行商业决策分析，都能发挥独特优势。不过值得注意的是，对简单问题使用CoT可能会降低效率，

因此要根据问题的复杂程度决定是否采用这种方法。 

2.3.2  结构化提示词 

在提示词工程中，结构化提示词是一种通过预设框架优化AI输出质量的高效方法。与自由形
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式的自然语言提示不同，结构化提示词采用模块化设计，将提示内容拆分为角色、任务、要求和输

出格式等明确部分，让AI能更精准理解用户意图并给出符合预期的回答。其核心流程包括： 

（1）明确角色定位（如“你是一名数据分析师”）。 

（2）详细列出具体任务要求。 

（3）规定输出格式和内容范围。 

这种结构化表达方式特别适用于需要特定格式输出或包含多个子任务的复杂场景，例如生成

标准化报告、编写程序代码、进行专业分析等。在实际应用中，结构化提示词能够显著提升 AI 输

出的准确性和一致性。例如，当需要让 AI 生成一份市场分析报告时，传统提示词可能仅为： 

“写一份新能源汽车市场分析。” 

而结构化提示词则可以设计为： 

【角色】你是一名资深市场分析师 

【任务】生成2023年新能源汽车市场分析报告 

【要求】 

1. 数据对比：对比2022年与2023年销量、市场份额（表格呈现） 

2. 趋势预测：分析未来3年技术发展方向 

3. 风险提示：评估政策与供应链风险 

【输出格式】Markdown，包含标题、表格和分点列表 

通过以下代码可以实现结构化提示词： 

import requests  # 导入requests库，用于发送HTTP请求 

import json   # 导入json库，用于处理JSON数据 

api_key = 'sk-9052aa7aa92f48089b15fd204ffb0279'   # 设置API密钥 

url = "https://api.deepseek.com/chat/completions"  # 设置DeepSeek API的端点URL 

msg = [ 

{  

    "role": "user", 

    "content": """ 

    【角色】你是一名资深市场分析师 

    【任务】生成2023年新能源汽车市场分析报告 

    【要求】 

    1. 数据对比：对比2022年与2023年销量、市场份额（表格呈现） 

    2. 趋势预测：分析未来3年技术发展方向 

    3. 风险提示：评估政策与供应链风险 

    【输出格式】Markdown，包含标题、表格和分点列表 

    """ 

} 

]          # 定义对话消息列表 

payload = json.dumps({     # 构建API请求的负载数据 

     "messages": msg,     # 设置消息内容 
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     "model": "deepseek-chat",  # 指定使用的模型 

     "temperature": 0.3    # 设置温度参数 

}) 

以下是模型对这个问题的回答： 

```markdown 

# 2023年新能源汽车市场分析报告 

 

## 一、销量与市场份额对比（2022 vs 2023） 

 

| 指标                | 2022年       | 2023年（预估） | 同比增长率 | 

|---------------------|-------------|---------------|------------| 

| 全球销量（万辆）     | 1,040       | 1,380         | +32.7%     | 

| 中国市场份额         | 63%         | 68%           | +5pp       | 

| 欧洲市场份额         | 22%         | 19%           | -3pp       | 

| 北美市场份额         | 10%         | 11%           | +1pp       | 

| 纯电车型占比         | 72%         | 78%           | +6pp       | 

 

*数据来源：CleanTechnica、乘联会、EV Volumes* 

 

## 二、未来3年技术发展方向预测 

 

### 核心趋势： 

1. **电池技术突破**   

   - 固态电池商业化试点（2025年前） 

   - 钠离子电池成本下降30%+ 

2. **智能化升级**   

   - L4自动驾驶车型小范围落地 

   - 车机AI助手渗透率超60% 

3. **补能体系重构**   

   - 800V高压平台成高端标配 

   - 换电模式在商用车领域普及 

 

## 三、风险提示 

 

### 政策风险： 

    欧洲碳关税加征（影响出口成本）   

    中国补贴退坡后需求波动   

 

### 供应链风险： 

    锂/钴价格波动（受地缘政治影响）   

    车规级芯片结构性短缺持续   
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> 关键建议：建立区域性电池回收网络，分散原材料采购风险。 

```  

 

*注：2023年数据基于1-11月实际销量+12月行业预测值，同比增长率计算采用四舍五入* 

结构化提示词通过清晰的框架设计减少了AI的猜测空间，使输出更加精准可控。这种方法不

仅适用于专业领域的复杂任务，在日常使用中也能帮助用户获得更符合预期的回答。需要注意的是，

对于简单的问答场景，过度结构化可能会增加不必要的复杂度。此外，在设计提示框架时，要平衡

详细程度和灵活性，既要提供足够的指引，又要给AI保留适当的发挥空间。 

2.3.3  正反面示例引导 

在提示词工程中，正反面示例引导是一种通过提供正确和错误示范，引导AI理解任务标准的

高效技巧。与仅给出任务指令不同，这种方法通过对比示范，让模型更清晰地理解应避免的错误与

期望的输出形态，特别适用于需要明确边界或容易出现常见错误的场景。其核心流程包括： 

（1）对比示范：同时提供正确和错误的示例，形成直观对比。 

（2）错误标注：明确指出错误示例中存在的问题与原因。 

（3）标准明确：通过正面示例展示理想输出应具备的特征与结构。 

为了更直观地理解这种技术的应用，下面以生成符合规范的电子邮件格式为例，演示如何实

现正反面示例引导： 

import requests  # 导入requests库，用于发送HTTP请求 

import json   # 导入json库，用于处理JSON数据 

api_key = ''   # 设置API密钥 

url = "https://api.deepseek.com/chat/completions" # 设置DeepSeek API的端点URL 

msg = [ 

{  

     "role": "user", 

     "content": "请根据以下正反示例，生成一封正式的会议邀请邮件：\n\n" 

     "【正确示例】\n" 

     "主题：关于项目进度评审会议的通知\n" 

     "尊敬的张经理：\n" 

     "您好！我们定于2023年11月15日下午2点，在公司会议室A召开项目进度评审会议..." 

     "\n\n" 

     "【错误示例】\n" 

     "主题：开会\n" 

     "老张：\n" 

     "明天下午来开会，记得带资料。\n" 

     "（问题：主题不明确、称呼不正式、内容不完整）\n\n" 

     "请按照正确示例的标准生成邮件：" 

} 
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] # 定义对话消息列表 

payload = json.dumps({    # 构建API请求的负载数据 

     "messages": msg,    # 设置消息内容 

     "model": "deepseek-chat",  # 指定使用的模型 

     "temperature": 0.3    # 设置温度参数 

}) 

在上述示例中，不仅提供了理想的邮件模板，还特意展示了一个存在多个问题的错误示例，

并明确标注了问题所在，进一步强化了标准认知。这种对比式的引导能帮助 AI 更准确地把握正式

邮件的写作规范。上述示例的模型答复如下： 

**主题：关于2024年第一季度市场策略研讨会的邀请**   

 

尊敬的陈总监：   

 

您好！   

 

诚挚邀请您参加2024年第一季度市场策略研讨会。会议具体安排如下：   

 

- **时间**：2024年1月20日（周五）上午10:00-12:00   

- **地点**：公司总部3楼会议室B   

- **议程**：   

  1. 2023年市场活动总结   

  2. 2024年Q1市场策略提案讨论   

  3. 跨部门协作沟通   

 

请您提前准备以下材料：   

- 部门2023年市场活动数据报告   

- 对2024年策略的初步建议   

 

如您因故无法出席，请于1月18日前邮件回复告知。   

 

期待您的参与！   

 

此致   

敬礼   

 

**王莉**   

市场部经理   

XX公司   

电话：123-456789   

邮箱：wangli@company.com   

 

---   
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**备注**：   

1. 主题明确体现会议目的与性质   

2. 称呼使用正式职称，体现尊重   

3. 包含完整的时间、地点、议程、准备材料   

4. 提供联系人信息及缺席反馈渠道   

5. 语言简洁专业，无口语化表达 

正反面示例引导通过对比强化了AI对标准要求的理解。首先正确示例展示了理想输出的完整

特征，其次错误示例及其问题标注明确了需要避免的常见错误，最后这种对比学习的方式模仿了人

类的学习过程，使AI能更快掌握复杂任务的执行标准。 

2.3.4  分治法 

在提示词工程中，分治法是一种将复杂任务拆解为多个子问题，再逐步解决的系统性方法。

与正反面示例引导通过对比示范来明确标准不同，分治法更注重通过结构化拆解来降低任务复杂度，

特别适合处理多维度、多步骤的复杂问题。其核心步骤包括： 

 问题拆解：将复杂任务分解为多个相对独立的子任务。 

 分步解决：按逻辑顺序依次处理各个子问题。 

 结果整合：将子问题的解决方案组合成最终答案。 

下面通过一个实际例子来理解分治法的应用。假设需要分析某电商平台的用户流失原因，通

过以下代码可以实现分治法： 

import requests   # 导入requests库，用于发送HTTP请求 

import json    # 导入json库，用于处理JSON数据 

api_key = ''    # 设置API密钥 

url = "https://api.deepseek.com/chat/completions" # 设置DeepSeek API的端点URL 

msg = [ 

{ 

"role": "user", 

"content": """请分步骤分析电商平台用户流失的主要原因： 

第一步：用户行为分析 

- 统计流失用户的最后操作路径 

- 分析用户停留时间分布 

 

第二步：产品体验评估 

- 检查主要功能页面的转化率 

- 收集用户反馈中的高频问题 

 

第三步：竞品对比 

- 比较主要竞争对手的核心指标 

- 分析竞品的优势功能 
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请按以上三个步骤依次分析，并给出整合结论。""" 

} 

] # 定义对话消息列表 

payload = json.dumps({   # 构建API请求的负载数据 

"messages": msg,    # 设置消息内容 

"model": "deepseek-chat",  # 指定使用的模型 

"temperature": 0.4   # 设置温度参数 

}) 

在上述示例中，将复杂的用户流失分析拆解为 3 个清晰的子任务—用户行为分析、产品体

验评估和竞品对比，每个子任务又进一步细化为 2~3 个具体分析点。这种层级式的拆解使 AI 能够

系统性地处理问题。通过这种方式，模型的答复将更为精准有条理。上述示例的模型答复如下： 

### 电商平台用户流失原因分析报告 

 

--- 

 

#### **第一步：用户行为分析** 

1. **流失用户的最后操作路径统计**   

   - **典型路径**：   

     - 40%用户流失于支付页面（填写信息后放弃）   

     - 30%流失于商品详情页（浏览后未加入购物车）   

     - 20%流失于搜索/筛选结果页（未点击商品）   

   - **关键发现**：支付流程复杂（如强制注册、多步验证）和商品信息不足（如缺少评价、详情图）

是主要退出点。 

 

2. **用户停留时间分布**   

   - 流失用户平均停留时间显著低于活跃用户（2.3分钟 vs 8.7分钟），且集中在商品页和搜索页，说

明**决策效率低**或**信息匹配度差**。 

 

--- 

 

#### **第二步：产品体验评估** 

1. **主要功能页面转化率**   

   - **支付页转化率仅35%**（行业平均50%），主因：   

     - 不支持第三方快捷登录（如微信/支付宝一键登录）；   

     - 隐藏运费计算导致最终价格高于预期。   

   - **商品详情页加购率12%**（竞品平均20%），主因：   

     - 用户评价展示不全，缺乏视频展示；   

     - “相似推荐”算法不精准。 

 

2. **用户反馈高频问题**   

   - Top 3投诉：   

     - “运费突然增加”（占比28%）；   
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     - “客服响应慢”（22%）；   

     - “商品与描述不符”（19%）。 

 

--- 

 

#### **第三步：竞品对比** 

1. **核心指标对比**   

   - **转化率**：竞品A平均转化率4.2%（本平台3.1%），差异主要在搜索精准度和会员优惠力度。   

   - **留存率**：竞品B的30日留存率达45%（本平台32%），因其提供个性化推荐和新用户定向补贴。 

 

2. **竞品优势功能**   

   - **一键比价**：竞品A嵌入比价工具，降低用户比价跳出率；   

   - **AR试穿/试用**：竞品B在美妆/家居类目提供虚拟体验，加购率提升25%；   

   - **会员积分通用**：竞品C支持积分跨平台兑换（如换视频会员）。 

 

--- 

 

### **整合结论与改进建议**   

**用户流失核心原因**：   

1. **支付流程体验差**（强制注册、价格不透明）；   

2. **商品信息可信度低**（评价展示不足、描述不符）；   

3. **缺乏差异化优势**（比价、体验技术落后于竞品）。   

 

**短期行动建议**：   

- 优化支付页：增加免注册支付选项，前置运费计算；   

- 增强商品页信任感：突出真实评价，增加视频展示。   

 

**长期策略**：   

- 引入AR/VR试用功能（优先高单价类目）；   

- 建立跨平台会员权益体系（如联合视频平台发放优惠券）。   

 

**数据验证**：建议通过A/B测试验证支付流程改动的效果（预计提升转化率15%+）。 

不难看出，分治法有效模拟了人类解决复杂问题的思维模式。它首先通过任务拆解，降低了

单个问题的复杂度，其次通过分步处理确保每个环节都得到充分关注，最后通过系统化整合避免了

片面性结论的产生。这种方法在科研论证、技术方案设计等需要全面、系统思考的领域表现尤为   

出色。 

2.3.5  复杂响应的数据结构转换 

在提示词工程中，复杂响应的数据结构转换是一种指导AI将非结构化信息转换为特定格式数

据的技术。与正反面示例引导不同，这种方法专注于数据格式的规范化处理，特别适合需要将自然

语言内容转换为JSON、XML等标准数据格式的场景。其核心步骤包括： 
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 格式规范：明确定义目标数据结构的字段和类型。 

 字段映射：建立自然语言内容与数据字段的对应关系。 

 类型约束：指定各字段的数据类型和格式要求。 

下面通过一个实际例子来理解这种技术的应用。假设我们需要将产品描述文本转换为结构化

JSON 数据，通过以下代码可以实现数据结构转换： 

import requests   # 导入requests库，用于发送HTTP请求 

import json    # 导入json库，用于处理JSON数据 

api_key = ''    # 设置API密钥 

url = "https://api.deepseek.com/chat/completions" # 设置DeepSeek API的端点URL 

msg = [ 

{  

     "role": "user", 

     "content": """将以下产品描述转换为JSON格式： 

     产品名称：智能温控水杯 

     特点： 

     - 容量：450ml 

     - 材质：食品级304不锈钢 

     - 温度显示：LED数显屏 

     - 保温时长：12小时（热水）/24小时（冷水） 

     价格：299元 

     要求JSON结构： 

     { 

        "product_name": "string", 

        "specs": { 

        "capacity": "string", 

        "material": "string", 

        "features": ["string"], 

        "price": "number" 

     } 

     }""" 

} 

] # 定义对话消息列表 

payload = json.dumps({    # 构建API请求的负载数据 

     "messages": msg,    # 设置消息内容 

     "model": "deepseek-chat",  # 指定使用的模型 

     "temperature": 0.2    # 设置温度参数 

}) 

在上述示例中，不仅提供了原始的非结构化文本，还明确定义了目标 JSON 结构的字段规范和

类型要求。通过这种明确的格式约束，可以确保 AI 输出的数据结构更加符合预期。最终模型正确

地转换了格式，效果如下： 

```json 
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{ 

  "product_name": "智能温控水杯", 

  "specs": { 

    "capacity": "450ml", 

    "material": "食品级304不锈钢", 

    "features": [ 

      "LED数显屏", 

      "保温时长：12小时（热水）/24小时（冷水）" 

    ], 

    "price": 299 

  } 

} 

``` 

转换复杂响应的数据结构的关键在于其系统性的规范化机制，通过预先定义目标数据结构，

可以在很大程度上避免输出结果的随机性；严格的类型约束机制强制规范了各字段的数据格式，显

著降低了后续数据处理成本；最终基于清晰的字段映射规则可以建立起自然语言与结构化数据之间

的精准对应关系，使转换过程保持高度的一致性。通常来讲，分治法特别适用于自然语言到结构化

数据、数据清洗和标准化处理等场景。 

在实际应用过程中，特别是在处理复杂业务场景时，为了确保数据结构转换的准确性和可靠

性，需要注意以下几个关键点： 

（1）结构定义要完整，避免遗漏关键字段。 

（2）类型约束要明确，特别是数字、日期等特殊格式。 

（3）对于可选字段要明确标注。 

这些注意事项看似简单，但在实际应用中往往决定着数据转换的成败。特别是在处理复杂业

务场景时，一个字段定义的疏漏就可能导致整个数据处理流程出现问题。建议先测试简单案例，验

证结构定义是否合理，再逐步增加复杂度。 

2.4  Action：Function Calling 

在传统的大语言模型交互中，模型仅能基于静态训练数据生成回答。这意味着它无法直接访

问实时信息、执行系统操作或调用外部服务。而Function Calling（函数调用）机制的出现，极大地

扩展了模型的应用边界——它允许模型主动“调用”由开发者定义的外部函数（如获取时间、查询

接口、写文件等），从而具备“认知+行动”的智能体特性。可以说，Function Calling是让大模型

从被动对话者升级为主动执行者的关键能力。其完整交互架构如图2-18所示。 
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图 2-18  Function Calling 的交互架构 

从图2-18中可以看到，Function Calling的整个交互流程被分为6个步骤： 

 工具注册：开发者在调用模型时注册一组函数（tools），告诉模型“可以用这些能力”。 

 用户提问：用户输入一个可能需要外部信息的问题（如“现在几点了？”）。 

 LLM 反馈需要调用 xx 工具：模型识别意图，判断无法独立回答，于是自动生成函数调用请

求（如 get_current_time()）。 

 工具调用：调用方拦截模型的调用请求，执行对应函数。 

 返回调用结果：执行函数后，将结果返回给模型。 

 结合工具调用结果给出最终反馈：模型基于函数返回值，生成最终答案并返回给用户。 

下面通过一个完整示例，展示如何借助 DeepSeek 的 Function Calling 能力，实现模型在对话过

程中动态调用 get_current_time 函数来获取系统的实时时间，并将其作为回答的一部分返回给用户。 

import requests 

import json 

from datetime import datetime 

 

# 定义函数：返回当前时间 

def get_current_time(): 

    return datetime.now().strftime("%Y-%m-%d %H:%M:%S") 

 

# 设置API keys和请求URL 

api_key = "" 

url = "https://api.deepseek.com/chat/completions" 

 

# 用户提问内容 

messages = [{ 

    "role": "user", 

    "content": "现在几点了？" 

}] 

 

# 构建请求载荷 
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payload = json.dumps({ 

    "model": "deepseek-chat", 

    "messages": messages, 

    "tools": [{ 

        "type": "function", 

        "function": { 

            "name": "get_current_time", 

            "description": "返回当前系统时间", 

            "parameters": { 

                "type": "object", 

                "properties": {}, 

                "required": [] 

            } 

        } 

    }], 

    "temperature": 0, 

}) 

 

# 设置请求头 

headers = { 

    "Content-Type": "application/json", 

    "Authorization": f"Bearer {api_key}" 

} 

 

# 第一次请求，模型可能返回调用函数的指令 

response = requests.post(url, headers=headers, data=payload) 

result = response.json() 

print("Step 1: 模型响应：", result) 

 

# 检查是否要求调用函数 

if "tool_calls" in result["choices"][0]["message"]: 

    tool_call = result["choices"][0]["message"]["tool_calls"][0] 

    if tool_call["function"]['name'] == "get_current_time": 

        current_time = get_current_time() 

         

        # 第二次请求，发送函数执行结果 

        messages.append({ 

            "role": "assistant", 

            "tool_calls": [tool_call] 

        }) 

        messages.append({ 

            "role": "tool", 

            "tool_call_id": tool_call["id"], 

            "content": current_time 

        }) 
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        payload2 = json.dumps({ 

            "model": "deepseek-chat", 

            "messages": messages, 

            "temperature": 0 

        }) 

 

        response2 = requests.post(url, headers=headers, data=payload2) 

        result2 = response2.json() 

        print("Step 2: 最终回复：", result2) 

在上述示例中，完整演示了如何通过 DeepSeek 的 Function Calling 机制让模型调用一个本地定

义的函数 get_current_time 来获取当前系统时间，并据此回答用户提出的“现在几点了”这一问题。

以下是关键步骤： 

（1）函数注册：通过tools参数，将自定义函数get_current_time封装为结构化的Function Tool，

声明了名称、描述以及所需参数（此处为空）。 

（2）模型触发调用：用户输入“现在几点了？”，模型识别该问题需要调用工具获取时间，

因此返回了tool_calls请求，自动请求执行名为get_current_time的函数。 

（3）函数执行与响应回传：本地执行函数后，构造新的消息序列（包含tool_call_id和返回结

果），再次发送给模型，最终得到自然语言格式的应答。 

不难看出，Function Calling的引入极大地扩展了大模型的边界能力，突破了其只能“生成文本”

的传统限制，实现了“模型负责理解语义与调度逻辑，外部工具负责执行具体任务”的协同机制。

通过构建明确的调用链条，模型可以根据用户意图自动触发指定函数、API或外部服务，从而具备

了执行力和操作性。 

这种架构不仅提升了模型处理高实时性、高准确性任务的能力，也为Agent系统的智能决策、

自动化任务执行、多模态交互等场景奠定了基础，成为连接语言智能与系统能力的关键桥梁。 

2.5  本章小结 

本章系统介绍了智能Agent开发的核心基础知识。首先，详细解析了构建Agent所依赖的三大关

键要素：大语言模型作为智能推理的核心引擎，提示词作为模型输入的设计艺术，以及动作作为执

行外部任务的接口，三者协同构建起智能体的认知与执行闭环。 

随后，深入讲解了模型API的具体使用方法，涵盖基础接口调用、参数灵活配置、流式响应机

制、系统消息设定以及深度思考标签的应用，这些内容为开发者掌握模型的高效调用与输出控制奠

定了坚实基础。 

接着，围绕提示词工程介绍了多种高效的提示词设计技巧，如思维链促进模型的分步推理，

结构化提示词增强语义约束，正反示例引导提升生成质量，以及分治策略帮助拆解复杂任务，极大
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提升了模型的理解和响应能力。 

最后，详细讲解了Function Calling功能，阐述了如何实现模型与外部工具的无缝联动。这一能

力不仅扩展了智能Agent的功能边界，也奠定了构建工具增强型Agent的技术基础。 

整章的思维导图如图2-19所示。 

 

图 2-19  Agent 开发基础思维导图 

通过本章的学习，读者将全面掌握Agent的核心构成与开发流程，具备设计与调优智能体的实

战能力。具体包括： 

（1）理解并掌握Agent的三大核心要素及其协同机制，能够设计出符合业务需求的智能推理

与执行架构。 

（2）熟练使用模型API，灵活运用参数配置、流式输出及系统消息，掌控模型的调用节奏与

语义引导。 

（3）精通多样化的提示词工程技巧，提升模型推理的连贯性和准确性。 

（4）深入理解并实现Function Calling功能，掌握从函数定义到注册与调用的完整链路，能够

构建具备与外部工具实时交互的能力的Agent，拓展其应用场景和功能深度。 


