# 第2章 八阶光立方实现蓝牙控制项目设计

### 2.2.1 主程序模块

#### 2.相关代码

//蓝牙功能代码如下：

#ifndef LightCube\_h

#define LightCube\_h

#include "Arduino.h"

#define u8 unsigned char

#define s8 signed char

#define u16 unsigned short

class LightCube

{

public:

LightCube(int SER0 ,int SCK0 ,int RCK0 );

void storey(u8 \*a);

void frame(u8 \*a,u8 v); //表示一帧,a是一帧编码起始地址

// v表示一帧画面扫描的次数

// 可以看作这帧显示的时间

void AllOff(void); //光立方512个灯全关—清屏

void AllOn(u8 v); //光立方512个灯全开

void LtoRScan(u8 v); //侧面从左向右依次点亮

void RtoLScan(u8 v); //侧面从右向左依次点亮

void FtoBScan(u8 v); //从前排向后排依次点亮

void BtoFScan(u8 v); //从后排向前排依次点亮

void UtoDScan(u8 v); //从上向下依次点亮

void DtoUScan(u8 v); //从下向上依次点亮

void Anticlockwise(s8 num,s8 v); //Anticlockwise表示逆时针旋转 num:表示旋转周数, v表示速度

void Clockwise(s8 num,s8 v); //Clockwise表示顺时针旋转，num表示旋转周数, v表示速度

void RightClockwise(s8 num,s8 v); //从右侧看顺时针旋转，num表示旋转周数, v表示速度

void Cube(u8 empty,u8 kind,u8 v); //立方体动画；empty=0表示空, empty=1表示实

//kind=0表示左上角, /kind=1表示右上角, /kind=2表示左下角, /kind=3表示右下脚；v表示速度

void Rain(s8 down, s8 cycle \_index, u8 speed); //下雨效果

//cycle\_index为旋转周数；speed为速度

void Up(s8 num,s8 v); //上移；num为旋转周数；v为速度

void RotateFace(s8 empty,s8 Clockwise,s8 turns,u8 speed);//面中心旋转

//empty=1表示空心旋转,否则表示实心旋转

//Clockwise=1表示顺时针，否则表示逆时针

//turns为执行次数；speed为速度

void RotateFaceC(s8 num,s8 v); //面侧边旋转,num执行次数；v速度

void RotateHookFace(s8 Clockwise,s8 turns,u8 speed); //曲面旋转;Clockwise=1表示逆时针旋转,否则表示顺时针旋转，turns为执行次数；speed为速度

void Sandglass(s8 v); //沙漏；v表示速度

void WaterOne(s8 x,s8 y,u8 speed); //一个水滴

void WaterTwo(s8 x1,s8 y1,s8 x2,s8 y2,u8 speed); //二个水滴

void WaterThr(s8 x1,s8 y1,s8 x2,s8 y2,s8 x3,s8 y3,u8 speed); //三个水滴

void Animation(const u8 \*ARRAY\_tab,u8 frame\_num,u8 cycle\_index,u8 speed);

//\*动画，ARRAY\_tab,array.h中数组；

//frame\_num表示帧数;cycle\_index表示循环次数,speed表示滚动速度

void PrintOpen(u8 speed);

void Print(const u8 \*ARRAY\_tab);

void FanOne(s8 turns, u8 speed); //fan表示扇形

void FanTwo(s8 turns, u8 speed);

void ConnectThree(u8 speed);

void ConnectFour(u8 speed);

void ConnectFive(u8 speed);

void ConnectSix(const u8 \*ARRAY\_tab,u8 frame\_num,u8 cycle\_index,u8 speed);

//cycle\_index表示循环次数,speed表示滚动速度

void ConnectSeven(u8 speed);

private:

int \_SER0;

int \_SCK0;

int \_RCK0;

};

#endif

#include "Arduino.h"

#include "LightCube.h"

#define u8 unsigned char

#define s8 signed char

#define u16 unsigned short

//初始化函数

LightCube::LightCube(int SER0 ,int SCK0 ,int RCK0 )

{

pinMode(SER0,OUTPUT);

\_SER0 = SER0;

pinMode(SCK0,OUTPUT);

\_SCK0 = SCK0;

pinMode(RCK0,OUTPUT);

\_RCK0 = RCK0;

}

const u8 flash\_tab[]=

{

0X03,0X07,0X06,0X08,0X10,0X20,0X40,0X80,//0

0X07,0X07,0X0F,0X1C,0X18,0X20,0X40,0X80,

0X0F,0X0F,0X1F,0X3F,0X3C,0X78,0X60,0X80,

0X1F,0X1F,0X3F,0X3F,0X7F,0X7C,0X70,0X80,

0X3F,0X3F,0X3F,0X7F,0X7F,0X7F,0XF8,0XC0,

0X7F,0X7F,0X7F,0X7F,0XFF,0XFF,0XFF,0XF0,

0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,0XFF//6

};

void LightCube::storey(u8 \*a)//层填充函数，控制某层灯点亮方式

{

u8 i,j,num;

for(i=0;i<8;i++)

{

num=a[i]; //将数组中数输入寄存器

for(j=0;j<8;j++) //串行数据输入

{

if(num&0x80)

digitalWrite(\_SER0,HIGH); // SER串行输入端口

else

digitalWrite(\_SER0,LOW);

digitalWrite(\_SCK0,LOW); //上升沿，输入到移位寄存器

delayMicroseconds(1);

digitalWrite(\_SCK0,HIGH);

num<<=1;

}

}

}

void LightCube::frame(u8 \*a,u8 v) //表示一帧,a是一帧编码起始地址

// v表示一帧画面扫描的次数

// 可以看作这帧显示的时间

{

s8 i,j,num; //s8 有符号定义

while(v--)

{

num=0x01;

for(i=0;i<8;i++) //层数控制

{

num<<=i;

digitalWrite(\_RCK0,LOW);

for(j=0;j<8;j++) //串行数据输入

{

digitalWrite(\_SER0,LOW);

delayMicroseconds(1);

digitalWrite(\_SCK0,LOW); //上升沿，输入到移位寄存器

delayMicroseconds(1);

digitalWrite(\_SCK0,HIGH);

}

for(j=0;j<8;j++) //串行数据输入

{

if(num&0x80)

digitalWrite(\_SER0,HIGH); // SER串行输入端口

else

digitalWrite(\_SER0,LOW);

digitalWrite(\_SCK0,LOW); //上升沿，输入到移位寄存器

delayMicroseconds(1);

digitalWrite(\_SCK0,HIGH);

num<<=1;

}

storey(a+i\*8); //层填充函数，控制某层灯点亮方式

digitalWrite(\_RCK0,HIGH);

num=0x01;

delayMicroseconds(2); // 层显示时间

}

}

}

//全局清屏

void LightCube::AllOff(void)

{

u8 i,j;

for(i=0;i<9;i++) //层数控制

{

digitalWrite(\_RCK0,LOW);

for(j=0;j<8;j++) //串行数据输入

{

digitalWrite(\_SER0,LOW);

delayMicroseconds(1);

digitalWrite(\_SCK0,LOW); //上升沿，输入到移位寄存器

delayMicroseconds(1);

digitalWrite(\_SCK0,HIGH);

delayMicroseconds(1);

}

}

digitalWrite(\_RCK0,HIGH);

delay(2);

}

// 光立方全点亮

void LightCube::AllOn(u8 v)

{

u8 k[65]={

0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,

0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,

0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,

0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,

0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,

0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,

0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,

0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,0XFF

};

frame(k,v);

}

//侧面从左向右依次点亮

void LightCube::LtoRScan(u8 v)

{

u8 b[64]={0 };

s8 x,z;

for(z=0;z<8;z++)

{

b[z\*8]=0xff;

}

frame(b,v);

for(x=1;x<8;x++)

{

for(z=0;z<8;z++)

{

b[z\*8+x]=0xff;

b[z\*8+(x-1)]=0;

}

frame(b,v);

}

}

//侧面从右向左依次点亮

void LightCube::RtoLScan(u8 v)

{

u8 b[64]={0};

s8 x,z;

for(z=0;z<8;z++)

{

b[z\*8+7]=0xff;

}

frame(b,v);

for(x=6;x>=0;x--)

{

for(z=0;z<8;z++)

{

b[z\*8+x]=0xff;

b[z\*8+(x+1)]=0;

}

frame(b,v);

}

}

//从前排向后排依次点亮

void LightCube::FtoBScan(u8 v)

{

u8 b[64]={0};

s8 i,y;

for(i=0;i<64;i++)

b[i]=0x01;

frame(b,v);

for(y=0;y<7;y++)

{

for(i=0;i<64;i++)

b[i]<<=1;

frame(b,v);

}

}

//从后排向前排依次点亮

void LightCube::BtoFScan(u8 v)

{

u8 b[64]={0};

s8 i,y;

for(i=0;i<64;i++)

b[i]=0x80;

frame(b,v);

for(y=0;y<7;y++)

{

for(i=0;i<64;i++)

b[i]>>=1;

frame(b,v);

}

}

//从上向下依次点亮

void LightCube::UtoDScan(u8 v)

{

u8 b[64]={0};

s8 x,z;

for(x=0;x<8;x++)

{

b[x]=0xff;

}

frame(b,v);

for(z=1;z<8;z++)

{

for(x=0;x<8;x++)

{

b[z\*8+x]=0xff;

b[(z-1)\*8+x]=0;

}

frame(b,v);

}

}

//从下向上依次点亮

void LightCube::DtoUScan(u8 v)

{

u8 b[64]={0};

s8 x,z;

for(x=0;x<8;x++)

{

b[7\*8+x]=0xff;

}

frame(b,v);

for(z=6;z>=0;z--)

{

for(x=0;x<8;x++)

{

b[z\*8+x]=0xff;

b[(z+1)\*8+x]=0;

}

frame(b,v);

}

}

//Anticlockwise表示逆时针选好转num表示旋转周数，v表示速度

void LightCube::Anticlockwise(s8 num,s8 v)

{

s8 i,k;

u8 b[64]={0};

for(i=0;i<64;i++) b[i]=0x80;

frame(b,v);

while(num--)

for(i=0;i<28;i++)

{

if(i<7)

{

for(k=0;k<8;k++)

{

b[k\*8]|=(0x80>>(i+1));

b[k\*8+7-i]=0;

}

}

else if(i<14)

{

for(k=0;k<8;k++)

{

b[k\*8+i-6]=0x01;

b[k\*8]>>=0x01;

}

}

else if(i<21)

{

for(k=0;k<8;k++)

{

b[k\*8+i-14]=0;

b[k\*8+7]|=(0x01<<(i-13));

}

}

else if(i<28)

{

for(k=0;k<8;k++)

{

b[k\*8+27-i]=0x80;

b[k\*8+7]<<=1;

}

}

frame(b,v);

}

AllOff(); //清屏

}

//Clockwise表示顺时针旋转，num表示旋转周数，v表示速度

void LightCube::Clockwise(s8 num,s8 v)

{

s8 i,k;

u8 b[64]={0};

for(i=0;i<64;i++) b[i]=0x80;

frame(b,v);

while(num--)

for(i=0;i<28;i++)

{

if(i<7)

for(k=0;k<8;k++)

{

b[k\*8+7]|=(0x80>>(i+1));

b[k\*8+i]=0;

}

else if(i<14)

for(k=0;k<8;k++)

{

b[k\*8+13-i]=0x01;

b[k\*8+7]>>=0x01;

}

else if(i<21)

for(k=0;k<8;k++)

{

b[k\*8+21-i]=0;

b[k\*8]|=(0x01<<(i-13));

}

else if(i<28)

for(k=0;k<8;k++)

{

b[k\*8+i-20]=0x80;

b[k\*8]<<=1;

}

frame(b,v);

}

AllOff(); //清屏

}

//从右侧看顺时针旋转

void LightCube::RightClockwise(s8 num,s8 v)

{

s8 i,k;

u8 a[64]={0};

for(i=0;i<8;i++)

a[7\*8+i]=0xff;

frame(a,v);

while(num--)

for(i=0;i<28;i++)

{

if(i<7)

for(k=0;k<8;k++)

{

a[(6-i)\*8+k]=0x01;

a[7\*8+k]>>=1;

}

else if(i<14)

for(k=0;k<8;k++)

{

a[k]|=0x01<<(i-6);

a[(14-i)\*8+k]=0;

}

else if(i<21)

for(k=0;k<8;k++)

{

a[(i-13)\*8+k]=0x80;

a[k]<<=1;

}

else

for(k=0;k<8;k++)

{

a[7\*8+k]|=0x80>>(i-20);

a[(i-21)\*8+k]=0;

}

frame(a,v);

}

AllOff();

}

//在X、Y、Z轴上任意方向和位数移动

s8 X\_AXIS=0;

s8 Y\_AXIS=1;

s8 Z\_AXIS=2;

s8 MINUS=0; //负向

s8 PULS=1; //正向

// kind=0表示 x轴, kind=1表示y轴, kind=2表示z轴；direction=0表示负向, direction=1表示正向;length表示移动位数，不能为8

void moveXYZ(u8 \*a,s8 kind,s8 direction,s8 length){

s8 i,x,z;

if(kind==0) //x轴

{

if(direction==1) //正向

for(z=0;z<8;z++)

{

for(x=7;x>=length;x--)

a[z\*8+x]=a[z\*8+(x-length)];

for(x=0;x<length;x++)

a[z\*8+x]=0;

}

else // 负向

for(z=0;z<8;z++)

{

for(x=length;x<8;x++)

a[z\*8+(x-length)]=a[z\*8+x];

for(x=(8-length);x<8;x++)

a[z\*8+x]=0;

}

}

else if(kind==1) //y轴

{

if(direction==1) //正向

for(i=0;i<64;i++)

a[i]<<=length;

else //负向

for(i=0;i<64;i++)

a[i]>>=length;

}

else //z轴

{

if(direction==1) //正向

for(x=0;x<8;x++)

{

for(z=7;z>=length;z--)

a[z\*8+x]=a[(z-length)\*8+x];

for(z=0;z<length;z++)

a[z\*8+x]=0;

}

else //负向

for(x=0;x<8;x++)

{

for(z=length;z<8;z++)

a[(z-length)\*8+x]=a[z\*8+x];

for(z=(8-length);z<8;z++)

a[z\*8+x]=0;

}

}

}

//正方体轮廓,outline表示轮廓,length表示边长，范围为0<leng<=8,注意n不能为0

void cubeLine(u8 \*a,s8 n)

{

s8 i,j;

for(i=0;i<64;i++)

a[i]=0;

j=0xff>>(8-n);

a[0]=j;

a[n-1]=j;

a[(n-1)\*8]=j;

a[(n-1)\*8+n-1]=j;

for(i=0;i<n;i++)

{

j=(0x01|(0x01<<(n-1)));

a[i\*8]|=j;

a[i\*8+n-1]|=j;

a[i]|=j;

a[(n-1)\*8+i]|=j;

}

}

//实心正方体,fill表示充满,length表示边长，范围为0<leng<=8,注意n不能为0

void CubeFill(u8 \*a, s8 length)

{

s8 x, z;

for(z = 0;z < 8; z++)

for(x = 0; x < 8; x++)

{

if(z < length && x < length)

a[ z \* 8 + x] = 0xff >> (8 - length);

else

a[z \* 8 + x] = 0;

}

}

//立方体动画，empty=0表示空心, empty=1表示实心; kind=0表示左上角, kind=1表示右上角, kind=2表示左下角, kind=3表示右下脚；num表示旋转周数；v表示速度

void LightCube::Cube(u8 empty,u8 kind,u8 v)

{

u8 a[64]={0};

s8 i;

for(i=1;i<=8;i++)//生成

{

if(empty==0)

cubeLine(a,i);

else

CubeFill(a,i);

if(kind==0)

{;}

else if(kind==1)

moveXYZ(a,0,1,8-i);

else if(kind==2)

moveXYZ(a,2,1,8-i);

else

{

moveXYZ(a,0,1,8-i);

moveXYZ(a,2,1,8-i);

}

frame(a,v);

}

for(i=7;i>0;i--) //退出

{

if(empty==0)

cubeLine(a,i);

else

CubeFill(a,i);

if(kind==0)

moveXYZ(a,0,1,8-i);

else if(kind==1)

{

moveXYZ(a,0,1,8-i);

moveXYZ(a,2,1,8-i);

}

else if(kind==2)

{;}

else

moveXYZ(a,2,1,8-i);

frame(a,v);

}

}

const u8 rain\_tab[]=

{

0X00,0X84,0X01,0X00,0X00,0X01,0X02,0X44,

0X84,0X00,0X24,0X08,0X04,0X20,0X80,0X00,

0X00,0X20,0X00,0X00,0X20,0X00,0X40,0X00,

0X00,0X04,0X00,0X40,0X00,0X00,0X08,0X00,

0X40,0X00,0X10,0X00,0X00,0X04,0X04,0X11,

0X00,0X41,0X00,0X00,0X80,0X00,0X40,0X00,

0X00,0X00,0X00,0X24,0X01,0X18,0X00,0X00,

0X22,0X10,0X02,0X00,0X40,0X00,0X02,0X00

};

//下雨效果

void LightCube::Rain(s8 down, s8 cycle\_index, u8 speed)

{

u8 b[64] = {0};

s8 x, z;

if(down == 1) //落下

{

for(x = 0; x < 8; x++)

b[x] = rain\_tab[x];

frame(b, speed);

for(z = 1; z < 8; z++)

{

moveXYZ(b, Z\_AXIS, PULS, 1);

for(x = 0; x < 8; x++)

b[x] = rain\_tab[z \* 8 + x];

frame(b, speed);

}

while(cycle\_index--)

{

for(z = 0; z < 8; z++)

{

moveXYZ(b, Z\_AXIS, PULS, 1);

for(x = 0; x < 8; x++)

b[x] = rain\_tab[z \* 8 + x];

frame(b, speed);

}

}

}

else //上升

{

for(x = 0; x < 8; x++)

b[56 + x] = rain\_tab[x];

frame(b, speed);

for(z = 1; z < 8; z++)

{

moveXYZ(b, Z\_AXIS, MINUS, 1);

for(x = 0; x < 8; x++)

b[56 + x] = rain\_tab[z \* 8 + x];

frame(b, speed);

}

while(cycle\_index--)

{

for(z = 0; z < 8; z++)

{

moveXYZ(b, Z\_AXIS, MINUS, 1);

for(x = 0; x < 8; x++)

b[56 + x] = rain\_tab[z \* 8 + x];

frame(b, speed);

}

}

}

}

//光立方上移

void LightCube::Up(s8 num,s8 v)

{

u8 a[64]={0};

s8 X,Z;

while(num--)

{

for(X=0;X<8;X++)

a[56+X]=0xff;

frame(a,v);

for(Z=1;Z<8;Z++)

{

moveXYZ(a,2,0,1);

for(X=0;X<8;X++)

a[56+X]=0xff;

frame(a,v);

}

for(Z=0;Z<8;Z++)

{

if(num==0&&Z==7)

continue; //结束本次循环，而不是终止整个语句的循环

moveXYZ(a,2,0,1);

frame(a,v);

}

}

for(Z=0;Z<7;Z++)

{

moveXYZ(a,2,1,1);

frame(a,v+0);

}

}

//旋转条

const u8 rotate\_tab[]=

{

0x01,0x02,0x04,0x08,0x10,0x20,0x40,0x80,//0

0x00,0x01,0x06,0x08,0x10,0x60,0x80,0x00,

0x00,0x00,0x01,0x0e,0x70,0x80,0x00,0x00,

0x00,0x00,0x00,0x0f,0xf0,0x00,0x00,0x00,

0x00,0x00,0x00,0xf0,0x0f,0x00,0x00,0x00,

0x00,0x00,0x80,0x70,0x0e,0x01,0x00,0x00,

0x00,0x80,0x60,0x10,0x08,0x06,0x01,0x00,

0x80,0x40,0x20,0x10,0x08,0x04,0x02,0x01,

0x40,0x20,0x20,0x10,0x08,0x04,0x04,0x02,

0x20,0x10,0x10,0x10,0x08,0x08,0x08,0x04,

0x10,0x10,0x10,0x10,0x08,0x08,0x08,0x08,

0x08,0x08,0x08,0x08,0x10,0x10,0x10,0x10,

0x04,0x08,0x08,0x08,0x10,0x10,0x10,0x20,

0x02,0x04,0x04,0x08,0x10,0x20,0x20,0x40//13

};

//面旋转，empty=1表示空心旋转,否则表示实心旋转 ,Clockwise=1表示顺时针旋转，否则表示逆时针旋转

void LightCube::RotateFace(s8 empty, s8 Clockwise, s8 turns, u8 speed)

{

u8 b[64] = {0};

s8 i, x, z;

while(turns--)

{

if(Clockwise == 1)

for(i = 13; i >= 0; i--)

{

for(z = 0; z < 8; z++)

{

for(x = 0; x < 8; x++)

{

if(x>1 && x<6 && z>1 && z<6 && empty==1)

b[z \* 8 + x] = rotate\_tab[i \* 8 + x] & 0xc3;

else

b[z \* 8 + x] = rotate\_tab[i \* 8 + x];

}

}

frame(b, speed);

}

else

for(i = 0; i < 14; i++)

{

for(z = 0; z < 8; z++)

{

for(x = 0; x < 8; x++)

{

if(x>1 && x<6 && z>1 && z<6 && empty==1)

b[z \* 8 + x] = rotate\_tab[i \* 8 + x] & 0xc3;

else

b[z \* 8 + x]=rotate\_tab[ i \* 8 + x];

}

}

frame(b, speed);

}

}

}

const u8 tab\_xuanzhuantiao[]=

{ //旋转条

0x01,0x02,0x04,0x08,0x10,0x20,0x40,0x80,//0

0x00,0x01,0x06,0x08,0x10,0x60,0x80,0x00,

0x00,0x00,0x01,0x0e,0x70,0x80,0x00,0x00,

0x00,0x00,0x00,0x0f,0xf0,0x00,0x00,0x00,

0x00,0x00,0x00,0xf0,0x0f,0x00,0x00,0x00,

0x00,0x00,0x80,0x70,0x0e,0x01,0x00,0x00,

0x00,0x80,0x60,0x10,0x08,0x06,0x01,0x00,

0x80,0x40,0x20,0x10,0x08,0x04,0x02,0x01,

0x40,0x20,0x20,0x10,0x08,0x04,0x04,0x02,

0x20,0x10,0x10,0x10,0x08,0x08,0x08,0x04,

0x10,0x10,0x10,0x10,0x08,0x08,0x08,0x08,

0x08,0x08,0x08,0x08,0x10,0x10,0x10,0x10,

0x04,0x08,0x08,0x08,0x10,0x10,0x10,0x20,

0x02,0x04,0x04,0x08,0x10,0x20,0x20,0x40//13

};

//旋转条

const u8 tab\_xuanzhuantiao2[]=

{

0X01,0X02,0X04,0X08,0X10,0X20,0X40,0X80,//0

0X02,0X04,0X08,0X00,0X10,0X20,0X40,0X80,//

0X04,0X08,0X00,0X10,0X20,0X20,0X40,0X80,//

0X08,0X10,0X10,0X20,0X20,0X40,0X40,0X80,//

0X10,0X10,0X20,0X20,0X20,0X40,0X40,0X80,//

0X20,0X20,0X40,0X40,0X40,0X80,0X80,0X80,//

0X40,0X40,0X40,0X40,0X80,0X80,0X80,0X80,//

0X80,0X80,0X80,0X80,0X80,0X80,0X80,0X80,//7

0X80,0X80,0X80,0X80,0X40,0X40,0X40,0X40,//

0X80,0X80,0X00,0X40,0X40,0X40,0X20,0X20,//9

0X80,0X80,0X40,0X40,0X20,0X20,0X10,0X10,//

0X80,0X40,0X40,0X20,0X20,0X10,0X10,0X08,//

0X80,0X40,0X20,0X20,0X10,0X10,0X08,0X04,//

0X80,0X40,0X20,0X10,0X08,0X08,0X04,0X02,//

0X80,0X40,0X20,0X10,0X08,0X04,0X02,0X01,//14

0X80,0X40,0X20,0X10,0X0C,0X02,0X01,0X00,//15

0X80,0X40,0X30,0X0C,0X02,0X01,0X00,0X00,//

0X80,0X60,0X18,0X06,0X01,0X00,0X00,0X00,//17

0XC0,0X30,0X0E,0X01,0X00,0X00,0X00,0X00,//

0XE0,0X1C,0X03,0X00,0X00,0X00,0X00,0X00,//19

0XF0,0X0F,0X00,0X00,0X00,0X00,0X00,0X00,//

0XFF,0X00,0X00,0X00,0X00,0X00,0X00,0X00,//21

0X0F,0XF0,0X00,0X00,0X00,0X00,0X00,0X00,//22

0X07,0X38,0XC0,0X00,0X00,0X00,0X00,0X00,

0X03,0X0C,0X20,0XC0,0X00,0X00,0X00,0X00,

0X01,0X02,0X0C,0X30,0XC0,0X00,0X00,0X00,

0X01,0X02,0X04,0X08,0X30,0XC0,0X00,0X00,

0X01,0X02,0X04,0X08,0X10,0X60,0X80,0X00,

0X01,0X02,0X04,0X08,0X10,0X20,0X40,0X80,

0X01,0X02,0X04,0X08,0X10,0X20,0X20,0X40,

0X01,0X02,0X04,0X08,0X08,0X10,0X20,0X20,

0X01,0X02,0X04,0X04,0X08,0X08,0X10,0X10,

0X01,0X01,0X02,0X02,0X04,0X04,0X08,0X08,

0X01,0X01,0X01,0X02,0X02,0X02,0X04,0X04,

0X01,0X01,0X01,0X01,0X02,0X02,0X02,0X02,

0X01,0X01,0X01,0X01,0X01,0X01,0X01,0X01,//35

0X02,0X02,0X02,0X02,0X01,0X01,0X01,0X01,//36

0X04,0X04,0X02,0X02,0X02,0X01,0X01,0X01,

0X08,0X08,0X04,0X04,0X02,0X02,0X01,0X01,

0X10,0X10,0X08,0X08,0X04,0X04,0X02,0X01,

0X20,0X10,0X00,0X08,0X08,0X04,0X02,0X01,

0X40,0X20,0X10,0X08,0X08,0X04,0X02,0X01,

0X80,0X40,0X20,0X10,0X08,0X04,0X02,0X01,

0X00,0X80,0X40,0X20,0X18,0X04,0X02,0X01,

0X00,0X00,0X80,0X40,0X38,0X04,0X02,0X01,

0X00,0X00,0X00,0X80,0X60,0X1C,0X02,0X01,

0X00,0X00,0X00,0X00,0X80,0X70,0X0E,0X01,

0X00,0X00,0X00,0X00,0X00,0XC0,0X3C,0X03,

0X00,0X00,0X00,0X00,0X00,0X00,0XF0,0X0F,

0X00,0X00,0X00,0X00,0X00,0X00,0X00,0XFF,//49

0X00,0X00,0X00,0X00,0X00,0X00,0X0F,0XF0,//50

0X00,0X00,0X00,0X00,0X00,0X03,0X1C,0XE0,

0X00,0X00,0X00,0X00,0X03,0X0C,0X30,0XC0,

0X00,0X00,0X00,0X01,0X06,0X18,0X20,0XC0,

0X00,0X00,0X01,0X02,0X0C,0X30,0X40,0X80,

0X00,0X01,0X02,0X04,0X18,0X20,0X40,0X80,//56

};

//面中心旋转,empty=1表示空心旋转,否则表示实心旋转,Clockwise=1表示顺时针旋转，否则表示逆时针旋转

//turns执行次数； speed速度

void LightCube::RotateFaceC(s8 num,s8 v)

{

u8 a[64]={0};

s8 i,j,k;

while(num--)

for(i=0;i<56;i++)

{

for(j=0;j<8;j++)

for(k=0;k<8;k++)

a[j\*8+k]=tab\_xuanzhuantiao2[i\*8+k];

frame(a,v);

}

}

//曲面旋转;Clockwise=1表示逆时针旋转,否则表示顺时针旋转

void LightCube::RotateHookFace(s8 Clockwise, s8 turns, u8 speed)

{

u8 b[64] = {0};

s8 i, x, z;

for(z = 0;z < 8; z++)

for(x = 0;x < 8; x++)

b[z \* 8 + x] = rotate\_tab[x];

frame(b, 1);

while(turns--) //主循环

{

if(Clockwise == 1)

for(i = 13; i >= 0; i--)

{

moveXYZ(b, Z\_AXIS, PULS, 1);

for(x = 0; x < 8; x++)

b[x] = rotate\_tab[i \* 8 + x];

frame(b, speed);

}

else

for(i = 0; i < 14; i++)

{

moveXYZ(b, Z\_AXIS, PULS, 1);

for(x = 0; x < 8; x++)

b[x] = rotate\_tab[i \* 8 + x];

frame(b, speed);

}

}

for(i = 0;i < 7;i++)

{

moveXYZ(b, Z\_AXIS, PULS, 1);

for(x = 0; x < 8; x++)

b[x] = rotate\_tab[x];

frame(b, speed);

}

}

//沙漏

const s8 sandglass\_tab00[]={ //从下往上

0,0,0,0,0,0,0,

0,1,2,3,4,5,6,

7,7,7,7,7,7,7,

7,6,5,4,3,2,1,//28

1\*8+1,1\*8+1,1\*8+1,1\*8+1,1\*8+1,

1\*8+1,1\*8+2,1\*8+3,1\*8+4,1\*8+5,

1\*8+6,1\*8+6,1\*8+6,1\*8+6,1\*8+6,

1\*8+6,1\*8+5,1\*8+4,1\*8+3,1\*8+2, //20

2\*8+2,2\*8+2,2\*8+2,

2\*8+2,2\*8+3,2\*8+4,

2\*8+5,2\*8+5,2\*8+5,

2\*8+5,2\*8+4,2\*8+3, //12

3\*8+3,3\*8+3,3\*8+4,3\*8+4, //4+4

4\*8+3,4\*8+3,4\*8+4,4\*8+4,

5\*8+2,5\*8+2,5\*8+2,

5\*8+2,5\*8+3,5\*8+4,

5\*8+5,5\*8+5,5\*8+5,

5\*8+5,5\*8+4,5\*8+3, //12

6\*8+1,6\*8+1,6\*8+1,6\*8+1,6\*8+1,

6\*8+1,6\*8+2,6\*8+3,6\*8+4,6\*8+5,

6\*8+6,6\*8+6,6\*8+6,6\*8+6,6\*8+6,

6\*8+6,6\*8+5,6\*8+4,6\*8+3,6\*8+2, //20

56+0,56+0,56+0,56+0,56+0,56+0,56+0,

56+0,56+1,56+2,56+3,56+4,56+5,56+6,

56+7,56+7,56+7,56+7,56+7,56+7,56+7,

56+7,56+6,56+5,56+4,56+3,56+2,56+1, //28

};

const s8 sandglass\_tab10[]={ //从上往下

56+0,56+0,56+0,56+0,56+0,56+0,56+0,

56+0,56+1,56+2,56+3,56+4,56+5,56+6,

56+7,56+7,56+7,56+7,56+7,56+7,56+7,

56+7,56+6,56+5,56+4,56+3,56+2,56+1, //28

6\*8+1,6\*8+1,6\*8+1,6\*8+1,6\*8+1,

6\*8+1,6\*8+2,6\*8+3,6\*8+4,6\*8+5,

6\*8+6,6\*8+6,6\*8+6,6\*8+6,6\*8+6,

6\*8+6,6\*8+5,6\*8+4,6\*8+3,6\*8+2, //20

5\*8+2,5\*8+2,5\*8+2,

5\*8+2,5\*8+3,5\*8+4,

5\*8+5,5\*8+5,5\*8+5,

5\*8+5,5\*8+4,5\*8+3, //12

4\*8+3,4\*8+3,4\*8+4,4\*8+4,

3\*8+3,3\*8+3,3\*8+4,3\*8+4, //4+4

2\*8+2,2\*8+2,2\*8+2,

2\*8+2,2\*8+3,2\*8+4,

2\*8+5,2\*8+5,2\*8+5,

2\*8+5,2\*8+4,2\*8+3, //12

1\*8+1,1\*8+1,1\*8+1,1\*8+1,1\*8+1,

1\*8+1,1\*8+2,1\*8+3,1\*8+4,1\*8+5,

1\*8+6,1\*8+6,1\*8+6,1\*8+6,1\*8+6,

1\*8+6,1\*8+5,1\*8+4,1\*8+3,1\*8+2, //20

0,0,0,0,0,0,0,

0,1,2,3,4,5,6,

7,7,7,7,7,7,7,

7,6,5,4,3,2,1, //28

};

//移动距离

const s8 sandglass\_tab01[]={//移动距离

0,1,2,3,4,5,6,

7,7,7,7,7,7,7,

7,6,5,4,3,2,1,

0,0,0,0,0,0,0, //28

1,2,3,4,5,

6,6,6,6,6,

6,5,4,3,2,

1,1,1,1,1, //20

2,3,4,

5,5,5,

5,4,3,

2,2,2, //12

3,4,4,3,

3,4,4,3, //4+4

2,3,4,

5,5,5,

5,4,3,

2,2,2, //12

1,2,3,4,5,

6,6,6,6,6,

6,5,4,3,2,

1,1,1,1,1, //20

0,1,2,3,4,5,6,

7,7,7,7,7,7,7,

7,6,5,4,3,2,1,

0,0,0,0,0,0,0, //28

};

//沙漏

void LightCube::Sandglass(s8 v)

{

u8 b[64]={0};

u16 i;

for(i=0;i<128;i++) //点

{

b[sandglass\_tab00[i]]=(0x01<<sandglass\_tab01[i]);

frame(b,v);

b[sandglass\_tab00[i]]=0;

}

for(i=0;i<128;i++)//8点

{

b[sandglass\_tab10[i]]|=(0x01<<sandglass\_tab01[i]);

if(i>=8)

b[sandglass\_tab10[i-8]]^=(0x01<<sandglass\_tab01[i-8]);//^表示异或

frame(b,v);

}

b[7]|=0x01;

b[0]=0x01;

frame(b,v);

for(i=1;i<128;i++) //线

{

if(i<8)

b[8-i]=0;

b[sandglass\_tab00[i]]|=(0x01<<sandglass\_tab01[i]);

frame(b,v);

}

frame(b,100);

for(i=0;i<128;i++) //线

{

b[sandglass\_tab10[i]]^=(0x01<<sandglass\_tab01[i]);//^表示异或

frame(b,v);

}

}

const u16 water\_tab[]=

{

0x0000,0x0000,0x0000,0x0000,0x0000,0x0000,0x0080,0x0140,0x0080,0x0000,0x0000,0x0000,0x0000,0x0000,0x0000,0x0000,

0x0000,0x0000,0x0000,0x0000,0x0000,0x0080,0x0140,0x0220,0x0140,0x0080,0x0000,0x0000,0x0000,0x0000,0x0000,0x0000,

0x0000,0x0000,0x0000,0x0000,0x01c0,0x0220,0x0410,0x0410,0x0410,0x0220,0x01c0,0x0000,0x0000,0x0000,0x0000,0x0000,

0x0000,0x0000,0x0000,0x03e0,0x0410,0x0808,0x0808,0x0808,0x0808,0x0808,0x0410,0x03e0,0x0000,0x0000,0x0000,0x0000,

0x0000,0x0000,0x07f0,0x0808,0x1004,0x1004,0x1004,0x1004,0x1004,0x1004,0x1004,0x0808,0x07f0,0x0000,0x0000,0x0000,

0x0000,0x0ff8,0x1004,0x2002,0x2002,0x2002,0x2002,0x2002,0x2002,0x2002,0x2002,0x2002,0x1004,0x0ff8,0x0000,0x0000,

0x1ffc,0x2002,0x4001,0x4001,0x4001,0x4001,0x4001,0x4001,0x4001,0x4001,0x4001,0x4001,0x4001,0x2002,0x1ffc,0x0000

};

//一个水滴

void LightCube::WaterOne(s8 x, s8 y, u8 speed)

{

u8 b[64]={0};

s8 i, r;

b[0 \* 8 + x] = 0x01<<y;

frame(b, speed);

for(i = 0; i < 7; i++) //下落

{

b[(i + 1) \* 8 + x] = b[i \* 8 + x];

b[i \* 8 + x] = 0;

frame(b, speed);

}

for(r= 0; r < 7; r++)

{

for(i = 0; i < 8; i++)

b[ 7 \* 8 + i] = water\_tab[r \* 16 + 7 - x + i] >> (7 - y);

frame(b, speed + 5);

}//扩散

}

//两个水滴

void LightCube::WaterTwo(s8 x1, s8 y1, s8 x2, s8 y2, u8 speed)

{

u8 b[64] = {0};

s8 i, r;

b[0 \* 8 + x1] = 0x01 << y1;

frame(b, speed);

for(i = 0; i < 7; i++)

{

moveXYZ(b, Z\_AXIS, PULS, 1);

if(i == 1)

{

b[0 \* 8 + x2] = 0x01<<y2;

}

frame(b, speed);

}

for(r = 0; r < 9; r++)

{

if(r < 2)

moveXYZ(b, Z\_AXIS, PULS,1);

else

for(i = 0; i < 8; i++)

b[7 \* 8 + i]=water\_tab[(r - 2) \* 16 + 7 - x2 + i] >> (7 - y2);

if(r < 7)

for(i = 0; i < 8; i++)

b[7 \* 8 + i]|=(water\_tab[r \* 16 + 7 - x1 + i] >> (7 - y1));

frame(b, speed + 5);

}

}

//三个水滴

void LightCube::WaterThr(s8 x1, s8 y1, s8 x2, s8 y2, s8 x3, s8 y3, u8 speed)

{

u8 b[64] = {0};

s8 i, r;

b[0 \* 8 + x1] = 0x01 << y1;

frame(b, speed);

for(i = 0;i < 7; i++)

{

moveXYZ(b, Z\_AXIS, PULS, 1);

if(i == 1)//第二点

b[0 \* 8 + x2] = 0x01 << y2;

if(i == 3)

b[0 \* 8 + x3] = 0x01 << y3; //第三点

frame(b, speed);

}

for(r = 0; r < 11; r++)//扩散

{

if(r < 4)

moveXYZ(b, Z\_AXIS, PULS, 1);

if(r < 11 && r >= 4)

for(i = 0; i < 8; i++)

b[7 \* 8 + i] = water\_tab[(r - 4) \* 16 + 7 - x3 + i] >> (7 - y3);

if(r<9 && r>=2)

for(i = 0; i<8; i++)

b[7 \* 8 + i] |= water\_tab[(r - 2) \* 16 + 7 - x2 + i] >> (7 - y2);

if(r < 7)

for(i = 0; i<8; i++)

b[7 \* 8 + i] |= (water\_tab[r \* 16 + 7 - x1 + i] >> (7 - y1));

frame(b, speed + 5);

}

}

//动画驱动函数Animation，)//num表示帧数，n表示循环次数

void LightCube::Animation(const u8 \*ARRAY\_tab,u8 frame\_num,u8 cycle\_index,u8 speed)

{

s8 i, j;

u8 b[64]={0};

for(j = 0; j<64; j++)

b[j] = ARRAY\_tab[j] ;

frame(b,speed);

while(cycle\_index--)

{

for(i=1;i<frame\_num;i++)

{

for(j = 0; j<64; j++)

b[j] = ARRAY\_tab[i\*64 + j] ;

frame(b,speed);

}

}

}

void LightCube::PrintOpen(u8 speed)

{

u8 x, y;

u8 b[64] = {0};

for(y = 0; y<8; y++)

{

b[0] |= 0x01<<y;

frame(b,speed-3);

}

for(x = 1; x<8;x++)

{

b[x]=0xff;

frame(b,speed);

}

}

//从上向下打印

void LightCube::Print(const u8 \*ARRAY\_tab)

{

u8 p;

s8 x, y, z;

u8 b[64] = {0}, c[8] = {0};

for(x = 0; x<8; x++)

b[x] = 0xff;

for(x = 0; x<8; x++) //行切换

{

c[x] = ARRAY\_tab[x];

for(y = 0; y<8; y++) //点的确定

{

p = c[x] & (0x01<<y);

if(p)

{

for(z = 1; z<7; z++)

{

if(z==1)

{

b[8 \* z + x] = p;

frame(b, 1);

}

else

{

b[8 \* (z - 1) + x] = 0;

b[8 \* z + x] = p;

frame(b, 1);

}

}

b[48 + x] = 0;

b[56 + x] |= p;

frame(b, 4);

}

}

}

frame(b, 40);

for(y = 0; y<8; y++)

{

for(x = 0; x<8; x++)

b[56 + x] = b[56 + x]>>1;

frame(b, 10);

}

}

const u8 fan\_tab[]=

{

0x80,0x80,0x80,0x80,0x80,0x80,0x80,0x80, //0

0x40,0x40,0x40,0x40,0x80,0x80,0x80,0x80,

0x20,0x20,0x40,0x40,0x40,0x40,0x80,0x80,

0x10,0x10,0x20,0x20,0x40,0x40,0x80,0x80,

0x08,0x08,0x10,0x20,0x20,0x40,0x80,0x80,

0x04,0x08,0x08,0x10,0x20,0x40,0x40,0x80,

0x02,0x04,0x08,0x10,0x10,0x20,0x40,0x80,

0x01,0x02,0x04,0x08,0x10,0x20,0x40,0x80, //7

0x00,0x01,0x02,0x04,0x18,0x20,0x40,0x80,

0x00,0x00,0x01,0x06,0x08,0x10,0x60,0x80,

0x00,0x00,0x00,0x01,0x06,0x18,0x60,0x80,

0x00,0x00,0x00,0x00,0x03,0x0c,0x30,0xc0,

0x00,0x00,0x00,0x00,0x00,0x03,0x3c,0xc0,

0x00,0x00,0x00,0x00,0x00,0x00,0x0f,0xf0,

0x00,0x00,0x00,0x00,0x00,0x00,0x00,0xff, //14

};

const u8 connect\_one\_tab[]=

{

0XFF,0X81,0X81,0X81,0X81,0X81,0X81,0XFF,

0XFF,0XFF,0Xc3,0Xc3,0Xc3,0Xc3,0XFF,0XFF,

0XFF,0XFF,0XFF,0XE7,0XE7,0XFF,0XFF,0XFF,

0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,

0X7F,0XFF,0XFF,0XFF,0XFF,0XFF,0XFF,0XFE,

0X3F,0X7F,0XFF,0XFF,0XFF,0XFF,0XFE,0XFC,

0X1F,0X3F,0X7F,0XFF,0XFF,0XFE,0XFC,0XF8,

0X0F,0X1F,0X3F,0X7E,0XFE,0XFC,0XF8,0XF0,

0X07,0X0F,0X1F,0X3E,0X7C,0XF8,0XF0,0XE0,

0X03,0X07,0X0E,0X1C,0X38,0X70,0XE0,0XC0,

0X01,0X02,0X04,0X08,0X10,0X20,0X40,0X80,//10

};

void LightCube::ConnectThree(u8 speed)

{

u8 b[64] = {0};

u8 i, x, z;

for(z = 0; z < 8; z++)

for(x = 0; x < 8; x++)

b[z\*8 + x] = 0X80;

frame(b, 2);

for(i = 0; i<3; i++)

{

for(x = 0; x < 8; x++)

{

b[i\*8 + x] = 0X00;

b[(7-i)\*8 + x] = 0X00;

}

frame(b, speed);

}

for(x = 0; x < 8; x++)

b[4 \* 8 + x] = 0X00;

frame(b, speed);

for(x = 0; x < 3; x++)

{

b[3 \* 8 + x] = 0X00;

b[3 \* 8 + (7 - x)] = 0X00;

frame(b, speed);

}

b[3 \* 8 + 3] = 0X00;

frame(b, speed);

b[3 \* 8 + 4] = 0X00;

frame(b, speed + 10);

}

void LightCube::ConnectFour(u8 speed)

{

u8 b[64] = {0};

u8 x, z;

s8 i = 7, j;

for(z = 0; z < 8; z++)

for(x = 0; x < 8; x++)

b[z\*8 + x] = rain\_tab[z\*8+x];

frame(b, 1);

while(i--)

{

for(x = 0; x < 8; x++)

b[x] = (b[x] | b[8 + x]);

for(z = 1; z < 8; z++)

for(x = 0; x < 8; x++)

b[z\*8 + x] = b[(z + 1) \* 8 + x];

for(x = 0; x < 8; x++)

b[56 + x] = 0x00;

frame(b, speed);

}

for(j = 0; j < 8; j++)

{

for(x = 0; x < 8; x++)

b[x] |= 0x01<<j;

frame(b, speed);

}

for(j = 0 ;j < 13; j++)

{

if(j < 7)

for(x = 0;x < 8; x++)

{

b[(j + 1) \* 8 + x] = 0x80;

b[x] <<= 1;

}

else

for(x = 0 ; x < 8 ; x++)

{

b[ 7 \* 8 + x] |= 0x80>>(j-6);

b[( j - 7 ) \* 8 + x] = 0;

}

frame(b, speed);

}

}

void LightCube::ConnectFive(u8 speed)

{

u8 b[64] = {0};

u8 i;

s8 x;

for(x = 0;x < 8; x++)

b[7 \* 8 + x] = 0xFF;

for(i = 0 ;i < 7; i++)

{

for(x = 0;x < 8; x++)

{

b[(6-i) \* 8 + x] = 0x80;

b[56 + x] <<= 1;

}

frame(b, speed);

}

}

//frame\_num表示帧数，cycle\_index表示循环次数，speed表示速度

void LightCube::ConnectSix(const u8 \*ARRAY\_tab,u8 frame\_num,u8 cycle\_index,u8 speed)

{

s8 i, j;

u8 b[64]={0};

for(j = 0; j<64; j++)

b[j] = 0x00 ;

while(cycle\_index--)

{

for(i=(frame\_num - 1);i >= 0;i--)

{

for(j = 0; j<64; j++)

b[j] = ARRAY\_tab[i\*64 + j] ;

frame(b,speed);

}

}

for(i = 0; i < 7;i++)

{

moveXYZ(b, X\_AXIS, MINUS, 1);

moveXYZ(b, Y\_AXIS, MINUS, 1);

moveXYZ(b, Z\_AXIS, MINUS, 1);

frame(b,5);

}

}

void LightCube::ConnectSeven(u8 speed)

{

u8 b[64] = {0};

s8 i, x;

for(x = 0; x < 8; x++)

b[x] = fan\_tab[56 + x];

for(i = 6; i >= 0; i--)

{

moveXYZ(b, Z\_AXIS, PULS, 1);

for(x = 0; x < 8; x++)

b[x] = fan\_tab[i \* 8 + x];

frame(b, speed);

}

for(i = 0; i < 7; i++)

{

moveXYZ(b, Z\_AXIS, PULS, 1);

for(x = 0; x < 8; x++)

b[x] = fan\_tab[x];

frame(b, speed);

}

}

#include "Array.h" // 动画数组

#include "LightCube.h"

LightCube lightCube(5, 6, 7); // SER0 , SCK0 , RCK0

void setup() {

Serial.begin(9600);

lightCube.AllOff(); // 全部关闭

}

void loop() {

while(Serial.available())

{

char c=Serial.read();

if(c=='c')//面旋转

{

lightCube.ConnectSeven(6); // 连接动画7 参数：速度

lightCube.FanOne(2, 5); // 参数：速度

lightCube.FanTwo(2, 5); // 参数：速度

lightCube.RotateFace(1, 1, 4, 8); //面中心旋转，参数：第一个参数可为1/0，表示空心/实心、第二个参数可为1/0表示正/反转、第三个参数表示旋转次数、第四个参数表示速度

lightCube.RotateHookFace(0, 4, 5); //曲面中心旋转，参数：第一个参数可为1/0，表示顺时/逆时针、第三个参数表示旋转次数、第四个参数表示速度

lightCube.RotateHookFace(1, 4, 5); //曲面旋转

lightCube.RotateFaceC(1, 10);//面侧边旋转，参数：第一个是旋转次数、第二个是速度

lightCube.AllOff(); // 全部关闭

Serial.print(" Over");

}

else if(c=='b')//沙漏

{

lightCube.Sandglass(2); //沙漏 参数：速度

lightCube.PrintOpen(10);

Serial.print(" Over");

}

else if(c=='g')//I Love You

{

for (int num = 0; num < 4; num++)

{

lightCube.Print(print\_tab + 8 \* num);

}

Serial.print(" Over");

}

else if(c=='e')//面扫描

{

lightCube.UtoDScan(10); //由上至下依次点亮，参数：速度

lightCube.Up(1, 10); //由上而下扫描，由下而上依次点亮 参数：第一个参数表示循环次数、第二个参数表示速度

lightCube.DtoUScan(10); //从下向上依次点亮，参数：速度

lightCube.LtoRScan(10); //侧面从左向右依次点亮，参数：速度

lightCube.RtoLScan(10); //侧面从右向左依次点亮，参数：速度

lightCube.FtoBScan(10); //从前排向后排依次点亮，参数：速度

lightCube.BtoFScan(10); //从后排向前排依次点亮，参数：速度

lightCube.AllOff(); // 全部关闭

Serial.print(" Over");

}

else if(c=='a')//烟花

{

lightCube.WaterOne(4, 5, 10); //第一、第二个参数表示烟花1的x轴、y轴坐标值，第三个参数表示速度

lightCube.WaterTwo(2, 3, 6, 4, 10); //第一、第二个参数表示烟花1的x轴、y轴坐标值，第三、第四个参数表示烟花2的x轴、y轴坐标值，第五个参数表示速度

lightCube.WaterThr(1, 4, 2, 6, 5, 7, 10); //第一、第二个参数表示烟花1的x轴、y轴坐标值，第三、第四个参数表示烟花2的x轴、y轴坐标值，第五、第六个参数表示烟花3的x轴、y轴坐标值，第七个参数表示速度

lightCube.AllOff(); // 全部关闭

Serial.print(" Over");

}

else if(c=='d')//雨水

{

lightCube.Rain(0, 5, 6); //雨水动画 参数：第一个参数可为0/1表示上/下、第二个参数表示循环次数、第三个参数表示速度

lightCube.Rain(1, 5, 6); //雨水动画

lightCube.AllOff(); // 全部关闭

Serial.print(" Over");

}

else if(c=='h')//周旋

{

lightCube.ConnectFour(7); // 连接动画4，参数：速度

lightCube.RightClockwise(1, 5); //从右侧看顺时针旋转，参数：第一个参数表示旋转周数、第二个参数表示速度

lightCube.ConnectFive(10); // 连接动画5，参数：速度

lightCube.Anticlockwise(1, 5); //anticlockwise逆时针旋转参数：第一个参数表示旋转周数、第二个参数表示速度

lightCube.Clockwise(2, 5); //clockwise表示顺时针旋转参数：第一个参数表示旋转周数、第二个参数表示速度

Serial.print(" Over");

}

else if(c=='f')//立方收缩

{

lightCube.ConnectThree(5);// 连接动画3 ，参数：速度

lightCube.Cube(0, 0, 6);//立方体动画，参数：第一个参数可为0/1 实/空，第二个参数可为0 /1、 /2/3，分别表示左上角/右上角/左下角/右下角，第三个参数表示速度

lightCube.Cube(1, 3, 10); //立方体动画

lightCube.Cube(0, 2, 10); //立方体动画

Serial.print(" Over");

}

else

{

lightCube.AllOn(50); // 全部打开，参数：速度

lightCube.AllOff(); // 全部关闭

Serial.print(" Over");

}

}

}

### 2.2.2 HC-05蓝牙模块

#### 2.相关代码

//HC-05蓝牙模块进入AT模式，代码如下：

#include <SoftwareSerial.h>

// 引脚10为RX，接HC-05模块的的TXD

// 引脚11为TX，接HC-05模块的的RXD

SoftwareSerial BT(10, 11);

char val;

void setup() {

Serial.begin(38400);

Serial.println("BT is ready!");

// HC-05默认，38400

BT.begin(38400);

}

void loop() {

if (Serial.available()) {

val = Serial.read();

BT.print(val);

}

if (BT.available()) {

val = BT.read();

Serial.print(val);

}

}

/

### 2.2.3 音乐频谱模块

#### 2.相关代码

#define u8 unsigned char

#define s8 signed char

#define u16 unsigned short

#define DEBUG 0 // 调试参数

#define DEBUG\_OUTFFT 1 // 调试参数

#define LOG\_OUT 1 // 使用日志输出函数

#define FFT\_N 256 //设置FFT点数为256

#define COU4 4 // FFT取值

#define SHOW\_MODE 0 // 显示模式

#include<FFT.h>

const int latchPin = 7;//RCK

const int clockPin = 6;//SCK

const int dataPin = 5;//SER

const int LightCube\_col = 8; // 显示列数量

const int LightCube\_row = 8; // 每列显示分辨率

const int samples = 1; // 采样次

int allOn[64] = {}; //每帧画面数据

u8 al[64] = {0};

int fft\_data[8] = {};

const int fftData\_noise[8] = {24, 10, 9, 7, 9, 8, 8, 5};

// 根据DEBUG\_OUTFFT 参数调试输出的噪声值（无音频输入时的值）

void setup()

{

pinMode(latchPin, OUTPUT);

pinMode(clockPin, OUTPUT);

pinMode(dataPin, OUTPUT);

TIMSK0 = 0;

ADCSRA = 0xe5; // 设置模数转换为自由模式

ADMUX = 0x40; // 使用模数转换

DIDR0 = 0x01; // 关掉模数转换的数字输入

#if FASTADC

sbi(ADCSRA, ADPS2)

cbi(ADCSRA, ADPS1)

cbi(ADCSRA, ADPS0)

#endif

Serial.begin(115200);

if (DEBUG)

Serial.println("Begin...");

delay(100);

}

void loop()

{

switch (SHOW\_MODE) {

case 0:

cube0(al, getFFT() , COU4);

break;

case 1:

cube1(al, getFFT() , COU4);

break;

case 2:

cub1(al, getFFT() , COU4);

break;

case 3:

all(al, getFFT() , COU4);

break;

}

}

void storey(u8 \*a) //层填充函数，控制某层灯点亮方式

{

u8 i, j, num;

for (i = 0; i < 8; i++)

{

num = a[i]; //将数组中数输入寄存器

for (j = 0; j < 8; j++) //串行数据输入

{

if (num & 0x80)

digitalWrite(dataPin, HIGH); // SER串行输入端口

else

digitalWrite(dataPin, LOW);

digitalWrite(clockPin, LOW); //上升沿，输入到移位寄存器

delayMicroseconds(1);

digitalWrite(clockPin, HIGH);

num <<= 1;

}

}

}

void frame(u8 \*a) //表示一帧,a是一帧编码起始地址

// v表示一帧画面扫描的次数

// 可以看作这帧显示的时间

{

s8 i, j, num; //s8 有符号定义

num = 0x01;

for (i = 0; i < 8; i++)//层数控制

{

num <<= i;

digitalWrite(latchPin, LOW);

for (j = 0; j < 8; j++) {//串行数据输入

digitalWrite(dataPin, LOW);

delayMicroseconds(1);

digitalWrite(clockPin, LOW); //上升沿，输入到移位寄存器

delayMicroseconds(1);

digitalWrite(clockPin, HIGH);

}

for (j = 0; j < 8; j++) //串行数据输入

{

if (num & 0x80)

digitalWrite(dataPin, HIGH); // SER串行输入端口

else

digitalWrite(dataPin, LOW);

digitalWrite(clockPin, LOW); //上升沿，输入到移位寄存器

delayMicroseconds(1);

digitalWrite(clockPin, HIGH);

num <<= 1;

}

storey(a + i \* 8); //层填充函数，控制某层灯点亮方式

digitalWrite(latchPin, HIGH);

num = 0x01;

delayMicroseconds(5); // 层显示时间

}

}

void frame(u8 \*a, s8 v) //表示一帧,a是一帧编码起始地址

// v表示一帧画面扫描的次数

// 可以看作这帧显示的时间

{

s8 i, j, num; //s8 有符号定义

while (v--)

{

num = 0x01;

for (i = 0; i < 8; i++) //层数控制

{

num <<= i;

digitalWrite(latchPin, LOW);

for (j = 0; j < 8; j++) //串行数据输入

{

digitalWrite(dataPin, LOW);

delayMicroseconds(1);

digitalWrite(clockPin, LOW); //上升沿，输入到移位寄存器

delayMicroseconds(1);

digitalWrite(clockPin, HIGH);

}

for (j = 0; j < 8; j++) //串行数据输入

{

if (num & 0x80)

digitalWrite(dataPin, HIGH); // SER串行输入端口

else

digitalWrite(dataPin, LOW);

digitalWrite(clockPin, LOW); //上升沿，输入到移位寄存器

delayMicroseconds(1);

digitalWrite(clockPin, HIGH);

num <<= 1;

}

storey(a + i \* 8); //层填充函数，控制某层灯点亮方式

digitalWrite(latchPin, HIGH);

num = 0x01;

delayMicroseconds(5); // 层显示时间

}

}

}

void cube0(u8 \*a, s8 n[8] , int c) //正方体，外轮廓0<n<=8,注意n不能为0

{

s8 i, j , k;

n[c] /= samples; // 采样取平均

n[c] -= fftData\_noise[c]; // 去噪声

k = n[c];

Serial.print(k);

Serial.print("/");

if (k > LightCube\_row) // 大于最大分辨率

{

k = LightCube\_row;

}

if (!(k > 0)) // 值小

{

k = 0;

}

Serial.print(k);

Serial.println(" ");

for (i = 0; i < 64; i++)

a[i] = 0;

j = 0xff >> (8 - k);

a[0] = j;

a[k - 1] = j;

a[(k - 1) \* 8] = j;

a[(k - 1) \* 8 + k - 1] = j;

for (i = 0; i < k; i++)

{

j = (0x01 | (0x01 << (k - 1)));

a[i \* 8] |= j;

a[i \* 8 + k - 1] |= j;

a[i] |= j;

a[(k - 1) \* 8 + i] |= j;

}

frame(a);

}

void cube1(u8 \*a , s8 n[8] , int c) //实心正方体0<=n<=8

{

s8 x, z, k;

n[c] /= samples; //采样取平均

n[c] -= fftData\_noise[c]; //去噪声

k = n[c];

Serial.print(k);

Serial.print("/");

if (k > LightCube\_row) //大于最大分辨率

{

k = LightCube\_row;

}

if (!(k > 0)) //值小

{

k = 0;

}

Serial.print(k);

Serial.println(" ");

for (z = 0; z < 8; z++)

for (x = 0; x < 8; x++)

{

if (z < k && x < k)

a[z \* 8 + x ] = 0xff >> (8 - k);

else

a[z \* 8 + x ] = 0;

}

frame(a);

}

void cub1(u8 \*a , s8 n[8] , int c) //实心正方体由下向上0<=n<=8

{

s8 x, z, k;

n[c] /= samples; //采样取平均

n[c] -= fftData\_noise[c]; //去噪声

k = n[c];

Serial.print(k);

Serial.print("/");

if (k > LightCube\_row) //大于最大分辨率

{

k = LightCube\_row;

}

if (!(k > 0)) // 值小

{

k = 0;

}

Serial.print(k);

Serial.println(" ");

for (z = 0; z < 8; z++)

{

for (x = 8 - k; x < 8; x++) {

a[x \* 8 + z] = 0xff;

}

for (x = 0; x < 8 - k; x++)

{

a[x \* 8 + z] = 0x0;

}

}

frame(a, 3);

}

void all(u8 \*a , s8 n[8] , int c) // 0<=n<=8 、

{

s8 x, z, k;

n[c] /= samples; //采样取平均

n[c] -= fftData\_noise[c]; //去噪声

k = n[c];

Serial.print(k);

Serial.print("/");

if (k > LightCube\_row) //大于最大分辨率

{

k = LightCube\_row;

}

if (!(k > 0)) //值小

{

k = 0;

}

Serial.print(k);

Serial.println(" ");

for (z = 0; z < 8; z++)

{

for (x = 8 - k; x < 8; x++)

{

a[x \* 8 + z] = 0xff;

}

for (x = 0; x < 8 - k; x++)

{

a[x \* 8 + z] = 0x0;

}

}

frame(a);

}

int getFFT()

{

memset(fft\_data, 0, sizeof(fft\_data) / sizeof(int));

for (int c = 0; c < samples; c++) //频率采集

{

cli();

for (int i = 0 ; i < FFT\_N \* 2 ; i += 2)

{

while (!(ADCSRA & 0x10)); //等待ADC做好准备

ADCSRA = 0xf5; //重启ADC

byte m = ADCL; //获取ADC数据

byte j = ADCH;

int k = (j << 8) | m;

k -= 0x0200;

k <<= 6;

fft\_input[i] = k; //将真实数据放入偶数箱

fft\_input[i + 1] = 0; //将奇数箱设置为0

}

fft\_window(); //窗口数据更好的频率响应

fft\_reorder(); //在执行FFT之前重新排序数据

fft\_run(); //处理FFT中的数据

fft\_mag\_log(); //取FFT的输出

sei();

if (DEBUG)

{

Serial.println("start");

for (byte f = 0 ; f < FFT\_N / 2 ; f++)

{

Serial.print(fft\_log\_out[f]); //输出数据

Serial.print(" ");

}

Serial.println();

}

for (int n = 0; n < LightCube\_col; n++)

{

int a\_val = 0;

for (byte i = n \* 16 ; i < (n + 1) \* 16 ; i++)//128个数据，8个输出灯柱

//故（128/8）16个数据取平均值

{

a\_val += fft\_log\_out[i];

}

a\_val /= 16; // 取平均值 ave/16

a\_val /= 2.5; //根据得到的值或显示效果，适当更改该值为3

fft\_data[n] += a\_val; //为消除噪声取平均值，将本次的数据放入平均值数组中对应的位置

}

}

return fft\_data;

}

### 2.2.4 输出模块

#### 2.相关代码

//蓝牙功能输出相关代码如下：

#include "Array.h" // 动画数组

#include "LightCube.h"

LightCube lightCube(5, 6, 7); // SER0 , SCK0 , RCK0

void setup() {

Serial.begin(9600);

lightCube.AllOff(); // 全部关闭

}

void loop() {

while(Serial.available())

{

char c=Serial.read();

if(c=='c')//面旋转

{

lightCube.ConnectSeven(6); // 连接动画7，参数：速度

lightCube.FanOne(2, 5); // 参数：速度

lightCube.FanTwo(2, 5); // 参数：速度

lightCube.RotateFace(1, 1, 4, 8); //面中心旋转 参数：第一个参数可为1/0表示空心/实心，第二个参数可为1/0表示正/反转，第三个参数表示旋转次数，第四个参数表示速度

lightCube.RotateHookFace(0, 4, 5); //曲面中心旋转 参数：第一个参数可为1/0 表示顺时/逆时针旋转、第二个参数表示旋转次数，第三个参数表示速度

lightCube.RotateHookFace(1, 4, 5); //曲面旋转

lightCube.RotateFaceC(1, 10); //面侧边旋转 参数：第一个参数表示旋转次数，第二个参数表示速度

lightCube.AllOff(); // 全部关闭

Serial.print(" Over");

}

else if(c=='b')//沙漏

{

lightCube.Sandglass(2); //沙漏，参数：速度

lightCube.PrintOpen(10);

Serial.print(" Over");

}

else if(c=='g')//I Love You

{

for (int num = 0; num < 4; num++)

{

lightCube.Print(print\_tab + 8 \* num);

}

Serial.print(" Over");

}

else if(c=='e')//面扫描

{

lightCube.UtoDScan(10); //由上至下依次点亮，参数：速度

lightCube.Up(1, 10); //由上而下扫描，由下而上一次点亮 参数：第一个参数表示旋转次数，第二个参数表示速度

lightCube.DtoUScan(10); //从下向上依次点亮，参数：速度

lightCube.LtoRScan(10); //侧面从左向右依次点亮，参数：速度

lightCube.RtoLScan(10); //侧面从右向左依次点亮，参数：速度

lightCube.FtoBScan(10); //从前排向后排依次点亮，参数：速度

lightCube.BtoFScan(10); //从后排向前排依次点亮，参数：速度

lightCube.AllOff(); // 全部关闭

Serial.print(" Over");

}

else if(c=='a')//烟花

{

lightCube.WaterOne(4, 5, 10); //烟花1，参数：第一、第二个参数表示烟花1的x轴、y轴坐标值，第三个参数表示速度

lightCube.WaterTwo(2, 3, 6, 4, 10); //烟花2，参数：第一、第二个参数表示烟花1的x轴、y轴坐标值，第三、第四个参数表示烟花2的x轴、y轴坐标值，第五个参数表示速度

lightCube.WaterThr(1, 4, 2, 6, 5, 7, 10); //烟花3，参数：第一、第二个参数表示烟花1的x轴、y轴坐标值，第三、第四个参数表示烟花2的x轴、y轴坐标值，第五、第六个参数表示烟花3的x轴、y轴坐标值，第七个参数表示速度

lightCube.AllOff(); // 全部关闭

Serial.print(" Over");

}

else if(c=='d')//雨水

{

lightCube.Rain(0, 5, 6); //雨水动画，参数：第一个参数可为0/1表示上/下，第二个参数可为循环次数，第三个参数表示速度

lightCube.Rain(1, 5, 6); //雨水动画

lightCube.AllOff(); // 全部关闭

Serial.print(" Over");

}

else if(c=='h')//周旋

{

lightCube.ConnectFour(7); // 连接动画4，参数：速度

lightCube.RightClockwise(1, 5); //右侧边顺时针旋转 参数：第二个参数表示旋转周数、第三个参数表示速度

lightCube.ConnectFive(10); // 连接动画5，参数：速度

lightCube.Anticlockwise(1, 5); //anticlockwise表示逆时针旋转 参数：第二个参数表示旋转周数、第三个参数表示速度

lightCube.Clockwise(2, 5); //clockwise表示顺时针旋转 参数：第二个参数表示旋转周数、第三个参数表示速度

Serial.print(" Over");

}

else if(c=='f')//立方收缩

{

lightCube.ConnectThree(5);// 连接动画3，参数：速度

lightCube.Cube(0, 0, 6);//立方体动画，参数：第一个参数可为0/1表示实/空、第二个参数可为0 /1 /2 /3，表示左上角/右上角、左下角、右下角，第三个参数表示速度

lightCube.Cube(1, 3, 10); //立方体动画

lightCube.Cube(0, 2, 10); //立方体动画

Serial.print(" Over");

}

else

{

lightCube.AllOn(50); // 全部打开，参数：速度

lightCube.AllOff(); // 全部关闭

Serial.print(" Over");

}

}

}

# 第3章 乐光宝盒项目设计

### 3.2.1 主程序模块

#### 2.相关代码

#include <SoftwareSerial.h>

#include <Adafruit\_NeoPixel.h> //彩色LED库<https://download.csdn.net/download/u014313945/9653501>

#define PIN 6 //设置LED引脚

#define MAX\_LED 60 //特定的程序，最后一个数字是LED光带中数量

//Adafruit\_NeoPixel strip = Adafruit\_NeoPixel( MAX\_LED, PIN, NEO\_RGB + NEO\_KHZ800 ); //彩色LED库的内部设置

int a = 2;// 将Arduino开发板的引脚2连接至US-100 的Echo/RX

int b = 3;// 将Arduino开发板的引脚3连接至US-100 的Trig/TX

#include"shining.h"

#include"tone.h"

#include"sky.h"

#include"superwave.h"

// 引脚10为RX，接HC-05的TXD

// 引脚11为TX，接HC-05的RXD

SoftwareSerial BT(10, 11);//R接蓝牙T,T接蓝牙R

char val;

void setup()

{

pinMode(a,INPUT);// 设置a为输入模式

pinMode(b,OUTPUT);// 设置b为输出模式

strip.begin(); //启动LED函数库

strip.show(); //使所有LED灭

void ledz();//使所有LED灭

void leda(); //使所有LED亮，并发出大红和红色的光

void ledb();//使全部LED发出淡蓝色和蓝绿色的光

void ledc();//使全部LED发出金黄色的光

void ledd();//使全部LED发出绿色的光

void lede();//使全部LED发出大红色的光

void ledf();//使全部LED发出湖蓝和淡蓝的光

void ledg();//使全部LED发出绿色和橘黄色的光

void ledh();//使全部LED发出淡蓝色的光

void ledi();//使全部LED发出湖蓝和浅蓝的光

void ledj();//使全部LED发出红色和大红色的光

ledy();//使全部LED发出深蓝、淡紫、红、橘黄、金黄、绿、蓝绿、天蓝、紫、大红、橘红、湖蓝、淡蓝、蓝、浅蓝色的光

Serial.begin(38400);// 设置波特率为38400

pinMode(9, OUTPUT);

BT.begin(38400);

}

void loop()

{

while (Serial.available()) {

val = Serial.read();

BT.write(val);

Serial.print(val);

}

while (BT.available()) {

val = BT.read();

Serial.print(val);

}

if(val=='b')

{

for (int thisNote = 0; thisNote < 80; thisNote++) {

int noteDuration = 1000 / noteDurations[thisNote];

tone(9, melody[thisNote], noteDuration);

int pauseBetweenNotes = noteDuration \* 1.30;

delay(pauseBetweenNotes);

noTone(9);

{

if(melody[thisNote]==NOTE\_A3) //当扬声器发出A3声调时，执行以下程序

{

ledz(); //使所有LED灭

leda(); //使所有LED亮，并发出大红和红色的光

}

if(melody[thisNote]==NOTE\_B3)

{

ledz();//使所有LED灭

ledb();//使全部LED发出淡蓝色和蓝绿色的光

}

if(melody[thisNote]==NOTE\_C3)

{

ledz();//使所有LED灭

ledc();//使全部LED发出金黄色的光

}

if(melody[thisNote]==NOTE\_D4)

{

ledz();//使所有LED灭

ledd();//使全部LED发出绿色的光

}

if(melody[thisNote]==NOTE\_E3)

{

ledz();//使所有LED灭

lede();//使全部LED发出大红色的光

}

if(melody[thisNote]==NOTE\_E4)

{

ledz();//使所有LED灭

ledf();//使全部LED发出湖蓝和淡蓝的光

}

if(melody[thisNote]==NOTE\_F3)

{

ledz();//使所有LED灭

ledg();//使全部LED发出绿色和橘黄色的光

}

if(melody[thisNote]==NOTE\_G3)

{

ledz();//使所有LED灭

ledh();//使全部LED发出淡蓝色的光

}

if(melody[thisNote]==NOTE\_FS3)

{

ledz();//使所有LED灭

ledi();//使全部LED发出湖蓝和浅蓝的光

}

if(melody[thisNote]==NOTE\_GS3)

{

ledz(); //使所有LED灭

ledj();//使全部LED发出红色和大红色的光

}

}

}

}

if(val=='a')

{

long c = 0;//脉冲时间

long d = 0;//脉冲距离

// 通过Trig/Pin 发送脉冲，触发US-100 测距

digitalWrite(b,LOW); // 先拉低，以确保脉冲识别正确

delayMicroseconds(2);// 等待2us

digitalWrite(b,HIGH);// 开始通过Trig/Pin 发送脉冲

delayMicroseconds(12);// 设置脉冲宽度为12us (>10us)

digitalWrite(b,LOW);// 结束脉冲

c = pulseIn(a,HIGH);// 计算US-100 返回的脉冲时间

d = c\*0.34/2; //距离=脉冲时间\*声波的速度（340/s）/2

if(d>50&&d<=150) //当脉冲距离>50mm并且<=150的时候，执行以下程序

{

ala(); //扬声器发出A4的音调

ledz(); //使所有LED灭

leda(); //使所有LED亮，并发出大红和红色的光

}

if(d>150&&d<=200)

{

asi(); //扬声器发出B4的音调

ledz();//使所有LED灭

ledb();//使全部LED发出淡蓝色和蓝绿色的光

}

if(d>200&&d<=250)

{

bdo(); //扬声器发出C5的音调

ledz();//使所有LED灭

ledc();//使全部LED发出金黄色的光

}

if(d>250&&d<=300)

{

bre(); //央视网哪个区发出D5的音调

ledz();//使所有LED灭

ledd();//使全部LED发出绿色的光

}

if(d>300&&d<=350)

{

bmi(); //扬声器发出E6的音调

ledz();//使所有LED灭

lede();//使全部LED发出大红色的光

}

if(d>350&&d<=400)

{

bfa(); //扬声器发出F5的音调

ledz();//使所有LED灯灭

ledf();//使全部LED发出湖蓝和淡蓝的光

}

if(d>400&&d<=450)

{

bso(); //扬声器发出G5的音调

ledz();//使所有LED灭

ledg();//使全部LED发出绿色和橘黄色的光

}

if(d>450&&d<=500)

{

bla(); //扬声器发出A5的音调

ledz();//使所有LED灭

ledh();//使全部LED发出淡蓝色的光

}

if(d>500&&d<=550)

{

bsi(); //扬声器发出B5的音调

ledz();//使所有LED灭

ledi();//使全部LED发出湖蓝和浅蓝的光

}

if(d>550&&d<=600)

{

cdo(); //扬声器发出C6的音调

ledz();//使所有LED灭

ledj();//使全部LED发出红色和大红色的光

}

if(d>600&&d<=800)

{

cre(); //扬声器发出D6的音调

ledz();//使所有LED灭

ledk();//使全部LED发出大红色和金黄色的光

}

if(d<=50)

{

noTone(9);

ledz();//使所有LED灭

ledy();//使全部LED发出深蓝、淡紫、红、橘黄、金黄、绿、蓝绿、天蓝、紫、大红、橘红、湖蓝、淡蓝、蓝、浅蓝色的光

}

if(d>800)

{

noTone(9);

ledz();//使所有LED灭

ledy();//使全部LED发出深蓝、淡紫、红、橘黄、金黄、绿、蓝绿、天蓝、紫、大红、橘红、湖蓝、淡蓝、蓝、浅蓝色的光

}

delay(400);// 每S测量2.5次

}

}

### 3.2.2 US-100模块

#### 2.相关代码

int a = 2;// 将Arduino开发板引脚2连接至US-100的Echo/RX

int b = 3;// 将Arduino开发板引脚3连接至US-100的Trig/TX

void setup() {

pinMode(a,INPUT);// 设置a为输入模式

pinMode(b,OUTPUT);// 设置b为输出模式

Serial.begin(9600);

}

void loop() {

long c = 0;//脉冲时间

long d = 0;//脉冲距离

// 通过Trig/Pin 发送脉冲，触发US-100 测距

digitalWrite(b,LOW); // 先拉低，以确保脉冲识别正确

delayMicroseconds(2);// 等待2us

digitalWrite(b,HIGH);// 开始通过Trig/Pin发送脉冲

delayMicroseconds(12);// 设置脉冲宽度为12us (>10us)

digitalWrite(b,LOW);// 结束脉冲

c = pulseIn(a,HIGH);// 计算US-100 返回的脉冲时间

d = c\*0.34/2; //距离=脉冲时间\*声波的速度（340/s）/2

delay(300);

Serial.print(d);

Serial.println("mm");

}

### 3.2.3 HC-05模块

#### 2.相关代码

#include <SoftwareSerial.h>

// 开发板引脚10为RX，接HC-05的TXD

// 开发板引脚11为TX，接HC-05的RXD

SoftwareSerial BT(8, 9);//R接蓝牙T,T接蓝牙R

char val;

void setup() {

Serial.begin(38400);

Serial.println("BT is ready!");

// HC-05默认，38400

BT.begin(38400);

}

void loop() {

while (Serial.available()) {

val = Serial.read();

BT.write(val);

Serial.print(val);

}

while (BT.available()) {

val = BT.read();

Serial.print(val);

}

}

### 3.2.4 输出模块

#### 2.相关代码

##### 1）手动演奏模式

#include <Adafruit\_NeoPixel.h> //彩色LED库

#include"shining.h"

# define PIN 6 //设置LED引脚

# define MAX\_LED 60 //特定的程序，最后一个数字是LED光带中LED的数量

Adafruit\_NeoPixel strip = Adafruit\_NeoPixel( MAX\_LED, PIN, NEO\_RGB + NEO\_KHZ800 ); //彩色LED库的内部设置

int a = 2;// 将Arduino开发板引脚2连接至US-100的Echo/RX

int b = 3;// 将Arduino开发板引脚3连接至US-100的Trig/TX

void setup() {

pinMode(a,INPUT);// 设置a为输入模式

pinMode(b,OUTPUT);// 设置b为输出模式

strip.begin(); //启动LED函数库

strip.show(); //将所有的LED灭掉

}

void loop() {

long c = 0;//脉冲时间

long d = 0;//脉冲距离

// 通过Trig/Pin 发送脉冲，触发US-100 测距

digitalWrite(b,LOW); // 先拉低，以确保脉冲识别正确

delayMicroseconds(2);// 等待2us

digitalWrite(b,HIGH);// 通过Trig/Pin 发送脉冲

delayMicroseconds(12);// 设置脉冲宽度为12us (>10us)

digitalWrite(b,LOW);// 结束脉冲

c = pulseIn(a,HIGH);// 计算US-100 返回的脉冲时间

d = c\*0.34/2; //距离=脉冲时间\*声波的速度（340/s）/2

if(d>50&&d<=150) //当脉冲距离>50mm并且<=150的时候，执行以下程序

{

ala(); //扬声器发出A4的音调

ledz(); //使所有LED灭

leda(); //使全部LED发出红色和大红色的光

}

if(d>150&&d<=200)

{

asi(); //扬声器发出B4的音调

ledz();//使所有LED灭

ledb();//使全部LED发出淡蓝色和蓝绿色的光

}

if(d>200&&d<=250)

{

bdo(); //扬声器发出C5的音调

ledz();//使所有LED灭

ledc();//使全部LED发出金黄色的光

}

if(d>250&&d<=300)

{

bre(); //扬声器发出D5的音调

ledz();//使所有LED灭

ledd();//使全部LED发出绿色的光

}

if(d>300&&d<=350)

{

bmi(); //扬声器发出E5的音调

ledz();//使所有LED灭

lede();//使全部LED发出大红色的光

}

if(d>350&&d<=400)

{

bfa(); //扬声器发出F5的音调

ledz();//使所有LED灭

ledf();//使全部LED发出湖蓝和淡蓝的光

}

if(d>400&&d<=450)

{

bso(); //扬声器发出G5的音调

ledz();//使所有LED灭

ledg();//使全部LED发出绿色和橘黄色的光

}

if(d>450&&d<=500)

{

bla(); //扬声器发出A5的音调

ledz();//使所有LED灭

ledh();//使全部LED发出淡蓝色的光

}

if(d>500&&d<=550)

{

bsi(); //扬声器发出B5的音调

ledz();//使所有LED灭

ledi();//使全部LED发出湖蓝和浅蓝的光

}

if(d>550&&d<=600)

{

cdo(); //扬声器发出C6的音调

ledz();//使所有LED灭

ledj();//使全部LED发出红色和大红色的光

}

if(d>600&&d<=800)

{

cre(); //扬声器发出D6的音调

ledz();//使所有LED灭

ledk();//使全部LED发出大红色和金黄色的光

}

if(d<=50)

{

noTone(9);

ledz();//使所有LED灭

ledy();//使全部LED发出深蓝、淡紫、红、橘黄、金黄、绿、蓝绿、天蓝、紫、大红、橘红、湖蓝、淡蓝、蓝、浅蓝色的光

}

if(d>800)

{

noTone(9);

ledz();//使所有LED灭

ledy();//使全部LED发出深蓝、淡紫、红、橘黄、金黄、绿、蓝绿、天蓝、紫、大红、橘红、湖蓝、淡蓝、蓝、浅蓝色的光

}

delay(400);// 每S测量2.5次

}

void ala() //设置一个函数:以后想要使用{ }里程序的话，可以直接打函数名，如：ala

{

tone(9,440); //声音函数（LED引脚频率）发出A4的音调

}

void asi()

{

tone(9,493); //发出B4的音调

}

void bdo()

{

tone(9,523); //发出C5的音调

}

void bre()

{

tone(9,587); //发出D5的音调

}

void bmi()

{

tone(9,659); //发出E5的音调

}

void bfa()

{

tone(9,698); //发出F5的音调

}

void bso()

{

tone(9,784); //发出G5的音调

}

void bla()

{

tone(9,880); //发出A5的音调

}

void bsi()

{

tone(9,988); //发出B5的音调

}

void cdo()

{

tone(9,1046); //发出C6的音调

}

void cre()

{

tone(9,1175); //发出D6的音调

}

##### 2）自动播放模式

#include"shining.h"

#define NOTE\_B0 31 //....7

#define NOTE\_C1 33 //...1

#define NOTE\_CS1 35

#define NOTE\_D1 37 //...2

#define NOTE\_DS1 39

#define NOTE\_E1 41 //...3

#define NOTE\_F1 44 //...4

#define NOTE\_FS1 46

#define NOTE\_G1 49 //...5

#define NOTE\_GS1 52

#define NOTE\_A1 55 //...6

#define NOTE\_AS1 58

#define NOTE\_B1 62 //...7

#define NOTE\_C2 65 //..1

#define NOTE\_CS2 69

#define NOTE\_D2 73 //..2

#define NOTE\_DS2 78

#define NOTE\_E2 82 //..3

#define NOTE\_F2 87 //..4

#define NOTE\_FS2 93

#define NOTE\_G2 98 //..5

#define NOTE\_GS2 104

#define NOTE\_A2 110 //..6

#define NOTE\_AS2 117

#define NOTE\_B2 123 //..7

#define NOTE\_C3 131 //.1

#define NOTE\_CS3 139

#define NOTE\_D3 147 //.2

#define NOTE\_DS3 156

#define NOTE\_E3 165 //.3

#define NOTE\_F3 175 //.4

#define NOTE\_FS3 185

#define NOTE\_G3 196 //.5

#define NOTE\_GS3 208

#define NOTE\_A3 220 //.6

#define NOTE\_AS3 233

#define NOTE\_B3 247 //.7

#define NOTE\_C4 262 //1

#define NOTE\_CS4 277

#define NOTE\_D4 294 //2

#define NOTE\_DS4 311

#define NOTE\_E4 330 //3

#define NOTE\_F4 349 //4

#define NOTE\_FS4 370

#define NOTE\_G4 392 //5

#define NOTE\_GS4 415

#define NOTE\_A4 440 //6

#define NOTE\_AS4 466

#define NOTE\_B4 494 //7

#define NOTE\_C5 523 //1.

#define NOTE\_CS5 554

#define NOTE\_D5 587 //2.

#define NOTE\_DS5 622

#define NOTE\_E5 659 //3.

#define NOTE\_F5 698 //4.

#define NOTE\_FS5 740

#define NOTE\_G5 784 //5.

#define NOTE\_GS5 831

#define NOTE\_A5 880 //6.

#define NOTE\_AS5 932

#define NOTE\_B5 988 //7.

#define NOTE\_C6 1047 //1..

#define NOTE\_CS6 1109

#define NOTE\_D6 1175 //2..

#define NOTE\_DS6 1245

#define NOTE\_E6 1319 //3..

#define NOTE\_F6 1397 //4..

#define NOTE\_FS6 1480

#define NOTE\_G6 1568 //5..

#define NOTE\_GS6 1661

#define NOTE\_A6 1760 //6..

#define NOTE\_AS6 1865

#define NOTE\_B6 1976 //7..

#define NOTE\_C7 2093 //1...

#define NOTE\_CS7 2217

#define NOTE\_D7 2349 //2...

#define NOTE\_DS7 2489

#define NOTE\_E7 2637 //3...

#define NOTE\_F7 2794 //4...

#define NOTE\_FS7 2960

#define NOTE\_G7 3136 //5...

#define NOTE\_GS7 3322

#define NOTE\_A7 3520 //6...

#define NOTE\_AS7 3729

#define NOTE\_B7 3951 //7...

#define NOTE\_C8 4186 //1....

#define NOTE\_CS8 4435

#define NOTE\_D8 4699 //2....

#define NOTE\_DS8 4978

int melody[] = {

NOTE\_A3,//.6

NOTE\_B3,//.7

NOTE\_C4,//1

NOTE\_C4,//1

NOTE\_B3,//.7

NOTE\_C4,//1

NOTE\_E4,//3

NOTE\_B3,//.7

NOTE\_B3,//.7

NOTE\_B3,//.7

NOTE\_E3,//.3

NOTE\_A3,//.6

NOTE\_A3,//.6

NOTE\_G3,//.5

NOTE\_A3,//.6

NOTE\_C4,//1

NOTE\_G3,//.5

NOTE\_G3,//.5

NOTE\_G3,//.5

NOTE\_E3,//.3

NOTE\_F3,//.4

NOTE\_F3,//.4

NOTE\_E3,//.3

NOTE\_F3,//.4

NOTE\_C4,//1

NOTE\_C4,//1

NOTE\_E3,//.3

NOTE\_E3,//.3

NOTE\_E3,//.3

NOTE\_C4,//1

NOTE\_B3,//.7

NOTE\_B3,//.7

NOTE\_FS3,//.4#

NOTE\_FS3,//.4#

NOTE\_B3,//.7

NOTE\_B3,//.7

NOTE\_B3,//.7

0,

NOTE\_A3,//.6

NOTE\_B3,//.7

NOTE\_C4,//1

NOTE\_C4,//1

NOTE\_B3,//.7

NOTE\_C4,//1

NOTE\_E4,//3

NOTE\_B3,//.7

NOTE\_B3,//.7

NOTE\_B3,//.7

NOTE\_E3,//.3

NOTE\_E3,//.3

NOTE\_A3,//.6

NOTE\_C4,//1

NOTE\_G3,//.5

NOTE\_A3,//.6

NOTE\_C4,//1

NOTE\_G3,//.5

NOTE\_G3,//.5

NOTE\_G3,//.5

NOTE\_E3,//.3

NOTE\_F3,//.4

NOTE\_C4,//1

NOTE\_B3,//.7

NOTE\_B3,//.7

NOTE\_C4,//1

NOTE\_D4,//2

NOTE\_E4,//3

NOTE\_C4,//1

NOTE\_C4,//1

0,

NOTE\_C4,//1

NOTE\_B3,//.7

NOTE\_A3,//.6

NOTE\_B3,//.7

NOTE\_GS3,//.5#

NOTE\_A3,//.6

NOTE\_A3,//.6

0,

NOTE\_C4,//1

NOTE\_D4,//2;

int noteDurations[79] = {

8,8,

4,8,8,4,4,

4,4,4,4,

4,8,8,4,4,

4,4,4,4,

4,8,8,8,8,4,

4,4,4,4,

4,8,8,4,4,

4,4,4,8,8,

4,8,8,4,4,

4,4,4,8,8,

4,8,8,4,4,

4,4,4,4,

4,8,8,4,4,

4,8,4,4,8,

8,8,4,4,4,

4,4,4,8,8, };

void setup() {

   for (int thisNote = 0; thisNote < 79; thisNote++)

{

    int noteDuration = 1000/noteDurations[thisNote];

    tone(9, melody[thisNote],noteDuration);

    int pauseBetweenNotes = noteDuration \* 1.30;

    delay(pauseBetweenNotes);

noTone(9);

{

if(melody[thisNote]==NOTE\_A3) //当扬声器发出A3声调时，执行以下程序

{

ledz(); //使所有LED灭

leda(); //使所有LED亮，并发出大红和红色的光

}

if(melody[thisNote]==NOTE\_B3)

{

ledz();//使所有LED灭

ledb();//使全部LED发出淡蓝色和蓝绿色的光

}

if(melody[thisNote]==NOTE\_C3)

{

ledz();//使所有LED灭

ledc();//使全部LED发出金黄色的光

}

if(melody[thisNote]==NOTE\_D4)

{

ledz();//使所有LED灭

ledd();//使全部LED发出绿色的光

}

if(melody[thisNote]==NOTE\_E3)

{

ledz();//使所有LED灭

lede();//使全部LED发出大红色的光

}

if(melody[thisNote]==NOTE\_E4)

{

ledz();//使所有LED灭

ledf();//使全部LED发出湖蓝和淡蓝的光

}

if(melody[thisNote]==NOTE\_F3)

{

ledz();//使所有LED灭

ledg();//使全部LED发出绿色和橘黄色的光

}

if(melody[thisNote]==NOTE\_G3)

{

ledz();//使所有LED灭

ledh();//使全部LED发出淡蓝色的光

}

if(melody[thisNote]==NOTE\_FS3)

{

ledz();//使所有LED灭

ledi();//使全部LED发出湖蓝和浅蓝的光

}

if(melody[thisNote]==NOTE\_GS3)

{

ledz();//使所有LED灭

ledj();//使全部LED发出红色和大红色的光

}

}

  }

}

##### 3）引用的shining.h文件

#include <Adafruit\_NeoPixel.h> //彩色LED库

#include"tone.h"

# define PIN 6 //设置LED引脚

# define MAX\_LED 60 //特定的程序，最后一个数字是LED光带中LED的数量

Adafruit\_NeoPixel strip = Adafruit\_NeoPixel( MAX\_LED, PIN, NEO\_RGB + NEO\_KHZ800 ); //彩色LED库的内部设置

void ledj()//使全部LED发出红色和大红色的光

{

//颜色变量设置

uint32\_t a = strip.Color(191,0,255); //深蓝

uint32\_t b = strip.Color(112,218,214); //淡紫

uint32\_t m = strip.Color(0,120,0); //红色

uint32\_t n = strip.Color(69,255,0); //橘黄

uint32\_t e = strip.Color(255,255,0); //金黄

uint32\_t f = strip.Color(139,34,34); //绿色

uint32\_t g = strip.Color(255,0,255); //蓝绿色

uint32\_t h = strip.Color(0,0,255); //天蓝

uint32\_t i = strip.Color(0,128,128); //紫色

uint32\_t j = strip.Color(0,255,0); //大红

uint32\_t k = strip.Color(165,255,0); //橘红

uint32\_t o = strip.Color(111,0,175); //湖蓝

uint32\_t p = strip.Color(31,0,95); //淡蓝

uint32\_t q = strip.Color(85,85,0); //蓝

uint32\_t r = strip.Color(25,25,0); //浅蓝

//设置LED发出的颜色

strip.setPixelColor(0, j);

strip.setPixelColor(1, m);

strip.setPixelColor(2, j);

strip.setPixelColor(3, m);

strip.setPixelColor(4, j);

strip.setPixelColor(5, m);

strip.setPixelColor(6, j);

strip.setPixelColor(7, m);

strip.setPixelColor(8, j);

strip.setPixelColor(9, m);

strip.setPixelColor(10, j);

strip.setPixelColor(11, m);

strip.setPixelColor(12, j);

strip.setPixelColor(13, m);

strip.setPixelColor(14, j);

strip.setPixelColor(15, m);

strip.setPixelColor(16, j);

strip.setPixelColor(17, m);

strip.setPixelColor(18, j);

strip.setPixelColor(19, m);

strip.setPixelColor(20, j);

strip.setPixelColor(21, m);

strip.setPixelColor(22, j);

strip.setPixelColor(23, m);

strip.setPixelColor(24, j);

strip.setPixelColor(25, m);

strip.setPixelColor(26, j);

strip.setPixelColor(27, m);

strip.setPixelColor(28, j);

strip.setPixelColor(29, m);

strip.setPixelColor(30, j);

strip.setPixelColor(31, m);

strip.setPixelColor(32, j);

strip.setPixelColor(33, m);

strip.setPixelColor(34, j);

strip.setPixelColor(35, m);

strip.setPixelColor(36, j);

strip.setPixelColor(37, m);

strip.setPixelColor(38, j);

strip.setPixelColor(39, m);

strip.setPixelColor(40, j);

strip.setPixelColor(41, m);

strip.setPixelColor(42, j);

strip.setPixelColor(43, m);

strip.setPixelColor(44, j);

strip.setPixelColor(45, m);

strip.setPixelColor(46, j);

strip.setPixelColor(47, m);

strip.setPixelColor(48, j);

strip.setPixelColor(49, m);

strip.setPixelColor(50, j);

strip.setPixelColor(51, m);

strip.setPixelColor(52, j);

strip.setPixelColor(53, m);

strip.setPixelColor(54, j);

strip.setPixelColor(55, m);

strip.setPixelColor(56, j);

strip.setPixelColor(57, m);

strip.setPixelColor(58, j);

strip.setPixelColor(59, m);

strip.show();

}

void ledi()//使全部LED发出湖蓝和浅蓝的光

{

//颜色变量设置:

uint32\_t a = strip.Color(191,0,255); //深蓝

uint32\_t b = strip.Color(112,218,214); //淡紫

uint32\_t m = strip.Color(0,120,0); //红色

uint32\_t n = strip.Color(69,255,0); //橘黄

uint32\_t e = strip.Color(255,255,0); //金黄

uint32\_t f = strip.Color(139,34,34); //绿色

uint32\_t g = strip.Color(255,0,255); //蓝绿色

uint32\_t h = strip.Color(0,0,255); //天蓝

uint32\_t i = strip.Color(0,128,128); //紫色

uint32\_t j = strip.Color(0,255,0); //大红

uint32\_t k = strip.Color(165,255,0); //橘红

uint32\_t o = strip.Color(111,0,175); //湖蓝

uint32\_t p = strip.Color(31,0,95); //淡蓝

uint32\_t q = strip.Color(85,85,0); //蓝

uint32\_t r = strip.Color(25,25,0); //浅蓝

strip.setPixelColor(0, o);

strip.setPixelColor(1, r);

strip.setPixelColor(2, o);

strip.setPixelColor(3, r);

strip.setPixelColor(4, o);

strip.setPixelColor(5, r);

strip.setPixelColor(6, o);

strip.setPixelColor(7, r);

strip.setPixelColor(8, o);

strip.setPixelColor(9, r);

strip.setPixelColor(10, o);

strip.setPixelColor(11, r);

strip.setPixelColor(12, o);

strip.setPixelColor(13, r);

strip.setPixelColor(14, o);

strip.setPixelColor(15, r);

strip.setPixelColor(16, o);

strip.setPixelColor(17, r);

strip.setPixelColor(18, o);

strip.setPixelColor(19, r);

strip.setPixelColor(20, o);

strip.setPixelColor(21, r);

strip.setPixelColor(22, o);

strip.setPixelColor(23, r);

strip.setPixelColor(24, o);

strip.setPixelColor(25, r);

strip.setPixelColor(26, o);

strip.setPixelColor(27, r);

strip.setPixelColor(28, o);

strip.setPixelColor(29, r);

strip.setPixelColor(30, o);

strip.setPixelColor(31, r);

strip.setPixelColor(32, o);

strip.setPixelColor(33, r);

strip.setPixelColor(34, o);

strip.setPixelColor(35, r);

strip.setPixelColor(36, o);

strip.setPixelColor(37, r);

strip.setPixelColor(38, o);

strip.setPixelColor(39, r);

strip.setPixelColor(40, o);

strip.setPixelColor(41, r);

strip.setPixelColor(42, o);

strip.setPixelColor(43, r);

strip.setPixelColor(44, o);

strip.setPixelColor(45, r);

strip.setPixelColor(46, o);

strip.setPixelColor(47, r);

strip.setPixelColor(48, o);

strip.setPixelColor(49, r);

strip.setPixelColor(50, o);

strip.setPixelColor(51, r);

strip.setPixelColor(52, o);

strip.setPixelColor(53, r);

strip.setPixelColor(54, o);

strip.setPixelColor(55, r);

strip.setPixelColor(56, o);

strip.setPixelColor(57, r);

strip.setPixelColor(58, o);

strip.setPixelColor(59, r);

strip.show();

}

void ledh()//使全部LED发出淡蓝色的光

{

//颜色变量设置:

uint32\_t a = strip.Color(191,0,255); //深蓝

uint32\_t b = strip.Color(112,218,214); //淡紫

uint32\_t m = strip.Color(0,120,0); //红色

uint32\_t n = strip.Color(69,255,0); //橘黄

uint32\_t e = strip.Color(255,255,0); //金黄

uint32\_t f = strip.Color(139,34,34); //绿色

uint32\_t g = strip.Color(255,0,255); //蓝绿色

uint32\_t h = strip.Color(0,0,255); //天蓝

uint32\_t i = strip.Color(0,128,128); //紫色

uint32\_t j = strip.Color(0,255,0); //大红

uint32\_t k = strip.Color(165,255,0); //橘红

uint32\_t o = strip.Color(111,0,175); //湖蓝

uint32\_t p = strip.Color(31,0,95); //淡蓝

uint32\_t q = strip.Color(85,85,0); //蓝

uint32\_t r = strip.Color(25,25,0); //浅蓝

strip.setPixelColor(0, p);

strip.setPixelColor(1, p);

strip.setPixelColor(2, p);

strip.setPixelColor(3, p);

strip.setPixelColor(4, p);

strip.setPixelColor(5, p);

strip.setPixelColor(6, p);

strip.setPixelColor(7, p);

strip.setPixelColor(8, p);

strip.setPixelColor(9, p);

strip.setPixelColor(10, p);

strip.setPixelColor(11, p);

strip.setPixelColor(12, p);

strip.setPixelColor(13, p);

strip.setPixelColor(14, p);

strip.setPixelColor(15, p);

strip.setPixelColor(16, p);

strip.setPixelColor(17, p);

strip.setPixelColor(18, p);

strip.setPixelColor(19, p);

strip.setPixelColor(20, p);

strip.setPixelColor(21, p);

strip.setPixelColor(22, p);

strip.setPixelColor(23, p);

strip.setPixelColor(24, p);

strip.setPixelColor(25, p);

strip.setPixelColor(26, p);

strip.setPixelColor(27, p);

strip.setPixelColor(28, p);

strip.setPixelColor(29, p);

strip.setPixelColor(30, p);

strip.setPixelColor(31, p);

strip.setPixelColor(32, p);

strip.setPixelColor(33, p);

strip.setPixelColor(34, p);

strip.setPixelColor(35, p);

strip.setPixelColor(36, p);

strip.setPixelColor(37, p);

strip.setPixelColor(38, p);

strip.setPixelColor(39, p);

strip.setPixelColor(40, p);

strip.setPixelColor(41, p);

strip.setPixelColor(42, p);

strip.setPixelColor(43, p);

strip.setPixelColor(44, p);

strip.setPixelColor(45, p);

strip.setPixelColor(46, p);

strip.setPixelColor(47, p);

strip.setPixelColor(48, p);

strip.setPixelColor(49, p);

strip.setPixelColor(50, p);

strip.setPixelColor(51, p);

strip.setPixelColor(52, p);

strip.setPixelColor(53, p);

strip.setPixelColor(54, p);

strip.setPixelColor(55, p);

strip.setPixelColor(56, p);

strip.setPixelColor(57, p);

strip.setPixelColor(58, p);

strip.setPixelColor(59, p);

strip.show();

}

void ledg()//使全部LED发出绿色和橘黄色的光

{

//颜色变量设置:

uint32\_t a = strip.Color(191,0,255); //深蓝

uint32\_t b = strip.Color(112,218,214); //淡紫

uint32\_t m = strip.Color(0,120,0); //红色

uint32\_t n = strip.Color(69,255,0); //橘黄

uint32\_t e = strip.Color(255,255,0); //金黄

uint32\_t f = strip.Color(139,34,34); //绿色

uint32\_t g = strip.Color(255,0,255); //蓝绿色

uint32\_t h = strip.Color(0,0,255); //天蓝

uint32\_t i = strip.Color(0,128,128); //紫色

uint32\_t j = strip.Color(0,255,0); //大红

uint32\_t k = strip.Color(165,255,0); //橘红

uint32\_t o = strip.Color(111,0,175); //湖蓝

uint32\_t p = strip.Color(31,0,95); //淡蓝

uint32\_t q = strip.Color(85,85,0); //蓝

uint32\_t r = strip.Color(25,25,0); //浅蓝

strip.setPixelColor(0, n);

strip.setPixelColor(1, f);

strip.setPixelColor(2, n);

strip.setPixelColor(3, f);

strip.setPixelColor(4, n);

strip.setPixelColor(5, f);

strip.setPixelColor(6, n);

strip.setPixelColor(7, f);

strip.setPixelColor(8, n);

strip.setPixelColor(9, f);

strip.setPixelColor(10, n);

strip.setPixelColor(11, f);

strip.setPixelColor(12, n);

strip.setPixelColor(13, f);

strip.setPixelColor(14, n);

strip.setPixelColor(15, f);

strip.setPixelColor(16, n);

strip.setPixelColor(17, f);

strip.setPixelColor(18, n);

strip.setPixelColor(19, f);

strip.setPixelColor(20, n);

strip.setPixelColor(21, f);

strip.setPixelColor(22, n);

strip.setPixelColor(23, f);

strip.setPixelColor(24, n);

strip.setPixelColor(25, f);

strip.setPixelColor(26, n);

strip.setPixelColor(27, f);

strip.setPixelColor(28, n);

strip.setPixelColor(29, f);

strip.setPixelColor(30, n);

strip.setPixelColor(31, f);

strip.setPixelColor(32, n);

strip.setPixelColor(33, f);

strip.setPixelColor(34, n);

strip.setPixelColor(35, f);

strip.setPixelColor(36, n);

strip.setPixelColor(37, f);

strip.setPixelColor(38, n);

strip.setPixelColor(39, f);

strip.setPixelColor(40, n);

strip.setPixelColor(41, f);

strip.setPixelColor(42, n);

strip.setPixelColor(43, f);

strip.setPixelColor(44, n);

strip.setPixelColor(45, f);

strip.setPixelColor(46, n);

strip.setPixelColor(47, f);

strip.setPixelColor(48, n);

strip.setPixelColor(49, f);

strip.setPixelColor(50, n);

strip.setPixelColor(51, f);

strip.setPixelColor(52, n);

strip.setPixelColor(53, f);

strip.setPixelColor(54, n);

strip.setPixelColor(55, f);

strip.setPixelColor(56, n);

strip.setPixelColor(57, f);

strip.setPixelColor(58, n);

strip.setPixelColor(59, f);

strip.show();

}

void ledf()//使全部LED发出湖蓝和淡蓝的光

{

//颜色变量设置

uint32\_t a = strip.Color(191,0,255); //深蓝

uint32\_t b = strip.Color(112,218,214); //淡紫

uint32\_t m = strip.Color(0,120,0); //红色

uint32\_t n = strip.Color(69,255,0); //橘黄

uint32\_t e = strip.Color(255,255,0); //金黄

uint32\_t f = strip.Color(139,34,34); //绿色

uint32\_t g = strip.Color(255,0,255); //蓝绿色

uint32\_t h = strip.Color(0,0,255); //天蓝

uint32\_t i = strip.Color(0,128,128); //紫色

uint32\_t j = strip.Color(0,255,0); //大红

uint32\_t k = strip.Color(165,255,0); //橘红

uint32\_t o = strip.Color(111,0,175); //湖蓝

uint32\_t p = strip.Color(31,0,95); //淡蓝

uint32\_t q = strip.Color(85,85,0); //蓝

uint32\_t r = strip.Color(25,25,0); //浅蓝

strip.setPixelColor(0, o);

strip.setPixelColor(1, p);

strip.setPixelColor(2, o);

strip.setPixelColor(3, p);

strip.setPixelColor(4, o);

strip.setPixelColor(5, p);

strip.setPixelColor(6, o);

strip.setPixelColor(7, p);

strip.setPixelColor(8, o);

strip.setPixelColor(9, p);

strip.setPixelColor(10, o);

strip.setPixelColor(11, p);

strip.setPixelColor(12, o);

strip.setPixelColor(13, p);

strip.setPixelColor(14, o);

strip.setPixelColor(15, p);

strip.setPixelColor(16, o);

strip.setPixelColor(17, p);

strip.setPixelColor(18, o);

strip.setPixelColor(19, p);

strip.setPixelColor(20, o);

strip.setPixelColor(21, p);

strip.setPixelColor(22, o);

strip.setPixelColor(23, p);

strip.setPixelColor(24, o);

strip.setPixelColor(25, p);

strip.setPixelColor(26, o);

strip.setPixelColor(27, p);

strip.setPixelColor(28, o);

strip.setPixelColor(29, p);

strip.setPixelColor(30, o);

strip.setPixelColor(31, p);

strip.setPixelColor(32, o);

strip.setPixelColor(33, p);

strip.setPixelColor(34, o);

strip.setPixelColor(35, p);

strip.setPixelColor(36, o);

strip.setPixelColor(37, p);

strip.setPixelColor(38, o);

strip.setPixelColor(39, p);

strip.setPixelColor(40, o);

strip.setPixelColor(41, p);

strip.setPixelColor(42, o);

strip.setPixelColor(43, p);

strip.setPixelColor(44, o);

strip.setPixelColor(45, p);

strip.setPixelColor(46, o);

strip.setPixelColor(47, p);

strip.setPixelColor(48, o);

strip.setPixelColor(49, p);

strip.setPixelColor(50, o);

strip.setPixelColor(51, p);

strip.setPixelColor(52, o);

strip.setPixelColor(53, p);

strip.setPixelColor(54, o);

strip.setPixelColor(55, p);

strip.setPixelColor(56, o);

strip.setPixelColor(57, p);

strip.setPixelColor(58, o);

strip.setPixelColor(59, p);

strip.show();

}

void lede()//使全部LED发出大红色的光

{

//颜色变量设置:

uint32\_t a = strip.Color(191,0,255); //深蓝

uint32\_t b = strip.Color(112,218,214); //淡紫

uint32\_t m = strip.Color(0,120,0); //红色

uint32\_t n = strip.Color(69,255,0); //橘黄

uint32\_t e = strip.Color(255,255,0); //金黄

uint32\_t f = strip.Color(139,34,34); //绿色

uint32\_t g = strip.Color(255,0,255); //蓝绿色

uint32\_t h = strip.Color(0,0,255); //天蓝

uint32\_t i = strip.Color(0,128,128); //紫色

uint32\_t j = strip.Color(0,255,0); //大红

uint32\_t k = strip.Color(165,255,0); //橘红

uint32\_t o = strip.Color(111,0,175); //湖蓝

uint32\_t p = strip.Color(31,0,95); //淡蓝

uint32\_t q = strip.Color(85,85,0); //蓝

uint32\_t r = strip.Color(25,25,0); //浅蓝

strip.setPixelColor(0, j);

strip.setPixelColor(1, j);

strip.setPixelColor(2, j);

strip.setPixelColor(3, j);

strip.setPixelColor(4, j);

strip.setPixelColor(5, j);

strip.setPixelColor(6, j);

strip.setPixelColor(7, j);

strip.setPixelColor(8, j);

strip.setPixelColor(9, j);

strip.setPixelColor(10, j);

strip.setPixelColor(11, j);

strip.setPixelColor(12, j);

strip.setPixelColor(13, j);

strip.setPixelColor(14, j);

strip.setPixelColor(15, j);

strip.setPixelColor(16, j);

strip.setPixelColor(17, j);

strip.setPixelColor(18, j);

strip.setPixelColor(19, j);

strip.setPixelColor(20, j);

strip.setPixelColor(21, j);

strip.setPixelColor(22, j);

strip.setPixelColor(23, j);

strip.setPixelColor(24, j);

strip.setPixelColor(25, j);

strip.setPixelColor(26, j);

strip.setPixelColor(27, j);

strip.setPixelColor(28, j);

strip.setPixelColor(29, j);

strip.setPixelColor(30, j);

strip.setPixelColor(31, j);

strip.setPixelColor(32, j);

strip.setPixelColor(33, j);

strip.setPixelColor(34, j);

strip.setPixelColor(35, j);

strip.setPixelColor(36, j);

strip.setPixelColor(37, j);

strip.setPixelColor(38, j);

strip.setPixelColor(39, j);

strip.setPixelColor(40, j);

strip.setPixelColor(41, j);

strip.setPixelColor(42, j);

strip.setPixelColor(43, j);

strip.setPixelColor(44, j);

strip.setPixelColor(45, j);

strip.setPixelColor(46, j);

strip.setPixelColor(47, j);

strip.setPixelColor(48, j);

strip.setPixelColor(49, j);

strip.setPixelColor(50, j);

strip.setPixelColor(51, j);

strip.setPixelColor(52, j);

strip.setPixelColor(53, j);

strip.setPixelColor(54, j);

strip.setPixelColor(55, j);

strip.setPixelColor(56, j);

strip.setPixelColor(57, j);

strip.setPixelColor(58, j);

strip.setPixelColor(59, j);

strip.show();

}

void ledd()//使全部LED发出绿色的光

{

//颜色变量设置:

uint32\_t a = strip.Color(191,0,255); //深蓝

uint32\_t b = strip.Color(112,218,214); //淡紫

uint32\_t m = strip.Color(0,120,0); //红色

uint32\_t n = strip.Color(69,255,0); //橘黄

uint32\_t e = strip.Color(255,255,0); //金黄

uint32\_t f = strip.Color(139,34,34); //绿色

uint32\_t g = strip.Color(255,0,255); //蓝绿色

uint32\_t h = strip.Color(0,0,255); //天蓝

uint32\_t i = strip.Color(0,128,128); //紫色

uint32\_t j = strip.Color(0,255,0); //大红

uint32\_t k = strip.Color(165,255,0); //橘红

uint32\_t o = strip.Color(111,0,175); //湖蓝

uint32\_t p = strip.Color(31,0,95); //淡蓝

uint32\_t q = strip.Color(85,85,0); //蓝

uint32\_t r = strip.Color(25,25,0); //浅蓝

strip.setPixelColor(0, f);

strip.setPixelColor(1, f);

strip.setPixelColor(2, f);

strip.setPixelColor(3, f);

strip.setPixelColor(4, f);

strip.setPixelColor(5, f);

strip.setPixelColor(6, f);

strip.setPixelColor(7, f);

strip.setPixelColor(8, f);

strip.setPixelColor(9, f);

strip.setPixelColor(10, f);

strip.setPixelColor(11, f);

strip.setPixelColor(12, f);

strip.setPixelColor(13, f);

strip.setPixelColor(14, f);

strip.setPixelColor(15, f);

strip.setPixelColor(16, f);

strip.setPixelColor(17, f);

strip.setPixelColor(18, f);

strip.setPixelColor(19, f);

strip.setPixelColor(20, f);

strip.setPixelColor(21, f);

strip.setPixelColor(22, f);

strip.setPixelColor(23, f);

strip.setPixelColor(24, f);

strip.setPixelColor(25, f);

strip.setPixelColor(26, f);

strip.setPixelColor(27, f);

strip.setPixelColor(28, f);

strip.setPixelColor(29, f);

strip.setPixelColor(30, f);

strip.setPixelColor(31, f);

strip.setPixelColor(32, f);

strip.setPixelColor(33, f);

strip.setPixelColor(34, f);

strip.setPixelColor(35, f);

strip.setPixelColor(36, f);

strip.setPixelColor(37, f);

strip.setPixelColor(38, f);

strip.setPixelColor(39, f);

strip.setPixelColor(40, f);

strip.setPixelColor(41, f);

strip.setPixelColor(42, f);

strip.setPixelColor(43, f);

strip.setPixelColor(44, f);

strip.setPixelColor(45, f);

strip.setPixelColor(46, f);

strip.setPixelColor(47, f);

strip.setPixelColor(48, f);

strip.setPixelColor(49, f);

strip.setPixelColor(50, f);

strip.setPixelColor(51, f);

strip.setPixelColor(52, f);

strip.setPixelColor(53, f);

strip.setPixelColor(54, f);

strip.setPixelColor(55, f);

strip.setPixelColor(56, f);

strip.setPixelColor(57, f);

strip.setPixelColor(58, f);

strip.setPixelColor(59, f);

strip.show();

}

void ledc()//使全部LED发出金黄色的光

{

//颜色变量设置:

uint32\_t a = strip.Color(191,0,255); //深蓝

uint32\_t b = strip.Color(112,218,214); //淡紫

uint32\_t m = strip.Color(0,120,0); //红色

uint32\_t n = strip.Color(69,255,0); //橘黄

uint32\_t e = strip.Color(255,255,0); //金黄

uint32\_t f = strip.Color(139,34,34); //绿色

uint32\_t g = strip.Color(255,0,255); //蓝绿色

uint32\_t h = strip.Color(0,0,255); //天蓝

uint32\_t i = strip.Color(0,128,128); //紫色

uint32\_t j = strip.Color(0,255,0); //大红

uint32\_t k = strip.Color(165,255,0); //橘红

uint32\_t o = strip.Color(111,0,175); //湖蓝

uint32\_t p = strip.Color(31,0,95); //淡蓝

uint32\_t q = strip.Color(85,85,0); //蓝

uint32\_t r = strip.Color(25,25,0); //浅蓝

strip.setPixelColor(0, e);

strip.setPixelColor(1, e);

strip.setPixelColor(2, e);

strip.setPixelColor(3, e);

strip.setPixelColor(4, e);

strip.setPixelColor(5, e);

strip.setPixelColor(6, e);

strip.setPixelColor(7, e);

strip.setPixelColor(8, e);

strip.setPixelColor(9, e);

strip.setPixelColor(10,e);

strip.setPixelColor(11, e);

strip.setPixelColor(12, e);

strip.setPixelColor(13, e);

strip.setPixelColor(14, e);

strip.setPixelColor(15, e);

strip.setPixelColor(16, e);

strip.setPixelColor(17, e);

strip.setPixelColor(18, e);

strip.setPixelColor(19, e);

strip.setPixelColor(20, e);

strip.setPixelColor(21, e);

strip.setPixelColor(22, e);

strip.setPixelColor(23, e);

strip.setPixelColor(24, e);

strip.setPixelColor(25, e);

strip.setPixelColor(26, e);

strip.setPixelColor(27, e);

strip.setPixelColor(28, e);

strip.setPixelColor(29, e);

strip.setPixelColor(30, e);

strip.setPixelColor(31, e);

strip.setPixelColor(32, e);

strip.setPixelColor(33, e);

strip.setPixelColor(34, e);

strip.setPixelColor(35, e);

strip.setPixelColor(36, e);

strip.setPixelColor(37, e);

strip.setPixelColor(38, e);

strip.setPixelColor(39, e);

strip.setPixelColor(40, e);

strip.setPixelColor(41, e);

strip.setPixelColor(42, e);

strip.setPixelColor(43, e);

strip.setPixelColor(44, e);

strip.setPixelColor(45, e);

strip.setPixelColor(46, e);

strip.setPixelColor(47, e);

strip.setPixelColor(48, e);

strip.setPixelColor(49, e);

strip.setPixelColor(50, e);

strip.setPixelColor(51, e);

strip.setPixelColor(52, e);

strip.setPixelColor(53, e);

strip.setPixelColor(54, e);

strip.setPixelColor(55, e);

strip.setPixelColor(56, e);

strip.setPixelColor(57, e);

strip.setPixelColor(58, e);

strip.setPixelColor(59, e);

strip.show();

}

void ledb()//使全部LED发出淡蓝色和蓝绿色的光

{

//颜色变量设置

uint32\_t a = strip.Color(191,0,255); //深蓝

uint32\_t b = strip.Color(112,218,214); //淡紫

uint32\_t m = strip.Color(0,120,0); //红色

uint32\_t n = strip.Color(69,255,0); //橘黄

uint32\_t e = strip.Color(255,255,0); //金黄

uint32\_t f = strip.Color(139,34,34); //绿色

uint32\_t g = strip.Color(255,0,255); //蓝绿色

uint32\_t h = strip.Color(0,0,255); //天蓝

uint32\_t i = strip.Color(0,128,128); //紫色

uint32\_t j = strip.Color(0,255,0); //大红

uint32\_t k = strip.Color(165,255,0); //橘红

uint32\_t o = strip.Color(111,0,175); //湖蓝

uint32\_t p = strip.Color(31,0,95); //淡蓝

uint32\_t q = strip.Color(85,85,0); //蓝

uint32\_t r = strip.Color(25,25,0); //浅蓝

strip.setPixelColor(0, p);

strip.setPixelColor(1, g);

strip.setPixelColor(2, p);

strip.setPixelColor(3, g);

strip.setPixelColor(4, p);

strip.setPixelColor(5, g);

strip.setPixelColor(6, p);

strip.setPixelColor(7, g);

strip.setPixelColor(8, p);

strip.setPixelColor(9, g);

strip.setPixelColor(10,p);

strip.setPixelColor(11, g);

strip.setPixelColor(12, p);

strip.setPixelColor(13, g);

strip.setPixelColor(14, p);

strip.setPixelColor(15, g);

strip.setPixelColor(16, p);

strip.setPixelColor(17, g);

strip.setPixelColor(18, p);

strip.setPixelColor(19, g);

strip.setPixelColor(20, p);

strip.setPixelColor(21, g);

strip.setPixelColor(22, p);

strip.setPixelColor(23, g);

strip.setPixelColor(24, p);

strip.setPixelColor(25, g);

strip.setPixelColor(26, p);

strip.setPixelColor(27, g);

strip.setPixelColor(28, p);

strip.setPixelColor(29, g);

strip.setPixelColor(30, p);

strip.setPixelColor(31, g);

strip.setPixelColor(32, p);

strip.setPixelColor(33, g);

strip.setPixelColor(34, p);

strip.setPixelColor(35, g);

strip.setPixelColor(36, p);

strip.setPixelColor(37, g);

strip.setPixelColor(38, p);

strip.setPixelColor(39, g);

strip.setPixelColor(40, p);

strip.setPixelColor(41, g);

strip.setPixelColor(42, p);

strip.setPixelColor(43, g);

strip.setPixelColor(44, p);

strip.setPixelColor(45, g);

strip.setPixelColor(46, p);

strip.setPixelColor(47, g);

strip.setPixelColor(48, p);

strip.setPixelColor(49, g);

strip.setPixelColor(50, p);

strip.setPixelColor(51, g);

strip.setPixelColor(52, p);

strip.setPixelColor(53, g);

strip.setPixelColor(54, p);

strip.setPixelColor(55, g);

strip.setPixelColor(56, p);

strip.setPixelColor(57, g);

strip.setPixelColor(58, p);

strip.setPixelColor(59, g);

strip.show();

}

void leda()//使所有LED亮，并发出大红和红色的光

{

//颜色变量设置

uint32\_t a = strip.Color(191,0,255); //深蓝

uint32\_t b = strip.Color(112,218,214); //淡紫

uint32\_t m = strip.Color(0,120,0); //红色

uint32\_t n = strip.Color(69,255,0); //橘黄

uint32\_t e = strip.Color(255,255,0); //金黄

uint32\_t f = strip.Color(139,34,34); //绿色

uint32\_t g = strip.Color(255,0,255); //蓝绿色

uint32\_t h = strip.Color(0,0,255); //天蓝

uint32\_t i = strip.Color(0,128,128); //紫色

uint32\_t j = strip.Color(0,255,0); //大红

uint32\_t k = strip.Color(165,255,0); //橘红

uint32\_t o = strip.Color(111,0,175); //湖蓝

uint32\_t p = strip.Color(31,0,95); //淡蓝

uint32\_t q = strip.Color(85,85,0); //蓝

uint32\_t r = strip.Color(25,25,0); //浅蓝

strip.setPixelColor(0, j);

strip.setPixelColor(1, m);

strip.setPixelColor(2, j);

strip.setPixelColor(3, m);

strip.setPixelColor(4, j);

strip.setPixelColor(5, m);

strip.setPixelColor(6, j);

strip.setPixelColor(7, m);

strip.setPixelColor(8, j);

strip.setPixelColor(9, m);

strip.setPixelColor(10, j);

strip.setPixelColor(11, m);

strip.setPixelColor(12, j);

strip.setPixelColor(13, m);

strip.setPixelColor(14, j);

strip.setPixelColor(15, m);

strip.setPixelColor(16, j);

strip.setPixelColor(17, m);

strip.setPixelColor(18, j);

strip.setPixelColor(19, m);

strip.setPixelColor(20, j);

strip.setPixelColor(21, m);

strip.setPixelColor(22, j);

strip.setPixelColor(23, m);

strip.setPixelColor(24, j);

strip.setPixelColor(25, m);

strip.setPixelColor(26, j);

strip.setPixelColor(27, m);

strip.setPixelColor(28, j);

strip.setPixelColor(29, m);

strip.setPixelColor(30, j);

strip.setPixelColor(31, m);

strip.setPixelColor(32, j);

strip.setPixelColor(33, m);

strip.setPixelColor(34, j);

strip.setPixelColor(35, m);

strip.setPixelColor(36, j);

strip.setPixelColor(37, m);

strip.setPixelColor(38, j);

strip.setPixelColor(39, m);

strip.setPixelColor(40, j);

strip.setPixelColor(41, m);

strip.setPixelColor(42, j);

strip.setPixelColor(43, m);

strip.setPixelColor(44, j);

strip.setPixelColor(45, m);

strip.setPixelColor(46, j);

strip.setPixelColor(47, m);

strip.setPixelColor(48, j);

strip.setPixelColor(49, m);

strip.setPixelColor(50, j);

strip.setPixelColor(51, m);

strip.setPixelColor(52, j);

strip.setPixelColor(53, m);

strip.setPixelColor(54, j);

strip.setPixelColor(55, m);

strip.setPixelColor(56, j);

strip.setPixelColor(57, m);

strip.setPixelColor(58, j);

strip.setPixelColor(59, m);

strip.show();

}

void ledz()//使所有LED灭

{

//颜色变量设置

uint32\_t u = strip.Color(0,0,0); //灭

strip.setPixelColor(0, u);

strip.setPixelColor(1, u);

strip.setPixelColor(2, u);

strip.setPixelColor(3, u);

strip.setPixelColor(4, u);

strip.setPixelColor(5, u);

strip.setPixelColor(6, u);

strip.setPixelColor(7, u);

strip.setPixelColor(8, u);

strip.setPixelColor(9, u);

strip.setPixelColor(10, u);

strip.setPixelColor(11, u);

strip.setPixelColor(12, u);

strip.setPixelColor(13, u);

strip.setPixelColor(14, u);

strip.setPixelColor(15, u);

strip.setPixelColor(16, u);

strip.setPixelColor(17, u);

strip.setPixelColor(18, u);

strip.setPixelColor(19, u);

strip.setPixelColor(20, u);

strip.setPixelColor(21, u);

strip.setPixelColor(22, u);

strip.setPixelColor(23, u);

strip.setPixelColor(24, u);

strip.setPixelColor(25, u);

strip.setPixelColor(26, u);

strip.setPixelColor(27, u);

strip.setPixelColor(28, u);

strip.setPixelColor(29, u);

strip.setPixelColor(30, u);

strip.setPixelColor(31, u);

strip.setPixelColor(32, u);

strip.setPixelColor(33, u);

strip.setPixelColor(34, u);

strip.setPixelColor(35, u);

strip.setPixelColor(36, u);

strip.setPixelColor(37, u);

strip.setPixelColor(38, u);

strip.setPixelColor(39, u);

strip.setPixelColor(40, u);

strip.setPixelColor(41, u);

strip.setPixelColor(42, u);

strip.setPixelColor(43, u);

strip.setPixelColor(44, u);

strip.setPixelColor(45, u);

strip.setPixelColor(46, u);

strip.setPixelColor(47, u);

strip.setPixelColor(48, u);

strip.setPixelColor(49, u);

strip.setPixelColor(50, u);

strip.setPixelColor(51, u);

strip.setPixelColor(52, u);

strip.setPixelColor(53, u);

strip.setPixelColor(54, u);

strip.setPixelColor(55, u);

strip.setPixelColor(56, u);

strip.setPixelColor(57, u);

strip.setPixelColor(58, u);

strip.setPixelColor(59, u);

}

void ledk()//使全部LED发出大红色和金黄色的光

{

//颜色变量设置:

uint32\_t a = strip.Color(191,0,255); //深蓝

uint32\_t b = strip.Color(112,218,214); //淡紫

uint32\_t m = strip.Color(0,120,0); //红色

uint32\_t n = strip.Color(69,255,0); //橘黄

uint32\_t e = strip.Color(255,255,0); //金黄

uint32\_t f = strip.Color(139,34,34); //绿色

uint32\_t g = strip.Color(255,0,255); //蓝绿色

uint32\_t h = strip.Color(0,0,255); //天蓝

uint32\_t i = strip.Color(0,128,128); //紫色

uint32\_t j = strip.Color(0,255,0); //大红

uint32\_t k = strip.Color(165,255,0); //橘红

uint32\_t o = strip.Color(111,0,175); //湖蓝

uint32\_t p = strip.Color(31,0,95); //淡蓝

uint32\_t q = strip.Color(85,85,0); //蓝

uint32\_t r = strip.Color(25,25,0); //浅蓝

strip.setPixelColor(0, j);

strip.setPixelColor(1, e);

strip.setPixelColor(2, j);

strip.setPixelColor(3, e);

strip.setPixelColor(4, j);

strip.setPixelColor(5, e);

strip.setPixelColor(6, j);

strip.setPixelColor(7, e);

strip.setPixelColor(8, j);

strip.setPixelColor(9, e);

strip.setPixelColor(10, j);

strip.setPixelColor(11, e);

strip.setPixelColor(12, j);

strip.setPixelColor(13, e);

strip.setPixelColor(14, j);

strip.setPixelColor(15, e);

strip.setPixelColor(16, j);

strip.setPixelColor(17, e);

strip.setPixelColor(18, j);

strip.setPixelColor(19, e);

strip.setPixelColor(20, j);

strip.setPixelColor(21, e);

strip.setPixelColor(22, j);

strip.setPixelColor(23, e);

strip.setPixelColor(24, j);

strip.setPixelColor(25, e);

strip.setPixelColor(26, j);

strip.setPixelColor(27, e);

strip.setPixelColor(28, j);

strip.setPixelColor(29, e);

strip.setPixelColor(30, j);

strip.setPixelColor(31, e);

strip.setPixelColor(32, j);

strip.setPixelColor(33, e);

strip.setPixelColor(34, j);

strip.setPixelColor(35, e);

strip.setPixelColor(36, j);

strip.setPixelColor(37, e);

strip.setPixelColor(38, j);

strip.setPixelColor(39, e);

strip.setPixelColor(40, j);

strip.setPixelColor(41, e);

strip.setPixelColor(42, j);

strip.setPixelColor(43, e);

strip.setPixelColor(44, j);

strip.setPixelColor(45, e);

strip.setPixelColor(46, j);

strip.setPixelColor(47, e);

strip.setPixelColor(48, j);

strip.setPixelColor(49, e);

strip.setPixelColor(50, j);

strip.setPixelColor(51, e);

strip.setPixelColor(52, j);

strip.setPixelColor(53, e);

strip.setPixelColor(54, j);

strip.setPixelColor(55, e);

strip.setPixelColor(56, j);

strip.setPixelColor(57, e);

strip.setPixelColor(58, j);

strip.setPixelColor(59, e);

strip.show();

}

void ledy()//使全部LED发出深蓝、淡紫、红、橘黄、金黄、绿、蓝绿、天蓝、紫、大红、橘红、湖蓝、淡蓝、蓝、浅蓝色的光

{

//颜色变量设置:

uint32\_t a = strip.Color(191,0,255); //深蓝

uint32\_t b = strip.Color(112,218,214); //淡紫

uint32\_t m = strip.Color(0,120,0); //红色

uint32\_t n = strip.Color(69,255,0); //橘黄

uint32\_t e = strip.Color(255,255,0); //金黄

uint32\_t f = strip.Color(139,34,34); //绿色

uint32\_t g = strip.Color(255,0,255); //蓝绿色

uint32\_t h = strip.Color(0,0,255); //天蓝

uint32\_t i = strip.Color(0,128,128); //紫色

uint32\_t j = strip.Color(0,255,0); //大红

uint32\_t k = strip.Color(165,255,0); //橘红

uint32\_t o = strip.Color(111,0,175); //湖蓝

uint32\_t p = strip.Color(31,0,95); //淡蓝

uint32\_t q = strip.Color(85,85,0); //蓝

uint32\_t r = strip.Color(25,25,0); //浅蓝

strip.setPixelColor(0, h);

strip.setPixelColor(1, b);

strip.setPixelColor(2, m);

strip.setPixelColor(3, n);

strip.setPixelColor(4, f);

strip.setPixelColor(5, q);

strip.setPixelColor(6, a);

strip.setPixelColor(7, o);

strip.setPixelColor(8, i);

strip.setPixelColor(9, j);

strip.setPixelColor(10, k);

strip.setPixelColor(11, g);

strip.setPixelColor(12, r);

strip.setPixelColor(13, e);

strip.setPixelColor(14, h);

strip.setPixelColor(15, b);

strip.setPixelColor(16, m);

strip.setPixelColor(17, n);

strip.setPixelColor(18, f);

strip.setPixelColor(19, q);

strip.setPixelColor(20, o);

strip.setPixelColor(21, i);

strip.setPixelColor(22, j);

strip.setPixelColor(23, k);

strip.setPixelColor(24, g);

strip.setPixelColor(25, r);

strip.setPixelColor(26, p);

strip.setPixelColor(27, e);

strip.setPixelColor(28, h);

strip.setPixelColor(29, b);

strip.setPixelColor(30, m);

strip.setPixelColor(31, n);

strip.setPixelColor(32, f);

strip.setPixelColor(33, q);

strip.setPixelColor(34, a);

strip.setPixelColor(35, o);

strip.setPixelColor(36, i);

strip.setPixelColor(37, j);

strip.setPixelColor(38, k);

strip.setPixelColor(39, g);

strip.setPixelColor(40, r);

strip.setPixelColor(41, p);

strip.setPixelColor(42, e);

strip.setPixelColor(43, h);

strip.setPixelColor(44, b);

strip.setPixelColor(45, m);

strip.setPixelColor(46, f);

strip.setPixelColor(47, q);

strip.setPixelColor(48, a);

strip.setPixelColor(49, o);

strip.setPixelColor(50, i);

strip.setPixelColor(51, j);

strip.setPixelColor(52, k);

strip.setPixelColor(53, g);

strip.setPixelColor(54, r);

strip.setPixelColor(55, p);

strip.setPixelColor(56, e);

strip.setPixelColor(57, h);

strip.setPixelColor(58, b);

strip.setPixelColor(59, m);

strip.show();

}

# 第4章 音乐游戏项目设计

## 4.2 模块介绍

### 4.2.1 输入模块

#### 2.相关代码

int fsrPin0 = A0;// A0引脚

int fsrPin1=A1;

int fsrPin2=A2;

int fsrPin3=A3;

int fsrReading0;

int fsrReading1;

int fsrReading2;

int fsrReading3;

void setup(void) {

pinMode(fsrPin0,INPUT);

pinMode(fsrPin1,INPUT);

pinMode(fsrPin2,INPUT);

pinMode(fsrPin3,INPUT);

Serial.begin(9600);

}

void loop(void) {

fsrReading0 = analogRead(fsrPin0);

fsrReading1 = analogRead(fsrPin1);

fsrReading2 = analogRead(fsrPin2);

fsrReading3 = analogRead(fsrPin3);

if (fsrReading0 > 5) {

Serial.print(1);

delay(500);

}

if (fsrReading1 > 5) {

Serial.print(2);

delay(500);

}

if (fsrReading2 > 5) {

Serial.print(3);

delay(500);

}

if (fsrReading3 > 5) {

Serial.print(4);

delay(500);

}

}

### 4.2.2 Processing界面显示模块

#### 2.相关代码

/\*本程序需要在Processing内添加库文件Minim，选择速写本→引用库文件→添加库文件，在Libraries中搜索Minim并下载。\*/

import ddf.minim.\*; //minim库文件

import Processing.serial.\*; //串口库文件

PImage backimg; //背景图

int keystate1=0; //4个按键状态

int keystate2=0;

int keystate3=0;

int keystate4=0;

int imageframe=8; //击中图片显示的帧数

int imagestate=0; //击中图片状态

int bcount=0; //鼓点计数器

int gamechoose=0;

int bgmstate=0; //音乐状态

int score=0; //总分统计

int combo=0; //连击统计

int df=1; //难度

int songnum; //歌曲编号

int sa; //串口读数

int menu=1;

int menu1=0; //菜单状态

int menu2=0;

int menu3=0;

int menu4=0;

int menu5=0;

int playstate=0; //游戏状态

int serialstate=1; //串口状态

int frame1=0; //串口敲击时鼓面变化的帧数

int frame2=0;

int frame3=0;

int frame4=0;

int bcolor; //连击统计颜色判断

AudioPlayer bgm; //音乐播放器

Minim mbgm; //文件接口

BufferedReader reader; //鼓点时间文件读取

Minim minim1; //鼓点音效文件接口

Minim minim2;

AudioSample inside; //鼓点音效播放接口

AudioSample outside;

String line; //鼓点时间文件读取行数

Timer timer; //计时器

Drumbeat[] db=new Drumbeat[40]; //实例化多个鼓点类

Mybutlisten mybut; //按键监听与鼓面变化类

Drum mydrum; //大鼓类

PImage img; //击中时的图片接口

int mykey; //储存当前按键

Serial serial; //串口初始化

int stime, bstyle, nstime, nbstyle; //储存map中某行的数据

int[] st; //储存对应编号鼓点类的出现时间

String song; //歌曲文件名

String songmap; //鼓点时间文件名

int beginX=746; //小球起始位置

int beginY=50;

color borderColor=color (50, 50, 50); //迷宫边界颜色

float x, y; //运动中小球坐标

int posx\_timer,posy\_timer; //读取小球坐标、半径

float radius\_timer;

int startTime; //计时开始时间

float endTime; //计时结束时间

Mission1 mission1; //第一关地图

Mission2 mission2; //第二关地图

CURRENTRecord currentRecord1; //第一关记录

CURRENTRecord currentRecord2; //第二关记录

int missionNo=0; //选择的关卡号

Ball ball; //小球相关参数

Timer1 timer\_record; //记录存档

int n=0; //判断选择记录显示内容

int m1=0,m2=0;

AudioPlayer bgm2; //音乐播放器

String song2;

int bgmstate2=0;

Minim mbgm2;

void setup()

{

println(Serial.list());

try {

serial=new Serial(this, "COM5", 9600);

//设置串口, 在Arduino开发板对应的引脚

}

catch (Exception e) {

println("没有连接到Arduino开发板设备");

serialstate=0; //不启用串口判断

}

PFont font = createFont("黑体", 25); //字体设置

textFont(font);

backimg=loadImage("background.png"); //背景图片

backimg.resize(800,800);

mbgm=new Minim(this); //实例化背景音乐minim类

imageMode(CENTER); //图片绘制起点设置为中心

img = loadImage("taiko-hit300.png"); //读取击中图片

minim1=new Minim(this); //实例化鼓点音效minim类

minim2=new Minim(this);

mybut=new Mybutlisten('c', 'b', 'd', 'h');

//定义键盘按键, c、b为鼓面(红), d、h为鼓边(蓝)

mydrum=new Drum(100, 225, 100, 100); //鼓面

st=new int[50]; //数组实例化

for (int k=0; k<40; k++)

db[k]=new Drumbeat(); //实例化40个鼓点

frameRate(120);

size(800, 800);

timer=new Timer();

inside=minim1.loadSample("in.wav", 512); //读取鼓点音效

outside=minim2.loadSample("out.wav", 512);

ball=new Ball(beginX, beginY, 20, borderColor);

currentRecord1=new CURRENTRecord();

currentRecord2=new CURRENTRecord();

timer\_record=new Timer1();

mbgm2=new Minim(this);

bgm2=mbgm2.loadFile("5.mp3");

}

void draw()

{

background(backimg); //背景

if(menu==1)

{ fill(0, 102, 153);

textSize(25);

text("游戏选择", 620, 120);

text("A.音乐打击", 600,170);

text("B.音乐小球", 600,220);

if (keyPressed)

if (key=='a'||key=='A')

{

gamechoose=1;

menu=0;

menu1=1;

}

if (key=='b'||key=='B')

{

gamechoose=2;

menu=0;

menu3=1;

}

}

if (playstate==1)

{ playsetup();

}

fill(#000000);

if (menu1==1&&gamechoose==1) //一级菜单

{

fill(0, 102, 153);

text("选择难度", 0, 20);

text("1.普通", 100, 20);

text("2.困难", 200, 20);

text("q.返回选择界面",200,50);

if (keyPressed)

if (key=='1')

{

df=1; // 1为普通，2为困难

menu1=0; //关闭一级菜单

menu2=1; //开启二级菜单

}

if (key=='2')

{

df=2;

menu1=0;

menu2=1;

}

if(key=='q'||key=='Q')

{df=1;

menu=1;

menu1=0;

menu2=0;

gamechoose=0;

menu3=0;

menu4=0;

menu5=0;

}

}

if (menu2==1&&gamechoose==1) //二级菜单

{

fill(0, 102, 153);

text("选择歌曲", 0, 20);

text("3.千本樱", 100, 20);

text("4.妖精的尾巴", 350, 20);

text("5.红莲の弓矢", 100, 50);

text("6.FLYING FAFNIR ", 350, 50);

if (keyPressed)

if (key=='3')

{

songnum=1;

menu2=0;

}

if (key=='4')

{

songnum=2;

menu2=0;

}

if (key=='5')

{

songnum=3;

menu2=0;

}

if (key=='6')

{

songnum=4;

menu2=0;

}

}

if (menu2==0&&menu1==0&&gamechoose==1) //三级菜单

{

fill(0, 102, 153);

text("7.开始游戏", 0, 20);

text("8.重新开始", 150, 20);

text("9.返回菜单", 300, 20);

text("连击统计：", 100, 50);

text("得分：",100, 100);

if (keyPressed)

{

if (key=='9') //返回一级菜单

{

stime=0;

nstime=0;

bcount=0;

for (int i=0; i<39; i++)

{

db[i].resetbeat(i);

}

timer.timereset();

menu1=1;

bgmstate=0;

playstate=0;

bgm.pause();

/\*for (int i=0; i<39; i++)

{

db[i].resetbeat(i);

}\*/

}

if (key=='7'&&playstate!=1&&menu1==0) //开始游戏

{

songselect(songnum);

bgm=mbgm.loadFile(song, 1024); //读取音频文件

reader=createReader(songmap); //读取map

firstread();

playgame();

} else if (key=='8') //重新开始

{

stime=0;

nstime=0;

try {

reader.close(); //释放文件缓存

}

catch(Exception e)

{

println("close file error");

}

if (bgmstate==0)

{

bgm=mbgm.loadFile(song, 1024); //读取音频文件

bgm.play();

}

reader=createReader(songmap);

bgm.rewind();

timer.timereset();

for (int i=0; i<39; i++) //重置所有鼓点

{

db[i].resetbeat(i);

}

bcount=0;

score=0;

combo=0;

firstread();

/\*timer.timereset();\*/

timer.start();

bgmstate=1;

playstate=1;

/\*for (int i=0; i<39; i++) //重置所有鼓点

{

db[i].resetbeat(i);

}\*/

}

}

}

if (timer.showtime(stime, timer.now())&&bgmstate==1)

//使用自定义计时器,并判断鼓点是否应该出现

{

if (bgmstate==1)

try {

line = reader.readLine(); //读取map文件下一行

}

catch (IOException e) {

e.printStackTrace();

line = null;

}

if (line!=null) //读取成功后储存鼓点出现的时间与类型

{

String data[]=split(line, ',');

println(data[0]);

nstime=int(data[0]); //下一个鼓点出现时间

nbstyle=int(data[1]); //下一个鼓点类型

} else {

timer.timereset(); //map读取后重置timer，游戏停止

bgmstate=0;

bgm.pause();

try {

reader.close();

}

catch(Exception e)

{

println("close erro");

}

}

db[bcount].resetbeat(bcount); //初始化对应鼓点

st[bcount]=bstyle; //储存对应的鼓点类型

bcount=(bcount+1)%40;

println(bcount);

}

if (playstate==1) //游戏中

for (int i=0; i<39; i++) //每个鼓点移动

{

act(i);

}

if (stime!=nstime) //下一行数据赋值

{

stime=nstime;

bstyle=nbstyle;

}

if (imagestate==1&&imageframe>0) //击中鼓点持续显示图片

{

image(img, 250, 220, 100, 100);

imageframe--;

} else {

imagestate=0;

}

if(menu==0&&menu3==1&&menu4==0&&menu5==0&&gamechoose==2)

//选择游戏二

{

fill(0,102,153);

textSize(25);

text("W.开始",20,20);

text("S.记录",120,20);

text("q.返回主页面",20,50);

if(keyPressed)

{

if(key=='w'||key=='W')

{

menu3=0;

menu4=1;

menu5=0;

}

if(key=='s'||key=='S')

{

menu3=0;

menu4=0;

menu5=1;

}

if(key=='q')

{

df=1;

menu=1;

menu1=0;

menu2=0;

gamechoose=0;

menu3=0;

menu4=0;

menu5=0;

}

}

}

if(menu4==1&&gamechoose==2) //选择关卡

{

background(backimg);

fill(153,102,0);

textSize(30);

text("A.Mission 1",500,170);

text("D.Mission 2",500,230);

if(keyPressed)

{

if(key=='a'||key=='A')

{

menu3=0;

menu4=0;

menu5=0;

missionNo=1;

}

if(key=='d'||key=='D')

{

menu3=0;

menu4=0;

menu5=0;

missionNo=2;

}

}

fill(0,210,200);

textSize(25);

text("Press 'R' to return",20,50);

if(key=='r'||key=='R')

{

key='a';

menu3=1;

menu4=0;

menu5=0;

}

}

if(menu5==1&&gamechoose==2) //查看记录

{

background(backimg);

fill(0,102,153);

textSize(35);

text("Record",500,230);

textSize(25);

if(m1==0&&m2==0)

{

text("Mission 1 "+"no record",270,520);

text("Mission 2 "+"no record",270,570);

}

else if(m1==1&&m2==0)

{

text("Mission 1 "+currentRecord1.currentRecord+" s",300,520);

text("Mission 2 "+"no record",270,570);

}

else if(m1==0&&m2==1)

{

text("Mission 1 "+"no record",270,520);

text("Mission 2 "+currentRecord2.currentRecord+" s",300,570);

}

else if(m1==1&&m2==1)

{

text("Mission 1 "+currentRecord1.currentRecord+" s",300,520);

text("Mission 2 "+currentRecord2.currentRecord+" s",300,570);

}

else

{

textSize(30);

text("Error",360,400);

}

textSize(25);

text("Press 'R' to return",20,50);

if(key=='r'||key=='R')

{

key='a';

menu3=1;

menu4=0;

menu5=0;

}

}

if(missionNo!=0) //关卡一

{

switch(missionNo)

{

case 1:

bgm2.play();

m1=1;

mission1=new Mission1();

//timer\_record=new Timer();

if(n==0)

{

timer\_record.start1(); //计时开始

startTime=timer\_record.start1();

n++;

//println("n1="+n);

}

background(204);

mission1.display();

ball.update(x, y);

if(posy\_timer==774&&(posx\_timer>=5)&&(posx\_timer<=100))

{

if(n==1)

{

currentRecord1.lastRecord=timer\_record.stop();

//println("entered"+currentRecord1.lastRecord);

n++;

}

win(); //通关，显示成绩

textSize(30);

text("Time: "+currentRecord1.lastRecord+"s",460,450);

currentRecord1.judge(); //更新游戏记录

//println("currentrecord1="+currentRecord1.currentRecord);

//println("lastrecord1="+currentRecord1.lastRecord);

if(n==2) //恢复小球参数至初始状态

{

if(key=='r'||key=='R')

{

key='a';

bgm2.pause();

ball.reset();

}

}

}

break;

case 2: //关卡二

bgm2.play();

m2=1;

mission2=new Mission2();

if(n==0)

{

timer\_record.start1();

startTime=timer\_record.start1();

n++; //n=1

//println("n1="+n);

}

background(204);

mission2.display();

ball.update(x, y);

if(posy\_timer==774&&(posx\_timer>=5)&&(posx\_timer<=100))

{

if(n==1)

{

currentRecord2.lastRecord=timer\_record.stop();

//println("entered"+currentRecord2.lastRecord);

n++; //n=2

}

win();

textSize(30);

text("Time: "+currentRecord2.lastRecord+"s",460,450);

//println("n2="+n);

currentRecord2.judge();

//println("currentrecord2="+currentRecord2.currentRecord);

//println("lastrecord2="+currentRecord2.lastRecord);

if(n==2)

{

if(key=='r'||key=='R')

{

key='a';

bgm2.pause();

ball.reset();

}

}

}

break;

default:break;

}

}

}

void keyReleased()

{

keystate1=0; //重置按键状态

keystate2=0;

keystate3=0;

keystate4=0;

}

void keyPressed()

{

mykey=mybut.listenbut(); //获取当前按键, 1、2为鼓面, 3、4为鼓边

}

void playsetup()

{

stroke(0); //边缘

strokeWeight(1); //边缘粗细

fill(100, 160);

rect(0, 150, 800, 150);

line(200, 150, 200, 300);

stroke(255);

strokeWeight(2);

fill(100);

ellipse(250, 220, 50, 50); //灰色敲击点

fill(0, 102, 153);

text(combo, 300, 50); //初始连击计数0

text(score, 300, 100); //初始得分0

mydrum.displaydrum(); //左鼓界面绘制

mydrum.hitten(mykey); //鼓面变化

serialsetup(); //串口控制

}

void act(int n) //每一帧的动作

{

db[n].showbeat(st[n]); //显示对应类型的鼓点

db[n].move(); //鼓点移动

}

void serialsetup() //串口敲击时鼓面变化处理

{

if (serialstate==1) //读取串口成功

{

sa=serial.read(); //读取串口的值

if (sa==49) // 1的ASCII码

{

bcolor=0; //颜色

mydrum.serialhitten(1); //左鼓面

frame1=8; //显示帧数

}

if (frame1>0) //鼓面变化持续一定帧数

{

fill(0);

arc(100, 225, 100, 100, HALF\_PI, HALF\_PI+PI);

frame1--;

}

if (sa==50)

{

bcolor=0;

mydrum.serialhitten(2); //右鼓面

frame2=8;

}

if (frame2>0)

{

fill(0);

arc(100, 225, 100, 100, 3\*HALF\_PI, 3\*HALF\_PI+PI);

frame2--;

}

if (sa==51)

{

bcolor=8;

mydrum.serialhitten(3); //左鼓边

frame3=8;

}

if (frame3>0)

{

stroke(0);

fill(#F01111);

arc(100, 225, 100, 100, HALF\_PI, HALF\_PI+PI);

frame3--;

}

if (sa==52)

{

bcolor=8;

mydrum.serialhitten(4); //右鼓边

frame4=8;

}

if (frame4>0)

{

stroke(0);

fill(#F01111);

arc(100, 225, 100, 100, 3\*HALF\_PI, 3\*HALF\_PI+PI);

frame4--;

}

}

}

void playgame()

{

combo=0;

score=0;

playstate=1; //游戏状态

bgm.setGain(-10); //背景音量

bgm.play(); //播放音乐

timer.start(); //计时器开始工作

bgmstate=1; //音乐状态为1(播放)

}

void firstread() //读取第一行数据

{

try {

line = reader.readLine(); //读取第一行

}

catch (IOException e) {

e.printStackTrace();

line = null;

}

String data[]=split(line, ','); //数据以逗号为分隔放入data数组

stime=int(data[0]); //出现时间

println(stime);

bstyle=int(data[1]); //鼓点类型

}

void songselect(int songn) //歌曲选择

{

if (songn==1)

{

song="1.mp3"; //读取音频文件

if (df==1)

songmap="1.1.txt"; //读取map

else

songmap="1.2.txt";

}

if (songn==2)

{

song="2.mp3"; //读取音频文件

if (df==1)

songmap="2.1.txt"; //读取map

else

songmap="2.2.txt";

}

if (songn==3)

{

song="3.mp3"; //读取音频文件

if (df==1)

songmap="3.1.txt"; //读取map

else

songmap="3.2.txt";

}

if (songn==4)

{

song="4.mp3"; //读取音频文件

if (df==1)

songmap="4.1.txt"; //读取map

else

songmap="4.2.txt";

}

}

class Drumbeat

{

float x=-50; //初始坐标

float y=225;

float speed=5; //每帧移动距离

int fx; //击中时坐标

int fy;

int sx; //miss时的坐标

int sy;

int tx; //终点坐标

int ty;

int dcolor; //敲击颜色

int combostate; //连击状态

int num; //鼓点编号

int missstate; //错误鼓点

void resetbeat(int nums)

{

x=825; //运动前初始坐标

y=225;

speed=5; //每帧移动5像素

combostate=0; //连击状态

num=nums;

missstate=0; //错误鼓点

}

float drumx() //返回当前鼓点x坐标

{

return x;

}

void showbeat(int s) //显示对应颜色鼓点

{

if (s==0||s==4)

{

dcolor=0;

stroke(255);

strokeWeight(5);

fill(#F01111); //红色

ellipse(x, y, 50, 50);

} else if (s==8||s==12)

{

dcolor=8;

stroke(255);

strokeWeight(5);

fill(#0A9CFA); //蓝色

ellipse(x, y, 50, 50);

}

}

void move() //鼓点移动

{

if (x>-50)

x=x-speed;

if (x-250<50&&x-250>-50)

//连击统计

if (dcolor==bcolor)

if (keyPressed&&combostate==0||serialstate==1&&sa!=-1)

{

imagestate=1; //激活图片

imageframe=8; //图片显示帧数

combo++; //连击统计数加一

combostate=1; //激活连击状态

fill(0, 102, 153);

text(combo, 100, 100); //显示连击统计数

score++;

}

if (x-250<-60&&combostate==0&&missstate==0) //连击中断

{

combo=0;

missstate=1;

}

}

}

class Drum //鼓面类

{

int x; //鼓面坐标

int y;

int rl; //左半径

int rr; //右半径

Drum(int a, int b, int c, int d) //构造函数

{

x=a;

y=b;

rl=c;

rr=d;

}

void displaydrum() //显示鼓面

{

fill(#F01111);

strokeWeight(8);

stroke(#0A9CFA);

arc(x, y, rl, rr, HALF\_PI, HALF\_PI+PI);

arc(x, y, rl, rr, 3\*HALF\_PI, 3\*HALF\_PI+PI);

}

void serialhitten(int u) //串口敲击判断

{

if (u==1)

{

fill(0);

arc(x, y, rl, rr, HALF\_PI, HALF\_PI+PI); //左鼓面

inside.trigger(); //播放鼓声

keystate1=1;

} else if (u==2)

{

fill(0);

arc(x, y, rl, rr, 3\*HALF\_PI, 3\*HALF\_PI+PI); //右鼓面

inside.trigger();

keystate2=1;

} else if (u==3)

{

stroke(0);

fill(#F01111);

arc(x, y, rl, rr, HALF\_PI, HALF\_PI+PI); //左鼓边

outside.trigger();

keystate3=1;

} else if (u==4)

{

stroke(0);

fill(#F01111);

arc(x, y, rl, rr, 3\*HALF\_PI, 3\*HALF\_PI+PI); //右鼓边

outside.trigger();

keystate4=1;

}

}

void hitten(int u) //按键敲击判断

{

if (keyPressed)

{

if (u==1)

{

fill(0);

arc(x, y, rl, rr, HALF\_PI, HALF\_PI+PI);

if (keystate1==0)

inside.trigger();

keystate1=1;

} else if (u==2)

{

fill(0);

arc(x, y, rl, rr, 3\*HALF\_PI, 3\*HALF\_PI+PI);

if (keystate2==0) inside.trigger();

keystate2=1;

} else if (u==3)

{

stroke(0);

fill(#F01111);

arc(x, y, rl, rr, HALF\_PI, HALF\_PI+PI);

if (keystate3==0)

outside.trigger();

keystate3=1;

} else if (u==4)

{

stroke(0);

fill(#F01111);

arc(x, y, rl, rr, 3\*HALF\_PI, 3\*HALF\_PI+PI);

if (keystate4==0)

outside.trigger();

keystate4=1;

}

}

}

}

class Mybutlisten //按键监听类

{

char inl; //左内鼓面

char inr; //右内鼓面

char outl; //左鼓边

char outr; //右鼓边

Mybutlisten(char a, char b, char c, char d) //设置按键

{

inl=a;

inr=b;

outl=c;

outr=d;

}

int listenbut() //监听按键

{

if (key==inl)

{

bcolor=0; //0代表红色, 8代表蓝色

return 1;

} else if (key==inr)

{

bcolor=0;

return 2;

} else if (key==outl)

{

bcolor=8;

return 3;

} else if (key==outr)

{

bcolor=8;

return 4;

} else

return 0;

}

}

class Timer

{

float savedtime; //计时器何时开始

int timestate=0;

void start() {

//当计时器开启, 它将当前时间以ms为单位存储下来

savedtime = millis();

timestate=1;

}

boolean showtime(float showtimes, float nt) //判断鼓点是否应该出现

{

float passedtime = nt;

if ((showtimes-940)<=passedtime&&timestate==1)

{

return true;

} else {

return false;

}

}

void timereset() //重置计时器

{

timestate=0;

savedtime=0;

}

float now() //返回计时器运行的时间

{

return millis()-savedtime;

}

}

class Mission1 //小球第一关地图

{

void display()

{

background(backimg); //背景

rectMode(CORNER); //障碍物形状位置

fill(borderColor);

noStroke();

rect(102, 279, 73, 700, 7);

rect(276, 0, 73, 650,7);

rect(451, 100, 73, 700,7);

rect(625, 0, 73, 700,7);

rect(0, 0, 800, 5);

rect(0, 795, 800, 5);

rect(0, 0, 5, 800);

rect(795, 0, 5, 880);

fill(255);

stroke(0);

}

}

class Mission2 //小球第二关地图

{

void display()

{

background(backimg);

fill(borderColor);

noStroke();

beginShape();

vertex(200,100);

vertex(795,100);

vertex(795,795);

vertex(100,795);

vertex(100,500);

vertex(200,500);

vertex(200,700);

vertex(700,700);

vertex(700,200);

vertex(200,200);

endShape(CLOSE);

beginShape();

vertex(5,300);

vertex(600,300);

vertex(600,600);

vertex(300,600);

vertex(300,500);

vertex(500,500);

vertex(500,400);

vertex(500,400);

vertex(5,400);

endShape(CLOSE);

rectMode(CORNER);

rect(0, 0, 800, 5);

rect(0, 795, 800, 5);

rect(0, 0, 5, 800);

rect(795, 0, 5, 880);

fill(255);

stroke(0);

}

}

class Ball { //小球参数

private int posx, posy;

private float radius;

private float dx;

private float dy;

private boolean border;

private color d;

Ball(int posx, int posy, int radius, color e ){ //小球坐标

this.posx=posx;

this.posy=posy;

this.radius=radius;

this.d=e;

}

void display() { //小球显示

fill(0, 100, 0);

ellipseMode(RADIUS);

ellipse(posx, posy, radius, radius);

fill(255);

posx\_timer=posx;

posy\_timer=posy;

radius\_timer=radius;

}

void move() { //遇障碍物速度减为0

if (isXLeftBorderDetective())

if (dx>0)

dx=0;

if (isXRightBorderDetective())

if (dx<0)

dx=0;

if (isYUpBorderDetective())

if (dy<0)

dy=0;

if (isYDownBorderDetective())

if (dy>0)

dy=0;

posx-=dx;

posy+=dy;

}

//通过键盘或压力传感器输入控制小球速度及运动方向

void update(float ax, float ay) {

if(keyPressed && (key == CODED)||serialstate==1)

{

if(serialstate==1)

{

sa=serial.read();

}

if(keyCode == LEFT||sa==49)

{

dx = 2;

}

if(keyCode == RIGHT||sa==50)

{

dx = -2;

}

if(keyCode == UP||sa==51)

{

dy = -2;

}

if(keyCode == DOWN||sa==52)

{

dy = 2;

}

}

move();

display();

}

void reset() //通关后小球恢复初始参数

{

posx=beginX;

posy=beginY;

n=0;

missionNo=0;

posx\_timer=0;

posy\_timer=0;

radius\_timer=0;

menu3=1;

menu4=0;

menu5=0;

}

//判断小球是否触界

boolean isXLeftBorderDetective() { //判断小球左侧是否触界

border=false;

color c;

c=get((int)(posx-radius-1), (int)posy);

if (d==c)

border=true;

return border;

}

boolean isXRightBorderDetective() { //判断小球右侧是否触界

border=false;

color c;

c=get((int)(posx+radius+1), (int)posy);

if (d==c)

border=true;

return border;

}

boolean isYUpBorderDetective() { //判断小球上侧是否触界

border=false;

color c;

c=get((int)(posx), (int)(posy-radius-1));

if (d==c)

border=true;

return border;

}

boolean isYDownBorderDetective() { //判断小球下侧是否触界

border=false;

color c;

c=get((int)(posx), (int)(posy+radius+1));

if (d==c)

border=true;

return border;

}

}

class Timer1 //计时器

{

int savedTime; //储存开始时间

int passedTime; //储存经过时长

Timer1() {

}

int start1() //开始计时

{

savedTime = millis();

return millis();

}

int stop() //结束计时

{

passedTime = millis()-startTime;

return passedTime/1000; //返回通关时间

}

}

void win() //显示通关画面

{

background(backimg);

fill(0,102,153);

textSize(25);

text("Press 'R' to return",20,50);

textSize(50);

text("FINISH",520,280);

}

class CURRENTRecord //保存记录

{

int lastRecord=10000;

int currentRecord=10000;

CURRENTRecord(){

}

void judge() //判断此次通关时间是否大于以前保存的记录

{

if(lastRecord<currentRecord)

currentRecord=lastRecord; //更新记录

}

}

# 第5章 节奏大师之疯狂打地鼠项目设计

### 5.2.1 主程序模块

#### 2.相关代码

#define LED1 13

#define LED2 12

#define LED3 11

#define LED4 10

#define LED5 9

#define LED6 A1

#define KEY1 2

#define KEY2 3

#define KEY3 4

#define KEY4 5

#define KEY5 6

#define KEY6 A2

int ledPin=A3;

int capval1,capval2,capval3,capval4,capval5,capval6,capval7,capval8;

int KEY1\_NUM = 0; //存放变量

int KEY2\_NUM = 0;

int KEY3\_NUM = 0;

int KEY4\_NUM = 0;

int KEY5\_NUM = 0;

int KEY6\_NUM = 0;

int a=1;

int b=0;

int c=1;

int flag=0;

int flagg=0;

void setup()

{

pinMode(LED1,OUTPUT); //定义LED为输出引脚

pinMode(LED2,OUTPUT);

pinMode(LED3,OUTPUT);

pinMode(LED4,OUTPUT);

pinMode(LED5,OUTPUT);

pinMode(LED6,OUTPUT);

pinMode(KEY1,INPUT\_PULLUP); //定义KEY为带上拉输入引脚

pinMode(KEY2,INPUT\_PULLUP);

pinMode(KEY3,INPUT\_PULLUP);

pinMode(KEY4,INPUT\_PULLUP);

pinMode(KEY5,INPUT\_PULLUP);

pinMode(KEY6,INPUT\_PULLUP);

pinMode(ledPin, OUTPUT);

}

void loop()

{

if(flag!=1){

switch(a) {

case 1: led='1'; a=0;c++;digitalWrite(LED1,1);b=1;

break;

case 2:led='2'; a=0;c++;digitalWrite(LED2,1);b=2;

break;

case 3:led='3'; a=0;c++;digitalWrite(LED3,1);b=3;

break;

case 4:;led='1'; a=0;c++;digitalWrite(LED1,1);b=1;

break;

case 5:led='1'; a=0;c++; digitalWrite(LED1,1);b=1;

break;

case 6:led='2'; a=0;c++;digitalWrite(LED2,1);b=2;

break;

case 7:led='3'; a=0;c++;digitalWrite(LED3,1);b=3;

break;

case 8:led='1'; a=0;c++;digitalWrite(LED1,1);b=1;

break;

case 9:led='3'; a=0;c++;digitalWrite(LED3,1);b=3;

break;

case 10:led='4';updateSensorData(); a=0;c++; digitalWrite(LED4,1);b=4;

break;

case 11:led='5'; a=0;c++;digitalWrite(LED5,1);b=5;

break;

case 12:led='3'; a=0;c++; digitalWrite(LED3,1);b=3;

break;

case 13:led='4'; a=0;c++;digitalWrite(LED4,1);b=4;

break;

case 14:led='5'; a=0;c++;digitalWrite(LED5,1);b=5;

break;

case 15:led='5'; a=0;c++;digitalWrite(LED5,1);b=5;

break;

case 16:led='6'; a=0;c++;digitalWrite(LED6,1);b=6;

break;

case 17:led='5'; a=0;c++;digitalWrite(LED5,1);b=5;

break;

case 18:led='4'; a=0;c++;digitalWrite(LED4,1);b=4;

break;

case 19:led='3'; a=0;c++;digitalWrite(LED3,1);b=3;

break;

case 20:led='1'; a=0;c++;digitalWrite(LED1,1);b=1;

break;

case 21:led='5'; a=0;c++;digitalWrite(LED5,1);b=5;

break;

case 22:led='6'; a=0;c++;digitalWrite(LED6,1);b=6;

break;

case 23:led='5'; a=0;c++;digitalWrite(LED5,1);b=5;

break;

case 24:led='4'; a=0;c++;digitalWrite(LED4,1);b=4;

break;

case 25:led='3'; a=0;c++;digitalWrite(LED3,1);b=3;

break;

case 26:led='1'; a=0;c++;digitalWrite(LED1,1);b=1;

break;

case 27:led='3'; a=0;c++;digitalWrite(LED3,1);b=3;

break;

case 28:led='5'; a=0;c++;digitalWrite(LED5,1);b=5;

break;

case 29:led='1'; a=0;c++;digitalWrite(LED1,1);b=1;

break;

case 30:led='3'; a=0;c++;digitalWrite(LED3,1);b=3;

break;

case 31:led='5'; a=0;c++;digitalWrite(LED5,1);b=5;

break;

case 32:led='1';a=0;c++;digitalWrite(LED1,1);b=1;

break;

default:

break;

}

}

if(a==33)

{

flag=1;

led='8';

a++;

}

switch(b){

case 1: ScanKey1(); break; //按键扫描程序，当按下时，子程序会修改KEY\_NUM的值

case 2: ScanKey2(); break;

case 3: ScanKey3(); break;

case 4: ScanKey4(); break;

case 5: ScanKey5(); break;

case 6: ScanKey6(); break;

}

if(KEY1\_NUM == 1) //是否按下，如果<span style="font-family:Arial, Helvetica, sans-serif;">ScanKey函数扫描到按键就会设置KEY\_NUM值为1</span>

{

digitalWrite(LED1,0); //LED1灭

}

if(KEY2\_NUM == 1)

{

digitalWrite(LED2,0); //LED2灭

}

if(KEY3\_NUM == 1)

{

digitalWrite(LED3,0); //LED4灭

}

if(KEY4\_NUM == 1)

{

digitalWrite(LED4,0); //LED4灭

}

if(KEY5\_NUM == 1)

{

digitalWrite(LED5,0); //LED5灭

}

if(KEY6\_NUM == 1)

{

digitalWrite(LED6,0); //LED6灭

}

}

void ScanKey1() //按键扫描程序

{

KEY1\_NUM = 0; //清空变量

if(digitalRead(KEY1) == LOW) //有按键按下

{

delay(20); //延时去抖动

if(digitalRead(KEY1) == LOW) //有按键按下

{

KEY1\_NUM = 1; //变量设置为1

a=c;

while(digitalRead(KEY1) == LOW){

tone(ledPin, 262, 10);

}; //等待按键松手

}

}

}

void ScanKey2() //按键扫描程序

{

KEY2\_NUM = 0; //清空变量

if(digitalRead(KEY2) == LOW) //有按键按下

{

delay(20); //延时去抖动

if(digitalRead(KEY2) == LOW) //有按键按下

{

KEY2\_NUM = 1; //变量设置为1

a=c;

while(digitalRead(KEY2) == LOW){

tone(ledPin, 294, 10);

}; //等待按键松手

}

}

}

void ScanKey3() //按键扫描程序

{

KEY3\_NUM = 0; //清空变量

if(digitalRead(KEY3) == LOW) //有按键按下

{

delay(20); //延时去抖动

if(digitalRead(KEY3) == LOW) //有按键按下

{

KEY3\_NUM = 1; //变量设置为1

a=c;

while(digitalRead(KEY3) == LOW){

tone(ledPin, 330, 10);

}; //等待按键松手

}

}

}

void ScanKey4() //按键扫描程序

{

KEY4\_NUM = 0; //清空变量

if(digitalRead(KEY4) == LOW) //有按键按下

{

delay(20); //延时去抖动

if(digitalRead(KEY4) == LOW) //有按键按下

{

KEY4\_NUM = 1; //变量设置为1

a=c;

while(digitalRead(KEY4) == LOW){

tone(ledPin, 350, 10);

}; //等待按键松手

}

}

}

void ScanKey5() //按键扫描程序

{

KEY5\_NUM = 0; //清空变量

if(digitalRead(KEY5) == LOW) //有按键按下

{

delay(20); //延时去抖动

if(digitalRead(KEY5) == LOW) //有按键按下

{

KEY5\_NUM = 1; //变量设置为1

a=c;

while(digitalRead(KEY5) == LOW){

tone(ledPin, 393, 10);

}; //等待按键松手

}

}

}

void ScanKey6() //按键扫描程序

{

KEY6\_NUM = 0; //清空变量

if(digitalRead(KEY6) == LOW) //有按键按下

{

delay(20); //延时去抖动

if(digitalRead(KEY6) == LOW) //有按键按下

{

KEY6\_NUM = 1; //变量设置为1

a=c;

while(digitalRead(KEY6) == LOW){

tone(ledPin, 441, 10);

}; //等待按键松手

}

}

}

### 5.2.2 ESP8266模块

#### 2.相关代码

#include <Wire.h> //调用库文件

#include "./ESP8266.h"

#define SSID "iPhone"

#define PASSWORD "12345678"

#define WLAN\_SECURITY WLAN\_SEC\_WPA2

#define IDLE\_TIMEOUT\_MS 3000 // 无数据等待时间

#define HOST\_NAME "172.20.10.4" //可改成自己的服务器地址和端口

#define HOST\_PORT (8081)

#include <SoftwareSerial.h>

SoftwareSerial mySerial(8, 7); //定义软串口，引脚7为RX，引脚8为TX

ESP8266 wifi(mySerial);

//ESP8266 wifi(Serial1); //定义一个ESP8266的对象

unsigned long net\_time1 = millis(); //数据上传服务器时间

char led='7';

String postString; //用于存储发送数据的字符串

//String jsonToSend; //用于存储发送的JSON格式参数

void setup()

{

//初始化串口波特率

Wire.begin();

Serial.begin(9600);

while(!Serial);

//ESP8266初始化

Serial.print("setup begin\r\n");

Serial.print("FW Version:");

Serial.println(wifi.getVersion().c\_str());

if (wifi.setOprToStationSoftAP()) {

Serial.print("to station + softap ok\r\n");

} else {

Serial.print("to station + softap err\r\n");

}

if (wifi.joinAP(SSID, PASSWORD)) { //加入无线网

Serial.print("Join AP success\r\n");

Serial.print("IP: ");

Serial.println(wifi.getLocalIP().c\_str());

} else {

Serial.print("Join AP failure\r\n");

}

if (wifi.disableMUX()) {

Serial.print("single ok\r\n");

} else {

Serial.print("single err\r\n");

}

Serial.print("setup end\r\n");

if (wifi.createTCP(HOST\_NAME, HOST\_PORT)) {

//建立TCP连接，如果失败，不能发送该数据

Serial.print("create tcp ok\r\n");}

}

void loop()

{

updateSensorData();

}

void updateSensorData() {

//postString将存储传输请求，格式很重要

postString = "POST "; //POST发送方式，后要有空格

postString += "/process\_post?led="; //接口process

postString += led; //要发送的数据

postString += " HTTP/1.1"; //空格+传输协议

postString += "\r\n";

postString += "Host: "; //Host：+空格

postString += HOST\_NAME;

postString += "\r\n";

postString += "Content-Type: application/x-www-form-urlencoded\r\n";//编码类型

postString += "\r\n"; //不可删除

const char \*postArray = postString.c\_str(); //将str转化为char数组

Serial.println(postArray);

wifi.send((const uint8\_t\*)postArray, strlen(postArray));

//send发送命令，参数必须是这两种格式，尤其是(const uint8\_t\*)

Serial.println("send success");

}

### 5.2.3 服务器模块

#### 相关代码

var express = require('express');

var app = express();

var bodyParser = require('body-parser');

var fs = require('fs');

var util = require('util');

// 创建 application/x-www-form-urlencoded 编码解析

var urlencodedParser = bodyParser.urlencoded({ extended: false })

app.use(express.static('public'));

var aj;

var server = app.listen(8081, function() {

var host = server.address().address

var port = server.address().port

console.log("应用实例，访问地址为 http://%s:%s", host, port)

})

var io = require('socket.io').listen(server);

io.sockets.on('connection', function(socket) {

console.log('User connected');

socket.on('disconnect', function() {

console.log('User disconnected');

});

});

app.post('/process\_post', urlencodedParser, function(req, res) {

// 输出 JSON 格式

var response = {

"led": req.query.led

};

console.log(response);

console.log("get post/r/n");

io.sockets.emit('message', { text: response.led });

res.end(JSON.stringify(response));

})

### 5.2.3 前端模块

#### 2.相关代码

##### 1）CSS部分

\* {

margin: 0;

padding: 0;

}

.first {

margin-left: auto;

margin-right: auto;

}

.first img {

position: absolute;

width: 100%;

text-align: center;

z-index: -1;

}

li {

list-style: none;

}

.first ul {

position: fixed;

left: 43%;

top: 37%;

}

button {

border: 0px;

background-color: transparent;

background-image: none;

font-family: 华文彩云;

font-size: 2em;

line-height: 2em;

color: rgb(226, 246, 10);

}

button:focus {

outline: none;

}

button:hover {

font-size: 2.2em;

}

.options {

display: none;

}

#btnback {

display: none;

position: absolute;

left: 18%;

top: 7%;

}

.dishu\_bd li,

.dishu li,

.hammer li {

position: absolute;

display: none;

z-index: -1;

}

.dishu li img {

width: 135%;

}

#one\_1 {

left: 20%;

top: 26%;

}

#two\_1 {

left: 43%;

top: 26%;

}

#three\_1 {

left: 68%;

top: 26%;

}

#four\_1 {

left: 15%;

top: 73%;

}

#five\_1 {

left: 43%;

top: 73%;

}

#six\_1 {

left: 71%;

top: 73%;

}

#one\_2 {

left: -8%;

top: -18%;

}

#two\_2 {

left: 15.5%;

top: -18%;

}

#three\_2 {

left: 40%;

top: -17.5%;

}

#four\_2 {

left: -12%;

top: 30%;

}

#five\_2 {

left: 16%;

top: 31%;

}

#six\_2 {

left: 43%;

top: 31%;

}

#one\_3 {

left: -8%;

top: -12%;

}

#two\_3 {

left: 15.5%;

top: -12%;

}

#three\_3 {

left: 39.5%;

top: -12%;

}

#four\_3 {

left: -12%;

top: 37%;

}

#five\_3 {

left: 16%;

top: 37%;

}

#six\_3 {

left: 43%;

top: 37%;

}

.time {

position: absolute;

right: 10%;

top: 8%;

font-family: 华文彩云;

font-size: 5em;

line-height: 2em;

color: white;

}

#recordd {

position: absolute;

right: 48%;

top: 40%;

font-family: 华文彩云;

font-size: 5em;

line-height: 2em;

color: rgb(226, 246, 10);

display: none;

}

##### 2）HTML部分

<!DOCTYPE html>

<html lang="en">

<head>

<title>节奏大师之疯狂打地鼠</title>

<meta charset="UTF-8">

<meta name="viewport" content="width=device-width, initial-scale=1">

<link href="css/dishu.css" rel="stylesheet">

</head>

<script src="https://cdnjs.cloudflare.com/ajax/libs/socket.io/2.0.3/socket.io.js"></script>

<script src="dishu.js"></script>

<body>

<main class="first">

<img src="photo/bgd.jpg" alt="">

<ul class="main\_menu" id="ulmenu">

<li><button type="button" onclick="Begin();">游戏开始</button></li>

<li><button type="button" onclick="Options();">查看记录</button></li>

</ul>

<button type="button" id="btnback" onclick="Back();">返回</button>

</main>

<main class="second">

<ul class="dishu">

<li id="one\_1"><img src="photo/dishu.png" alt=""></li>

<li id="two\_1"><img src="photo/dishu.png" alt=""></li>

<li id="three\_1"><img src="photo/dishu.png" alt=""></li>

<li id="four\_1"><img src="photo/dishu.png" alt=""></li>

<li id="five\_1"><img src="photo/dishu.png" alt=""></li>

<li id="six\_1"><img src="photo/dishu.png" alt=""></li>

</ul>

<ul class="dishu\_bd">

<li id="one\_2"><img src="photo/dishu\_bd.png" alt=""></li>

<li id="two\_2"><img src="photo/dishu\_bd.png" alt=""></li>

<li id="three\_2"><img src="photo/dishu\_bd.png" alt=""></li>

<li id="four\_2"><img src="photo/dishu\_bd.png" alt=""></li>

<li id="five\_2"><img src="photo/dishu\_bd.png" alt=""></li>

<li id="six\_2"><img src="photo/dishu\_bd.png" alt=""></li>

</ul>

<ul class="hammer">

<li id="one\_3"><img src="photo/hammer.png" alt=""></li>

<li id="two\_3"><img src="photo/hammer.png" alt=""></li>

<li id="three\_3"><img src="photo/hammer.png" alt=""></li>

<li id="four\_3"><img src="photo/hammer.png" alt=""></li>

<li id="five\_3"><img src="photo/hammer.png" alt=""></li>

<li id="six\_3"><img src="photo/hammer.png" alt=""></li>

</ul>

<p class="time" id="timer">0</p>

<p id="recordd">暂无</p>

</main>

</body>

</html>

##### 3）JavaScript部分

var aj = -1;

var led;

var jishi = 0;

var record = 500;

var socket = io.connect('http://127.0.0.1:8081');

var x;

socket.on('message', function(data) {

led = data.text;

console.log(led);

var one\_1 = document.getElementById('one\_1');

var two\_1 = document.getElementById('two\_1');

var three\_1 = document.getElementById('three\_1');

var four\_1 = document.getElementById('four\_1');

var five\_1 = document.getElementById('five\_1');

var six\_1 = document.getElementById('six\_1');

var one\_2 = document.getElementById('one\_2');

var two\_2 = document.getElementById('two\_2');

var three\_2 = document.getElementById('three\_2');

var four\_2 = document.getElementById('four\_2');

var five\_2 = document.getElementById('five\_2');

var six\_2 = document.getElementById('six\_2');

var one\_3 = document.getElementById('one\_3');

var two\_3 = document.getElementById('two\_3');

var three\_3 = document.getElementById('three\_3');

var four\_3 = document.getElementById('four\_3');

var five\_3 = document.getElementById('five\_3');

var six\_3 = document.getElementById('six\_3');

switch (Number(led)) {

case 1:

switch (aj) {

case 1:

one\_1.style.display = 'none';

one\_2.style.display = 'block';

one\_3.style.display = 'block';

var t = setTimeout("one\_2.style.display = 'none';one\_3.style.display = 'none';", 300)

break;

case 2:

two\_1.style.display = 'none';

two\_2.style.display = 'block';

two\_3.style.display = 'block';

var t = setTimeout("two.style.display = 'none';two\_3.style.display = 'none';", 300)

break;

case 3:

three\_1.style.display = 'none';

three\_2.style.display = 'block';

three\_3.style.display = 'block';

var t = setTimeout("three\_2.style.display = 'none';three\_3.style.display = 'none';", 300)

break;

case 4:

four\_1.style.display = 'none';

four\_2.style.display = 'block';

four\_3.style.display = 'block';

var t = setTimeout("four\_2.style.display = 'none';four\_3.style.display = 'none';", 300)

break;

case 5:

five\_1.style.display = 'none';

five\_2.style.display = 'block';

five\_3.style.display = 'block';

var t = setTimeout("five\_2.style.display = 'none';five\_3.style.display = 'none';", 300)

break;

case 6:

six\_1.style.display = 'none';

six\_2.style.display = 'block';

six\_3.style.display = 'block';

var t = setTimeout("six\_2.style.display = 'none';six\_3.style.display = 'none';", 300)

break;

default:

break;

}

one\_1.style.display = 'block';

aj = 1;

break;

case 2:

switch (aj) {

case 1:

one\_1.style.display = 'none';

one\_2.style.display = 'block';

one\_3.style.display = 'block';

var t = setTimeout("one\_2.style.display = 'none';one\_3.style.display = 'none';", 300)

break;

case 2:

two\_1.style.display = 'none';

two\_2.style.display = 'block';

two\_3.style.display = 'block';

var t = setTimeout("two\_2.style.display = 'none';two\_3.style.display = 'none';", 300)

break;

case 3:

three\_1.style.display = 'none';

three\_2.style.display = 'block';

three\_3.style.display = 'block';

var t = setTimeout("three\_2.style.display = 'none';three\_3.style.display = 'none';", 300)

break;

case 4:

four\_1.style.display = 'none';

four\_2.style.display = 'block';

four\_3.style.display = 'block';

var t = setTimeout("four\_2.style.display = 'none';four\_3.style.display = 'none';", 300)

break;

case 5:

five\_1.style.display = 'none';

five\_2.style.display = 'block';

five\_3.style.display = 'block';

var t = setTimeout("five\_2.style.display = 'none';five\_3.style.display = 'none';", 300)

break;

case 6:

six\_1.style.display = 'none';

six\_2.style.display = 'block';

six\_3.style.display = 'block';

var t = setTimeout("six\_2.style.display = 'none';six\_3.style.display = 'none';", 300)

break;

default:

break;

}

two\_1.style.display = 'block';

aj = 2;

break;

case 3:

switch (aj) {

case 1:

one\_1.style.display = 'none';

one\_2.style.display = 'block';

one\_3.style.display = 'block';

var t = setTimeout("one\_2.style.display = 'none';one\_3.style.display = 'none';", 300)

break;

case 2:

two\_1.style.display = 'none';

two\_2.style.display = 'block';

two\_3.style.display = 'block';

var t = setTimeout("two\_2.style.display = 'none';two\_3.style.display = 'none';", 300)

break;

case 3:

three\_1.style.display = 'none';

three\_2.style.display = 'block';

three\_3.style.display = 'block';

var t = setTimeout("three\_2.style.display = 'none';three\_3.style.display = 'none';", 300)

break;

case 4:

four\_1.style.display = 'none';

four\_2.style.display = 'block';

four\_3.style.display = 'block';

var t = setTimeout("four\_2.style.display = 'none';four\_3.style.display = 'none';", 300)

break;

case 5:

five\_1.style.display = 'none';

five\_2.style.display = 'block';

five\_3.style.display = 'block';

var t = setTimeout("five\_2.style.display = 'none';five\_3.style.display = 'none';", 300)

break;

case 6:

six\_1.style.display = 'none';

six\_2.style.display = 'block';

six\_3.style.display = 'block';

var t = setTimeout("six\_2.style.display = 'none';six\_3.style.display = 'none';", 300)

break;

default:

break;

}

three\_1.style.display = 'block';

aj = 3;

break;

case 4:

switch (aj) {

case 1:

one\_1.style.display = 'none';

one\_2.style.display = 'block';

one\_3.style.display = 'block';

var t = setTimeout("one\_2.style.display = 'none';one\_3.style.display = 'none';", 300)

break;

case 2:

two\_1.style.display = 'none';

two\_2.style.display = 'block';

two\_3.style.display = 'block';

var t = setTimeout("two\_2.style.display = 'none';two\_3.style.display = 'none';", 300)

break;

case 3:

three\_1.style.display = 'none';

three\_2.style.display = 'block';

three\_3.style.display = 'block';

var t = setTimeout("three\_2.style.display = 'none';three\_3.style.display = 'none';", 300)

break;

case 4:

four\_1.style.display = 'none';

four\_2.style.display = 'block';

four\_3.style.display = 'block';

var t = setTimeout("four\_2.style.display = 'none';four\_3.style.display = 'none';", 300)

break;

case 5:

five\_1.style.display = 'none';

five\_2.style.display = 'block';

five\_3.style.display = 'block';

var t = setTimeout("five\_2.style.display = 'none';five\_3.style.display = 'none';", 300)

break;

case 6:

six\_1.style.display = 'none';

six\_2.style.display = 'block';

six\_3.style.display = 'block';

var t = setTimeout("six\_2.style.display = 'none';six\_3.style.display = 'none';", 300)

break;

default:

break;

}

four\_1.style.display = 'block';

aj = 4;

break;

case 5:

switch (aj) {

case 1:

one\_1.style.display = 'none';

one\_2.style.display = 'block';

one\_3.style.display = 'block';

var t = setTimeout("one\_2.style.display = 'none';one\_3.style.display = 'none';", 300)

break;

case 2:

two\_1.style.display = 'none';

two\_2.style.display = 'block';

two\_3.style.display = 'block';

var t = setTimeout("two\_2.style.display = 'none';two\_3.style.display = 'none';", 300)

break;

case 3:

three\_1.style.display = 'none';

three\_2.style.display = 'block';

three\_3.style.display = 'block';

var t = setTimeout("three\_2.style.display = 'none';three\_3.style.display = 'none';", 300)

break;

case 4:

four\_1.style.display = 'none';

four\_2.style.display = 'block';

four\_3.style.display = 'block';

var t = setTimeout("four\_2.style.display = 'none';four\_3.style.display = 'none';", 300)

break;

case 5:

five\_1.style.display = 'none';

five\_2.style.display = 'block';

five\_3.style.display = 'block';

var t = setTimeout("five\_2.style.display = 'none';five\_3.style.display = 'none';", 300)

break;

case 6:

six\_1.style.display = 'none';

six\_2.style.display = 'block';

six\_3.style.display = 'block';

var t = setTimeout("six\_2.style.display = 'none';six\_3.style.display = 'none';", 300)

break;

default:

break;

}

five\_1.style.display = 'block';

aj = 5;

break;

case 6:

switch (aj) {

case 1:

one\_1.style.display = 'none';

one\_2.style.display = 'block';

one\_3.style.display = 'block';

var t = setTimeout("one\_2.style.display = 'none';one\_3.style.display = 'none';", 300)

break;

case 2:

two\_1.style.display = 'none';

two\_2.style.display = 'block';

two\_3.style.display = 'block';

var t = setTimeout("two\_2.style.display = 'none';two\_3.style.display = 'none';", 300)

break;

case 3:

three\_1.style.display = 'none';

three\_2.style.display = 'block';

three\_3.style.display = 'block';

var t = setTimeout("three\_2.style.display = 'none';three\_3.style.display = 'none';", 300)

break;

case 4:

four\_1.style.display = 'none';

four\_2.style.display = 'block';

four\_3.style.display = 'block';

var t = setTimeout("four\_2.style.display = 'none';four\_3.style.display = 'none';", 300)

break;

case 5:

five\_1.style.display = 'none';

five\_2.style.display = 'block';

five\_3.style.display = 'block';

var t = setTimeout("five\_2.style.display = 'none';five\_3.style.display = 'none';", 300)

break;

case 6:

six\_1.style.display = 'none';

six\_2.style.display = 'block';

six\_3.style.display = 'block';

var t = setTimeout("six\_2.style.display = 'none';six\_3.style.display = 'none';", 300)

break;

default:

break;

}

six\_1.style.display = 'block';

aj = 6;

break;

case 7:

x = setInterval("clk()", 1000);

break;

case 8:

window.clearInterval(x);

if (record >= jishi) {

record = jishi;

}

jishi = 0;

switch (aj) {

case 1:

one\_1.style.display = 'none';

one\_2.style.display = 'block';

one\_3.style.display = 'block';

var t = setTimeout("one\_2.style.display = 'none';one\_3.style.display = 'none';", 300)

break;

case 2:

two\_1.style.display = 'none';

two\_2.style.display = 'block';

two\_3.style.display = 'block';

var t = setTimeout("two\_2.style.display = 'none';two\_3.style.display = 'none';", 300)

break;

case 3:

three\_1.style.display = 'none';

three\_2.style.display = 'block';

three\_3.style.display = 'block';

var t = setTimeout("three\_2.style.display = 'none';three\_3.style.display = 'none';", 300)

break;

case 4:

four\_1.style.display = 'none';

four\_2.style.display = 'block';

four\_3.style.display = 'block';

var t = setTimeout("four\_2.style.display = 'none';four\_3.style.display = 'none';", 300)

break;

case 5:

five\_1.style.display = 'none';

five\_2.style.display = 'block';

five\_3.style.display = 'block';

var t = setTimeout("five\_2.style.display = 'none';five\_3.style.display = 'none';", 300)

break;

case 6:

six\_1.style.display = 'none';

six\_2.style.display = 'block';

six\_3.style.display = 'block';

var t = setTimeout("six\_2.style.display = 'none';six\_3.style.display = 'none';", 300)

break;

default:

break;

}

aj = 8;

break;

}

})

function Begin() {

var ullist = document.getElementById('ulmenu');

var btnback = document.getElementById('btnback');

var btnback = document.getElementById('btnback');

ullist.style.display = 'none';

btnback.style.display = 'block';

console.log('ok');

}

function Options() {

var btnback = document.getElementById('btnback');

var ullist = document.getElementById('ulmenu');

var recordd = document.getElementById('recordd');

ullist.style.display = 'none';

btnback.style.display = 'block';

recordd.innerHTML = record;

recordd.style.display = 'block';

console.log('ok');

}

function Back() {

var btnback = document.getElementById('btnback');

var ullist = document.getElementById('ulmenu');

var recordd = document.getElementById('recordd');

ullist.style.display = 'block';

btnback.style.display = 'none';

recordd.style.display = 'none';

}

function clk() {

var timer = document.getElementById('timer');

jishi++;

timer.innerHTML = jishi;

}

# 第6章 基于红外测距的虚拟电子琴项目设计

### 6.2.1 主程序模块

#### 2.相关代码

char GP2D12[4];

char a,b;

int m;

int val;

int FlagFree,FlagHalffree,FlagPlayer,FlagCreative,FlagSupervision; //五个模式的执行标志flag

int flag\_halffree\_finish;

int distance\_key; //测距回传对应的琴键音

int distance\_key1,distance\_key2;

int key\_save[4];

unsigned long time1;

unsigned long time2;

unsigned long playtime;

void loop(void) {

delay(5000);

m=Serial.parseInt();//读取

if(m==1)//选择模式1，对应flag置1，其余置0

{

FlagFree=1;

FlagHalffree=0;

FlagPlayer=0;

Serial.println("Free Playing mode...");

Serial.println("Do you want to record it?"); //选择创作模式

Serial.println("1 Yes.");

Serial.println("2 No.");

delay(5000);

m=Serial.parseInt();

if(m==1) //选中创作模式

{

FlagCreative=1;

FlagFree=1;

Serial.println("Free playing mode with recording...");

Serial.println("Input 9 for re-select.");//复位

}

else if(m==2) //不选创作模式

{

FlagCreative=0;

FlagFree=1;

Serial.println("Free playing mode without recording...");

Serial.println("Input 9 for re-select.");

}

else

{

FlagFree=0;//报错，重选

m=1;

Serial.println("Input error!");

}

}

else if(m==2)//选中半自由模式，对应flag置1，其余置0

{

FlagFree=0;

FlagHalffree=1;

FlagPlayer=0;

Serial.println("Do you want to be supervised?");//选择监督模式

Serial.println("1 Yes.");

Serial.println("2 No.");

delay(5000);

m=Serial.parseInt();

if(m==1) //选中监督模式

{

FlagSupervision=1;

FlagHalffree=1;

Serial.println("Free playing mode with being supervised...");

Serial.println("Input 9 for re-select.");

}

else if(m==2) //不选监督模式

{

FlagSupervision=0;

FlagHalffree=1;

Serial.println("Free playing mode without being supervised...");

Serial.println("Input 9 for re-select.");

}

else //报错，重选

{

FlagHalffree=0;

m=2;

Serial.println("Input error!");

Serial.println("Do you want to be supervised?");

Serial.println("1 Yes.");

Serial.println("2 No.");

}

}

else if(m==3)//选中播放模式，对应flag置1，其余置0

{

FlagFree=0;

FlagHalffree=0;

FlagPlayer=1;

Serial.println("Player mode...");

Serial.println("Input 9 for re-select.");

}

else//报错，重选

{

FlagFree=0;

FlagHalffree=0;

FlagPlayer=0;

Serial.println("Input error! Please re-select.");

Serial.println("1.Free playing mode");

Serial.println("2.Semi-free playing mode");

Serial.println("3.player");

}

### 6.2.2 SD卡读写模块

#### 2.相关代码

SD卡初始化：

#include <SimpleSDAudio.h>

void DirCallback(char \*buf) {

Serial.println(buf);

}

#define BIGBUFSIZE (2\*512)

uint8\_t bigbuf[BIGBUFSIZE];

int freeRam () {

extern int \_\_heap\_start, \*\_\_brkval;

int v;

return (int) &v - (\_\_brkval == 0 ? (int) &\_\_heap\_start : (int) \_\_brkval);

}

void setup()

{

Serial.begin(9600);

while (!Serial) {

;

}

Serial.print(F("Free Ram: "));

Serial.println(freeRam());

SdPlay.setWorkBuffer(bigbuf, BIGBUFSIZE);

Serial.print(F("\nInitializing SimpleSDAudio V" SSDA\_VERSIONSTRING " ..."));//初始化SD卡

if (!SdPlay.init(SSDA\_MODE\_FULLRATE | SSDA\_MODE\_MONO | SSDA\_MODE\_AUTOWORKER)) { //初始化失败

Serial.println(F("initialization failed. Things to check:"));

Serial.println(F("\* is a card is inserted?"));

Serial.println(F("\* Is your wiring correct?"));

Serial.println(F("\* maybe you need to change the chipSelect pin to match your shield or module?"));

Serial.print(F("Error code: "));

Serial.println(SdPlay.getLastError());

while(1);

}

else {

Serial.println(F("Welcome to the Visual Keyboard.")); //初始化成功，进入模式选择

Serial.println("\*Please select a function\*"); // 选择自由/半自由/播放

Serial.println("1.Free playing mode");

Serial.println("2.Semi-free playing mode");

Serial.println("3.player");

}

}

//播放琴键音函数：

void define\_key(int key)//琴键音定义函数，对应C大调3个八度

{

if(key==21)//低音1

{

Serial.print("C21 ");

SdPlay.setFile("C21.AFM");

SdPlay.play();

}

else if(key==22)//低音2

{

Serial.print("C22 ");

SdPlay.setFile("C22.AFM");

SdPlay.play();

}

else if(key==23)//低音3

{

Serial.print("C23 ");

SdPlay.setFile("C23.AFM");

SdPlay.play();

}

else if(key==24)//低音4

{

Serial.print("C24 ");

SdPlay.setFile("C24.AFM");

SdPlay.play();

}

else if(key==25)//低音5

{

Serial.print("C25 ");

SdPlay.setFile("C25.AFM");

SdPlay.play();

}

else if(key==26)//低音6

{

Serial.print("C26 ");

SdPlay.setFile("C26.AFM");

SdPlay.play();

}

else if(key==27)//低音7

{

Serial.print("C27 ");

SdPlay.setFile("C27.AFM");

SdPlay.play();

}

else if(key==31)//中音1

{

Serial.print("C31 ");

SdPlay.setFile("C31.AFM");

SdPlay.play();

}

else if(key==32)//中音2

{

Serial.print("C32 ");

SdPlay.setFile("C32.AFM");

SdPlay.play();

}

else if(key==33)//中音3

{

Serial.print("C33 ");

SdPlay.setFile("C33.AFM");

SdPlay.play();

}

else if(key==34)//中音4

{

Serial.print("C34 ");

SdPlay.setFile("C34.AFM");

SdPlay.play();

}

else if(key==35)//中音5

{

Serial.print("C35 ");

SdPlay.setFile("C35.AFM");

SdPlay.play();

}

else if(key==36)//中音6

{

Serial.print("C36 ");

SdPlay.setFile("C36.AFM");

SdPlay.play();

}

else if(key==37)//中音7

{

Serial.print("C37 ");

SdPlay.setFile("C37.AFM");

SdPlay.play();

}

else if(key==41)//高音1

{

Serial.print("C41 ");

SdPlay.setFile("C41.AFM");

SdPlay.play();

}

else if(key==42)//高音2

{

Serial.print("C42 ");

SdPlay.setFile("C42.AFM");

SdPlay.play();

}

else if(key==43)//高音3

{

Serial.print("C43 ");

SdPlay.setFile("C43.AFM");

SdPlay.play();

}

else if(key==44)//高音4

{

Serial.print("C44 ");

SdPlay.setFile("C44.AFM");

SdPlay.play();

}

else if(key==45)//高音5

{

Serial.print("C45 ");

SdPlay.setFile("C45.AFM");

SdPlay.play();

}

else if(key==46)//高音6

{

Serial.print("C46 ");

SdPlay.setFile("C46.AFM");

SdPlay.play();

}

else if(key==47)//高音7

{

Serial.print("C47 ");

SdPlay.setFile("C47.AFM");

SdPlay.play();

}

else if(key==100)//结束/报错音

{

if(FlagSupervision)

Serial.print("wrong");

else

Serial.print("finished");

SdPlay.setFile("C100.AFM");

SdPlay.play();

}

else Serial.println("not found");

//else Serial.println(SdPlay.getLastError());

}

### 6.2.3 红外测距模块

#### 2.相关代码

float read\_gp2d12\_range(byte pin) //一次测距函数

{

int tmp;

tmp = analogRead(pin);//读取模拟引脚电压值

if (tmp < 3)return -1;

return (6787.0 /((float)tmp - 3.0)) - 4.0;//使用测距函数转化为距离

}

int ave\_gp2d12\_range(byte pin)//平均测距函数

{

int a,b;

int val[5];

int ave\_dis,all\_dis=0;

int GP2D12;

int Max,Min;

for(int i=0;i<5;i++)//5次测距

{

GP2D12=read\_gp2d12\_range(pin);//调用一次测距函数

a=GP2D12/10;//转化为整形

b=GP2D12%10;

val[i]=a\*10+b;

all\_dis=all\_dis+val[i];//求和

if(i==0)

{

Max=val[0];

Min=val[0];

}

else

{

if(Max<val[i]) Max=val[i];//比较出最大值、最小值

if(Min>val[i]) Min=val[i];

}

delay(10);

}

ave\_dis=(all\_dis-Max-Min)/3;//余下3个值取平均

return ave\_dis;

}

int define\_distance(int i,int val)//琴键音、距离转换函数

{

if(i==0)//第一个传感器

{

if(val>=4.5&&val<=40.5)//有效距离

{

if(val>4.5&&val<9.5) distance\_key=100;//每个有效区域对应的琴键音

else if(val>9.5&&val<14.5) distance\_key=21;

else if(val>14.5&&val<19.5) distance\_key=22;

else if(val>19.5&&val<24.5) distance\_key=23;

else if(val>24.5&&val<29.5) distance\_key=24;

else if(val>29.5&&val<32.5) distance\_key=25;

else if(val>32.5&&val<40.5) distance\_key=26;

}

else distance\_key=-1;//回传无效琴键音

if(distance\_key==key\_save[0])//判断状态是否变化

distance\_key=-1;//不变化回传无效琴键音

else key\_save[0]=distance\_key;//若变化回传当前琴键音，并更新状态

}

else if(i==1)//第二个传感器

{

if(val>=4.5&&val<=44.5)

{

if(val>4.5&&val<9.5) distance\_key=27;

else if(val>9.5&&val<14.5) distance\_key=31;

else if(val>14.5&&val<24.5) distance\_key=32;

else if(val>24.5&&val<30.5) distance\_key=33;

else if(val>30.5&&val<44.5) distance\_key=34;

}

else distance\_key=-1;

if(distance\_key==key\_save[1])

distance\_key=-1;

else key\_save[1]=distance\_key;

}

else if(i==2)//第三个传感器

{

if(val>=4.5&&val<=35.5)

{

if(val>4.5&&val<11.5) distance\_key=35;

else if(val>11.5&&val<16.5) distance\_key=36;

else if(val>16.5&&val<20.5) distance\_key=37;

else if(val>20.5&&val<27.5) distance\_key=41;

else if(val>27.5&&val<35.5) distance\_key=42;

}

else distance\_key=-1;

if(distance\_key==key\_save[2])

distance\_key=-1;

else key\_save[2]=distance\_key;

}

else if(i==3)//第四个传感器

{

if(val>=4.5&&val<=33.5)

{

if(val>4.5&&val<11.5) distance\_key=43;

else if(val>11.5&&val<18.5) distance\_key=44;

else if(val>18.5&&val<22.5) distance\_key=45;

else if(val>22.5&&val<27.5) distance\_key=46;

else if(val>27.5&&val<33.5) distance\_key=47;

}

else distance\_key=-1;

if(distance\_key==key\_save[3])

distance\_key=-1;

else key\_save[3]=distance\_key;

}

else distance\_key=-1;

return distance\_key;//回传琴键音

}

### 6.2.4 数据处理模块

#### 1.自由弹奏模式

##### 2）相关代码

while(FlagFree){

// if(Serial.available())

m=Serial.parseInt();//读取是否重选模式

if(m==9)

{

FlagFree=0;

FlagHalffree=0;

FlagPlayer=0;

Serial.println("1.Free playing mode");

Serial.println("2.Semi-free playing mode");

Serial.println("3.player");

}

else

{

if(FlagCreative==0)

{

for(int i=0;i<4;i++)

{

val=ave\_gp2d12\_range(i+1);//调用测距函数

define\_key(define\_distance(i,val));//调用播放函数

}

}

#### 2.创作模式

##### 2）相关代码

else {

int N;

int create\_opern[999];

int create\_length[999];

int c\_finish\_flag=1;

for(int i=0;i<999;i++)

{

gettime();//调用获取间隔函数

if(distance\_key1!=-1) //如果琴键音有效

{

// N=(playtime+31)/62;//将测得时间归一化，并四舍五入

create\_opern[i]=distance\_key1;//储存琴键音

//create\_length[i]=N;//储存时长

Serial.print(N);

if(distance\_key1==100)//如果检测到结束音

{

//create\_length[i]=0;

c\_finish\_flag=1;//回放flag置1

i=999;//跳出循环

}

else c\_finish\_flag=0;

// distance\_key1=distance\_key2;

}

else

{

i=i-1;//若琴键音无效则重新储存

}

}

if(c\_finish\_flag==1)

{

Serial.println("Record finished! Do you want to play it?" );//选择是否回放

Serial.println("1.Yes.");

Serial.println("2.No.");

delay(5000);

m=Serial.parseInt();//读取

if(m==9)//检测是否有复位信号

{

FlagFree=0;

FlagHalffree=0;

FlagPlayer=0;

Serial.println("1.Free playing mode");

Serial.println("2.Semi-free playing mode");

Serial.println("3.player");

}

else

{

if(m==1)//回放

{

c\_finish\_flag=0;

for(int i=0;i<999;i++)

{

if(create\_opern[i]!=100)

{

define\_key(create\_opern[i]);//依次读取播放

// for(int j=0;j<create\_length[i];j++)//延时所记录的时间

// delay(62);

}

else

{

define\_key(100);//若检测到结束信号，回放结束

i=999;

}

delay(1000);

}

}

else if(m==2)//不回放

{

c\_finish\_flag=0;

for(int i=0;i<999;i++)

{

if(create\_opern[i]!=0)

{

create\_opern[i]=0;//清空储存

//create\_length[i]=0;

}

else i=999;

}

Serial.println("Record has been emptied!");

}

else

{

Serial.println("Input error!Please re-select.");

}

}

}

}

}

}

//int cnt=1;//状态记录变量

/\*void gettime()//获取时间函数

{

for(int i=0;i<4;i++)

{

val=ave\_gp2d12\_range(i+1);//读取距离

if(cnt=1)//状态1

{

distance\_key1=define\_distance(i,val);//读取琴键音1

if(distance\_key1!=-1)//若有效

{

time1=millis();//获取时间1

define\_key(distance\_key1);//播放

cnt=2;

}

else//无效

{

if(i==3)i=-1;//持续循环直至测到有效输入

else i=i;

define\_key(-1);//无效音

}

}

else if(cnt=2)状态2

{

distance\_key2=define\_distance(i,val);//读取琴键音2

if(distance\_key2!=-1)//若有效

{

time2=millis();//获取时间2

define\_key(distance\_key2);//播放

i=4;//跳出循环

}

else

{

if(i==3)i=-1;//若无效，则持续循环直至输入有效

else i=i;

define\_key(-1);//无效音

}

}

}

playtime=time2-time1;//计算时间差

time1=time2;//将时间2作为下一次调用函数的时间1

delay(250);

}

\*/

void gettime()//获取时间函数

{

for(int i=0;i<4;i++)

{

val=ave\_gp2d12\_range(i+1);//测距

distance\_key1=define\_distance(i,val);//匹配琴键音

if(distance\_key!=-1)//若有效

{

time1=millis();//获取时间1

define\_key(distance\_key);//播放

time2=millis();//获取时间2

i=4;

}

else//若无效，持续循环直至输入有效

{

if(i==3)i=0;

else i=i;

define\_key(-1);//无效音

}

}

}

#### 3.半自由弹奏模式

本部分主要包括半自由弹奏模式的功能介绍及相关代码。

##### 1）功能介绍

该模式提前输入了两支曲谱。选择其中一个，将活动挡板遮挡在22个有效区域内，即可自动播放选中曲子的第一个音。当用户认为该琴键音持续时长已足够，即可进行下一次遮挡，自动播放选中曲子的下一个音……如此循环，直到结束音响起，弹奏结束。用户只需控制每个音的持续时长，而不必在意音准，即可“弹奏”完成整支曲子如图6-11所示。
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图6-10 半自由弹奏模式串口监视器图

##### 2）相关代码

while(FlagHalffree)//半自由弹奏模式

{

int flag\_halffree=1;

Serial.println("1 Tashuo");//选择曲目

Serial.println("2 Hongdou");

Serial.println("3.text");

delay(5000);

m=Serial.parseInt();

if(m==9)//检测复位信号

{

FlagFree=0;

FlagHalffree=0;

FlagPlayer=0;

Serial.println("1.Free playing mode");

Serial.println("2.Semi-free playing mode");

Serial.println("3.player");

}

else

{

while(flag\_halffree)

{

if(m==1)

{

int Opern[999]={ //《她说》曲谱

41,41,37,37,35,31,36,

41,41,37,37,35,31,35,

41,41,37,37,41,42,42,

41,41,37,37,41,42,42,41,43,

41,41,42,41,42,41,46,

41,41,42,41,42,41,45,

43,42,41,41,41,41,41,42,42,

41,41,37,41,42,41,44,43,44,43,44,43,44,43,44,45,

43,44,45,41,46,41,47,46,47,41,46,45,

42,43,44,43,45,37,36,35,36,37,45,43,

42,43,44,43,44,43,44,42,43,44,43,44,43,44,45,43,

43,44,45,41,46,41,37,36,37,41,47,45,

42,43,44,43,45,45,43,45,43,45,46,43,43,43,42,42,43,44,44,

41,41,37,37,41,42,42,41,41,

100

};

if(FlagSupervision)//监督模式

Supervision(Opern);

else Halffree\_Playing(Opern);//非监督模式

}

else if(m==2)

{

flag\_halffree=0;

int Opern[999]=//《红豆》曲谱

{

25,26,32,31,32,31,32,

25,26,32,31,32,33,32,

25,26,32,31,31,26,32,33,32,31,32,31,31,26,25,

25,26,32,31,32,31,32,

25,26,32,31,32,33,32,

25,26,32,31,31,26,32,33,32,31,36,35,35,33,32,

31,32,35,31,32,33,33,32,32,31,33,41,37,36,33,

37,36,35,36,36,35,34,35,

33,32,31,32,31,26,33,32,32,

31,32,35,31,32,33,

33,32,32,31,33,41,37,41,36,

36,43,42,37,35,33,36,

33,32,31,32,36,36,35,32,33,32,31,

100

};

if(FlagSupervision)//监督模式

Supervision(Opern);

else Halffree\_Playing(Opern);//非监督模式

}

else if(m==3)

{

int Opern[999]={//test模式

21,22,23,24,25,26 };

if(FlagSupervision)//监督模式

Supervision(Opern);

else Halffree\_Playing(Opern);//非监督模式

}

else

{

Serial.println("Error! Please re-select.");//报错

}

}

}

}

void define\_halffree\_playing(int i,int key)//半自由弹奏匹配琴键音，功能基本同上

{

val=ave\_gp2d12\_range(i+1);

distance\_key=define\_distance(i,val);

if(distance\_key!=-1)

{

define\_key(key);

flag\_halffree\_finish=1;

}

else

{

define\_key(-1);

flag\_halffree\_finish=0;

}

}

void Halffree\_Playing(int Opern[])//半自由模式（不监督）

{

for (int j=0;j<999;j++)//循环读取曲谱

{

if(Opern[j]==0)//若读取到空值

j=999;//跳出循环

while(Opern[j]<21||Opern[j]>47)//读取到错误值

j++;//继续读取下一个

for(int i=0;i<4;i++)//每个传感器依次读取

{

define\_halffree\_playing(i,Opern[j]);//调用半自由模式下琴键匹配函数

if(flag\_halffree\_finish)//若琴键音有效，跳出循环

i=4;

else //否则依次读取直至有效

{

if(i==3) i=-1;

else i=i;

}

}

if(Opern[j]==100)//读取到结束音，跳出循环

j=999;

}

}

#### 4.监督模式

本部分主要包括功能介绍及相关代码。

##### 1）功能介绍

此模式为半自由弹奏模式的一个分支，在此模式下，选中一支指定曲目。读取第一个储存音符的数组，当用户遮挡不在该琴键音对应的正确范围时，会播放“报错音”（即结束音），只有当遮挡在正确范围内，才会播放对应的琴键音，并读取数组中下一个数据进行监督……如此循环，当播放结束音的时候，监督结束，如图6-11所示。
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图6-11监督模式串口监视器截图

##### 2）相关代码

void Supervision(int Opern[])//监督模式函数

{

int supervision\_key;

for(int j=0;j<999;j++)

{

if(Opern[j]==0)//若读取结束，播放两次结束音提示

{

j=999;

FlagSupervision=0;

define\_key(100);

define\_key(100);

}

while(Opern[j]<21||Opern[j]>47)

j++;

for(int i=0;i<4;i++)

{

val=ave\_gp2d12\_range(i+1);

supervision\_key=define\_distance(i,val);

if(supervision\_key>20&&supervision\_key<48) //琴键音有效

{

if(supervision\_key==Opern[j])//若与曲谱内琴键音相符合，则播放对应琴键音

{

define\_key(Opern[j]);

i=4;//跳出循环

}

else

{

define\_key(100);//否则播放报错音

if(i==3)i=-1;//接着循环

else i=i;

}

}

else//琴键音无效则持续循环

{

i=i;

if(i==3)

i=-1;

define\_key(-1);

}

delay(250);

}

}

}

#### 5.音乐播放模式

本部分主要包括功能介绍和相关代码。

##### 1）功能介绍

通过读取SD卡中已录入的音乐文件，实现音乐播放器的功能（开始、暂停、重选等），如图6-12所示。
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图6-12 播放模式串口监视器图

##### 2）相关代码

while(FlagPlayer)//播放器模式

{

char c\_player;

int flag\_player=1;

int c\_flag=1;

Serial.println("1 YQ");

Serial.println("2 YJEDM");

delay(5000);

m=Serial.parseInt();

if(m==9)//检测复位信号

{

FlagFree=0;

FlagHalffree=0;

FlagPlayer=0;

Serial.println("1.Free playing mode");

Serial.println("2.Semi-free playing mode");

Serial.println("3.player");

}

else

{

while(flag\_player)

{

if(m==1)//播放《氧气》

{

flag\_player=0;

SdPlay.setFile("YQ.AFS");

Serial.println("YQ playing...");

Serial.println(F("Press s for stop, p for play, h for pause, f to select new file, d for deinit, v to view status."));

}

else if(m==2)//播放《遇见二丁目》

{

flag\_player=0;

SdPlay.setFile("YJEDM.AFS");

Serial.println("YJEDM playing...");

Serial.println(F("Press s for stop, p for play, h for pause, f to select new file, d for deinit, v to view status."));

}

else

{

c\_flag=0;

Serial.println("Error! please re-select");//报错

Serial.println("1.YQ");

Serial.println("2.YJEDM");

}

}

while(c\_flag) {

SdPlay.worker(); // You can remove this line if you like - worker is not necessary

if(Serial.available()) {

c\_player = Serial.read();

switch(c\_player) {

case 's'://停止

SdPlay.stop();

Serial.println(F("Stopped."));

break;

case 'p'://播放

SdPlay.play();

Serial.println(F("Play."));

break;

case 'h'://暂停

SdPlay.pause();

Serial.println(F("Pause."));

break;

case 'd'://移除

SdPlay.deInit();

Serial.println(F("SdPlay deinitialized. You can now safely remove card. System halted."));

while(1) ;

break;

case 'f'://重选

c\_flag = 0;

break;

case 'v'://显示状态

Serial.print(F("Status: isStopped="));

Serial.print(SdPlay.isStopped());

Serial.print(F(", isPlaying="));

Serial.print(SdPlay.isPlaying());

Serial.print(F(", isPaused="));

Serial.print(SdPlay.isPaused());

Serial.print(F(", isUnderrunOccured="));

Serial.print(SdPlay.isUnderrunOccured());

Serial.print(F(", getLastError="));

Serial.println(SdPlay.getLastError());

Serial.print(F("Free RAM: "));

Serial.println(freeRam());

break;

}

}

}

}

}

# 第7章 智能弹奏尤克里里项目设计

### 7.2.1 主程序模块

#### 2.相关代码

#include <Servo.h>

Servo b1; //定义拨弦4个舵机对象

Servo b2;

Servo b3;

Servo b4;

Servo a2; //定义按弦3个舵机对象

Servo a4;

Servo a7;

int apos[4][2] ={

{0,0},{25,0},{50,23},{25,5}

}; //按弦舵机的角度位置

int bpos[5][2] = {

{0,0},{85,60},{58,33},{90 ,62},{83,52}

}; //拨弦舵机的角度位置

String s=" "; //初始化字符串常量

void setup()

{

Serial.begin(9600); //波特率为9600与串口传输数据

a2.attach(8); //3个按弦舵机引脚

a4.attach(9);

a7.attach(10);

b1.attach(2); //4个拨弦舵机引脚

b2.attach(3);

b3.attach(4);

b4.attach(5);

a2.write(apos[1][0]); //3个按弦舵机的初始位置

a4.write(apos[2][0]);

a7.write(apos[3][0]);

b1.write(bpos[1][0]); //4个拨弦舵机的初始位置

b2.write(bpos[2][0]);

b3.write(bpos[3][0]);

b4.write(bpos[4][0]);

}

int song1[] = //音符数组对应的歌曲1

{

1234,0,0,1234,0,0,

1234,0,0,1234,0,0,

1,2,3,1,0,

1,2,3,1,0,

3,4,5,0,

3,4,5,0,

5,6,5,4,3,1,0,

5,6,5,4,3,1,0,

3,5,1,0,

3,5,1,0

};

int song2[] = //音符数组对应的歌曲2

{

1234,0,0,1234,0,0,

1234,0,0,1234,0,0,

3,3,4,5,0,

5,4,3,2,0,

1,1,2,3,3,2,2,0,

3,3,4,5,0,

5,4,3,2,0,

1,1,2,3,2,1,1,0,

2,2,3,1,0,

2,3,4,3,1,0,

2,3,4,3,2,0,

1,2,5,0,

3,3,4,5,0,

5,4,3,4,2,0,

1,1,2,3,2,1,1,0

};

int song3[] = //音符数组对应的歌曲3

{

1234,0,0,1234,0,0,

1234,0,0,1234,0,0,

1,1,5,5,6,6,5,0,

4,4,3,3,2,2,1,0,

5,5,4,4,3,3,2,0,

5,5,4,4,3,3,2,0,

1,1,5,5,6,6,5,0,

4,4,3,3,2,2,1,0

};

int song4[] = //音符数组对应的歌曲4

{

1234,0,0,1234,0,0,

1234,0,0,1234,0,0,

3,3,3,4,5,3,2,

1,1,1,2,3,3,7,7,

6,3,2,

6,3,2,

6,3,2,1,1,

3,2,5,4,3,2,

5,4,3,2,5,3,2,

6,3,2,6,3,2,

4,3,4,3,1,

4,3,4,3,1,2,1,1

};

int song5[] = //音符数组对应的歌曲5

{

1234,0,0,1234,0,0,

1234,0,0,1234,0,0,

3,0,5,0,1,0,0,

2,0,3,0,5,0,0,

1,2,3,5,2,0,0,

3,5,1,0,0,

2,3,6,0,0,

2,5,2,3,1,0,

6,0,5,6,0,1,0,

3,6,3,5,2,0,

3,5,1,0,

2,3,6,0,

2,5,2,3,1,0

};

int songSize1=sizeof(song1)/sizeof(song1[0]); //计算歌曲1的音符个数

int songSize2=sizeof(song2)/sizeof(song2[0]); //计算歌曲2的音符个数

int songSize3=sizeof(song3)/sizeof(song3[0]); //计算歌曲3的音符个数

int songSize4=sizeof(song4)/sizeof(song4[0]); //计算歌曲4的音符个数

int songSize5=sizeof(song5)/sizeof(song5[0]); //计算歌曲5的音符个数

int b1State = 0, b2State = 0, //初始化舵机位置

b3State = 0, b4State = 0,

a2State = 0, a4State = 0,

a7State = 0;

int servoPlay1(int beat = 250) //歌曲1的弹奏

{

for(int i = 0;i<songSize1;i++) //循环弹奏直到歌曲音符弹奏完

{

Serial.println(song1[i]); //在串口监视器中打印音符

switch (song1[i]) //选择音符所需弦

{

case 1: //“1”音所需的弦

b2State = 1- b2State;

b2.write(bpos[2][b2State]);

a2.write(apos[1][0]);

break;

case 2: //“2”音所需的弦

a2.write(apos[1][1]);

b2State = 1- b2State;

b2.write(bpos[2][b2State]);

break;

case 3: //“3”音所需的弦

b3State = 1- b3State;

b3.write(bpos[3][b3State]);

a4.write(apos[2][1]);

break;

case 4: //“4”音所需的弦

b3State = 1- b3State;

b3.write(bpos[3][b3State]);

a4.write(apos[2][0]);

break;

case 5: //“5”音所需的弦

b1State = 1- b1State;

b1.write(bpos[1][b1State]);

break;

case 6: //“6”音所需的弦

b4State = 1- b4State;

b4.write(bpos[4][b4State]);

a7.write(apos[3][0]);

break;

case 7: //“7”音所需的弦

b4State = 1- b4State;

b4.write(bpos[4][b4State]);

a7.write(apos[3][1]);

case 0: //无音符节拍既不拨弦也不按弦

break;

case 1234:

a2.write(apos[1][0]);

a4.write(apos[2][1]);

a7.write(apos[3][0]);

b1State = 1- b1State;

b1.write(bpos[1][b1State]);

b2State = 1- b2State;

b2.write(bpos[2][b2State]);

b3State = 1- b3State;

b3.write(bpos[3][b3State]);

b4State = 1- b4State;

b4.write(bpos[4][b4State]);

default:

break;

}

delay(beat); //弹奏完延迟250ms

}

}

int servoPlay2(int beat = 250) //歌曲2的弹奏

{

for(int i = 0;i<songSize2;i++) //循环弹奏直到歌曲音符弹奏结束

{

Serial.println(song2[i]); //在串口监视器中打印音符

switch (song2[i]) //选择音符所需的弦

{

case 1: //“1”音所需的弦

b2State = 1- b2State;

b2.write(bpos[2][b2State]);

a2.write(apos[1][0]);

break;

case 2: //“2”音所需的弦

a2.write(apos[1][1]);

b2State = 1- b2State;

b2.write(bpos[2][b2State]);

break;

case 3: //“3”音所需的弦

b3State = 1- b3State;

b3.write(bpos[3][b3State]);

a4.write(apos[2][1]);

break;

case 4: //“4”音所需的弦

b3State = 1- b3State;

b3.write(bpos[3][b3State]);

a4.write(apos[2][0]);

break;

case 5: //“5”音所需的弦

b1State = 1- b1State;

b1.write(bpos[1][b1State]);

break;

case 6: //“6”音所需的弦

b4State = 1- b4State;

b4.write(bpos[4][b4State]);

a7.write(apos[3][0]);

break;

case 7: //“7”音所需的弦

b4State = 1- b4State;

b4.write(bpos[4][b4State]);

a7.write(apos[3][1]);

case 0: //无音符节拍既不拨弦也不按弦

break;

case 1234:

a2.write(apos[1][0]);

a4.write(apos[2][0]);

a7.write(apos[3][0]);

b1State = 1- b1State;

b1.write(bpos[1][b1State]);

b2State = 1- b2State;

b2.write(bpos[2][b2State]);

b3State = 1- b3State;

b3.write(bpos[3][b3State]);

b4State = 1- b4State;

b4.write(bpos[4][b4State]);

default:

break;

}

delay(beat); //弹奏完延迟250ms

}

}

int servoPlay3(int beat = 250) //歌曲3的弹奏

{

for(int i = 0;i<songSize3;i++) //循环弹奏直到歌曲音符弹奏结束

{

Serial.println(song3[i]); //在串口监视器中打印音符

switch (song3[i]) //选择音符所需的弦

{

case 1: //“1”音所需的弦

b2State = 1- b2State;

b2.write(bpos[2][b2State]);

a2.write(apos[1][0]);

break;

case 2: //“2”音所需的弦

a2.write(apos[1][1]);

b2State = 1- b2State;

b2.write(bpos[2][b2State]);

break;

case 3: //“3”音所需的弦

b3State = 1- b3State;

b3.write(bpos[3][b3State]);

a4.write(apos[2][1]);

break;

case 4: //“4”音所需的弦

b3State = 1- b3State;

b3.write(bpos[3][b3State]);

a4.write(apos[2][0]);

break;

case 5: //“5”音所需的弦

b1State = 1- b1State;

b1.write(bpos[1][b1State]);

break;

case 6: //“6”音所需的弦

b4State = 1- b4State;

b4.write(bpos[4][b4State]);

a7.write(apos[3][0]);

break;

case 7: //“7”音所需的弦

b4State = 1- b4State;

b4.write(bpos[4][b4State]);

a7.write(apos[3][1]);

case 0: //无音符节拍既不拨弦也不按弦

break;

case 1234:

a2.write(apos[1][0]);

a4.write(apos[2][1]);

a7.write(apos[3][0]);

b1State = 1- b1State;

b1.write(bpos[1][b1State]);

b2State = 1- b2State;

b2.write(bpos[2][b2State]);

b3State = 1- b3State;

b3.write(bpos[3][b3State]);

b4State = 1- b4State;

b4.write(bpos[4][b4State]);

default:

break;

}

delay(beat); //弹奏完延迟250ms

}

}

int servoPlay4(int beat = 250) //歌曲4的弹奏

{

for(int i = 0;i<songSize4;i++) //循环弹奏直到歌曲音符弹奏完

{

Serial.println(song4[i]); //在串口监视器中打印音符

switch (song4[i]) //选择音符所需的弦

{

case 1: //“1”音所需的弦

b2State = 1- b2State;

b2.write(bpos[2][b2State]);

a2.write(apos[1][0]);

break;

case 2: //“2”音所需的弦

a2.write(apos[1][1]);

b2State = 1- b2State;

b2.write(bpos[2][b2State]);

break;

case 3: //“3”音所需的弦

b3State = 1- b3State;

b3.write(bpos[3][b3State]);

a4.write(apos[2][1]);

break;

case 4: //“4”音所需的弦

b3State = 1- b3State;

b3.write(bpos[3][b3State]);

a4.write(apos[2][0]);

break;

case 5: //“5”音所需的弦

b1State = 1- b1State;

b1.write(bpos[1][b1State]);

break;

case 6: //“6”音所需的弦

b4State = 1- b4State;

b4.write(bpos[4][b4State]);

a7.write(apos[3][0]);

break;

case 7: //“7”音所需拨的弦

b4State = 1- b4State;

b4.write(bpos[4][b4State]);

a7.write(apos[3][1]);

case 0: //无音符节拍既不拨弦也不按弦

break;

case 1234:

a2.write(apos[1][0]);

a4.write(apos[2][0]);

a7.write(apos[3][0]);

b1State = 1- b1State;

b1.write(bpos[1][b1State]);

b2State = 1- b2State;

b2.write(bpos[2][b2State]);

b3State = 1- b3State;

b3.write(bpos[3][b3State]);

b4State = 1- b4State;

b4.write(bpos[4][b4State]);

default:

break;

}

delay(beat); //弹奏完延迟250ms

}

}

int servoPlay5(int beat = 250) //歌曲5的弹奏

{

for(int i = 0;i<songSize5;i++) //循环弹奏直到歌曲音符弹奏结束

{

Serial.println(song5[i]); //在串口监视器中打印音符

switch (song5[i]) //选择音符所需的弦

{

case 1: //“1”音所需的弦

b2State = 1- b2State;

b2.write(bpos[2][b2State]);

a2.write(apos[1][0]);

break;

case 2: //“2”音所需的弦

a2.write(apos[1][1]);

b2State = 1- b2State;

b2.write(bpos[2][b2State]);

break;

case 3: //“3”音所需的弦

b3State = 1- b3State;

b3.write(bpos[3][b3State]);

a4.write(apos[2][1]);

break;

case 4: //“4”音所需的弦

b3State = 1- b3State;

b3.write(bpos[3][b3State]);

a4.write(apos[2][0]);

break;

case 5: //“5”音所需的弦

b1State = 1- b1State;

b1.write(bpos[1][b1State]);

break;

case 6: //“6”音所需的弦

b4State = 1- b4State;

b4.write(bpos[4][b4State]);

a7.write(apos[3][0]);

break;

case 7: //“7”音所需的弦

b4State = 1- b4State;

b4.write(bpos[4][b4State]);

a7.write(apos[3][1]);

case 0: //无音符节拍既不拨弦也不按弦

break;

case 1234:

a2.write(apos[1][0]);

a4.write(apos[2][0]);

a7.write(apos[3][0]);

b1State = 1- b1State;

b1.write(bpos[1][b1State]);

b2State = 1- b2State;

b2.write(bpos[2][b2State]);

b3State = 1- b3State;

b3.write(bpos[3][b3State]);

b4State = 1- b4State;

b4.write(bpos[4][b4State]);

default:

break;

}

delay(beat); //弹奏完延迟250ms

}

}

void loop()

{

if(Serial.available())

{

s=Serial.readString();

Serial.print(s);

if(s=="a.")

{

b2State = 1- b2State;

b2.write(bpos[2][b2State]);

a2.write(apos[1][0]);

}

if(s=="b.")

{

b2State = 1- b2State;

b2.write(bpos[2][b2State]);

a2.write(apos[1][1]);

}

if(s=="c.")

{

b3State = 1- b3State;

b3.write(bpos[3][b3State]);

a4.write(apos[2][1]);

}

if(s=="d.")

{

b3State = 1- b3State;

b3.write(bpos[3][b3State]);

a4.write(apos[2][0]);

}

if(s=="e.")

{

b1State = 1- b1State;

b1.write(bpos[1][b1State]);

}

if(s=="f.")

{

b4State = 1- b4State;

b4.write(bpos[4][b4State]);

a7.write(apos[3][0]);

}

if(s=="g.")

{

b4State = 1- b4State;

b4.write(bpos[4][b4State]);

a7.write(apos[3][1]);

}

if(s=="A.")

{

servoPlay1(350);

delay(300);

}

if(s=="B.")

{

servoPlay2(350);

delay(300);

}

if(s=="C.")

{

servoPlay3(350);

delay(300);

}

if(s=="D.")

{

servoPlay4(350);

delay(300);

}

if(s=="E.")

{

servoPlay5(350);

delay(300);

}

}

}

### 7.2.2 HC-05蓝牙模块

#### 2.相关代码

void setup() {

Serial.begin(38400);

}

void sendcmd()

{

Serial.println("AT"); //表示开始进入AT模式

while(Serial.available())

{

char ch;

ch = Serial.read();

Serial.print(ch);

}

delay(1000);

//不需要改动的参数可在后期注释掉

Serial.println("AT+NAME?");//设置名称，把name改成名字即可

while(Serial.available())

{

char ch;

ch = Serial.read(); //从串口读取名字

Serial.print(ch); //打印名字

}

delay(1000);

Serial.println("AT+CMODE=1");//蓝牙连接模式为任意地址连接模式，也就是蓝牙可以被任意设备连接

while(Serial.available())

{

char ch;

ch = Serial.read();  //从串口读取蓝牙连接模式

Serial.print(ch); //打印蓝牙连接模式

}

delay(1000);

Serial.println("AT+ADDR==??");//修改蓝牙地址，把？？改正地址即可

while(Serial.available())

{

char ch;

ch = Serial.read(); //从串口读取蓝牙地址

Serial.print(ch); //打印蓝牙地址

}

delay(1000);

Serial.println("AT+PSWD=1234");//设置密码

while(Serial.available())

{

char ch;

ch = Serial.read(); //从串口读取密码

Serial.print(ch); //打印密码

}

delay(1000);

Serial.println("AT+ROLE=0");//蓝牙模式为从模式

while(Serial.available())

{

char ch;

ch = Serial.read(); //从串口读取蓝牙模式

Serial.print(ch); //打印蓝牙模式

}

delay(1000);

Serial.println("AT+UART=9600,0,0");//蓝牙通信串口波特率为9600，停止位为1，无校验位

while(Serial.available())

{

char ch;

ch = Serial.read(); //从串口读取蓝牙通信串口波特率

Serial.print(ch); //打印蓝牙通信串口波特率

}

delay(1000);

}

void loop() {

sendcmd();

}

### 7.2.3 手机端APP制作

### 7.2.4 舵机的调试

#### 2.相关代码

#include <Servo.h>

Servo s1; //定义2个舵机对象

Servo s2;

int pos[3][2] = {{0,0},{90,70},{80,60}};//舵机的旋转角度

void setup() {

Serial.begin(9600);

s1.attach(8); //舵机引脚

s2.attach(9);

s1.write(pos[1][0]); //舵机的位置

s2.write(pos[2][0]);

}

int song[] = //音符数组

{

2,2,2,2

};

int songSize=sizeof(song)/sizeof(song[0]); //计算音符个数

int s1State = 0, s2State = 0; //初始化舵机位置

int servoPlay(int beat = 250) //对应音符舵机的位置控制

{

for(int i = 0;i<songSize;i++)

{

Serial.println(song[i]); //在串口监视器中打印音符

switch (song[i]) //各音符所需拨的弦

{

case 1:

s2State = 1- s2State;

s2.write(pos[2][s2State]);

s1.write(pos[1][0]);

break;

case 2:

s2State = 1- s2State;

s2.write(pos[2][s2State]);

s1.write(pos[1][1]);

break;

default:

break;

}

delay(beat);

}

}

void loop()

{

servoPlay(350);

delay(300);

}

# 第8章 身临其境项目设计

### 8.2.1 主程序模块

#### 2.相关代码

//运行代码

#include <SoftwareSerial.h>

#include <DFPlayer\_Mini\_Mp3.h>

//实例化软串口

SoftwareSerial mySoftwareSerial(2, 3); // RX, TX

uint16\_t volume=3; //初始音量

void setup()

{

Serial.begin(9600);

mySoftwareSerial.begin(9600);

mp3\_set\_serial (mySoftwareSerial);

mp3\_set\_volume (volume);

pinMode(13, OUTPUT);

pinMode(12,OUTPUT);

pinMode(11,OUTPUT);

Serial.println("start read loop");

while (Serial.available())

Serial.read();

while (mySoftwareSerial.available())

mySoftwareSerial.read();

}

char cmd;

void loop()

{

if (Serial.available())

{

cmd=Serial.read();

if (cmd=='1')

mp3\_play (); //播放

if (cmd=='2')

mp3\_pause (); //暂停

if (cmd=='3')

{

volume=volume+3;

mp3\_set\_volume(volume);

}//音量调大

if (cmd=='4')

{

volume=volume-3;

mp3\_set\_volume(volume);

} //音量调小

if(cmd=='8')

mp3\_prev (); //上一曲

if(cmd=='9')

mp3\_next (); //下一曲

if (cmd=='5')

void mp3\_random\_play (); // 随机播放

if (cmd=='6'){

mp3\_stop (); //停止播放

digitalWrite(13,LOW);

digitalWrite(12,LOW);

digitalWrite(11,LOW);

}

if (cmd=='a'){

mp3\_play (1); //循环播放指定曲目

mp3\_single\_loop(1);

Serial.println("(1,2)");

digitalWrite(13,HIGH); //黄灯亮

}

if (cmd=='b'){

mp3\_play (2); //循环播放指定曲目

mp3\_single\_loop(1);

Serial.println("(1,3)");

digitalWrite(12,HIGH); //红灯亮

}

if (cmd=='c'){

mp3\_play (3); //循环播放指定曲目

mp3\_single\_loop(1); //循环播放指定曲目

Serial.println("(1,1)");

digitalWrite(11,HIGH); //绿灯亮

}

if(cmd=='d'){

mp3\_play (4); //循环播放指定曲目

mp3\_single\_loop(1); //循环播放指定曲目

Serial.println("(2,1)");

for (int value = 0 ; value < 255; value=value+1){

analogWrite(13, value);

delay(5);

}

for (int value = 255; value >0; value=value-1){

analogWrite(13, value);

delay(5);

}

} //呼吸灯

if(cmd=='e'){

mp3\_play(5);

mp3\_single\_loop (1); //循环播放指定曲目

digitalWrite(11,HIGH);

delay(100);

digitalWrite(12,HIGH);

delay(100);

digitalWrite(13,HIGH);

delay(100);

digitalWrite(13, LOW);

delay(100);

digitalWrite(12, LOW);

delay(100);

digitalWrite(11, LOW);

delay(100);

} //流水灯

delay(500);

if(cmd!='e'&cmd!='d')

cmd='\0';

//}

}

### 8.2.2 HC-05模块

#### 2.相关代码

#include <SoftwareSerial.h>

SoftwareSerial mySerial(2, 3); // 定义HC-05的引脚RX，TX

void setup()

Serial.begin(38400); //初始化串口通信，将波特率设置为38400

while (!Serial); //等待串口通信

Serial.println("O");

mySerial.begin(4800); //初始化蓝牙通信，将波特率设置为9600

mySerial.println("K");

}

void loop(){

if (mySerial.available()){ //将HC-05收到的信号发送到Arduino开发板

Serial.write(mySerial.read());

}

if (Serial.available()) { //将Arduino开发板的信号发送到HC-05

mySerial.write(Serial.read());

}

}

/\*1.设置模块的工作模式为任意设备连接模式AT+COMDE=1

2.蓝牙名称AT+NAME=’hc05’

3.配对密码1234 \*/

### 8.2.3 输出模块

#### 2.相关代码

//DFPlayer\_Mini\_Mp3.h

#include "Arduino.h"

#include "SoftwareSerial.h"

uint8\_t send\_buf[10] = {

0x7E, 0xFF, 06, 00, 00, 00, 00, 00, 00, 0xEF};

uint8\_t recv\_buf[10];

//\* void(\*send\_func)() = NULL;

//\* HardwareSerial \*hserial = NULL;

//\* SoftwareSerial \*sserial = NULL;

//\* boolean is\_reply = false;

// 7E FF 06 0F 00 01 01 xx xx EF

// 0 -> 7E is start code

// 1 -> FF is version

// 2 -> 06 is length

// 3 -> 0F is command

// 4 -> 00 is no receive

// 5~6 -> 01 01 is argument

// 7~8 -> checksum = 0 - ( FF+06+0F+00+01+01 )

// 9 -> EF is end code

void mp3\_set\_reply (boolean state);

void mp3\_fill\_cmd (uint8\_t cmd, uint16\_t arg);

void mp3\_fill\_cmd (uint8\_t cmd);

//void fill\_uint16\_bigend (uint8\_t \*thebuf, uint16\_t data);

//error because it is biggend mode in mp3 module

//void fill\_uint16 (uint8\_t \*thebuf, uint16\_t data) {

// \*(uint16\_t\*)(thebuf) = data;

//}

void mp3\_set\_serial (HardwareSerial &theSerial);

void mp3\_set\_serial (SoftwareSerial &theSerial);

//void h\_send\_func ();

//void s\_send\_func ();

//void mp3\_send\_cmd ();

uint16\_t mp3\_get\_checksum (uint8\_t \*thebuf);

void mp3\_fill\_checksum ();

void mp3\_play\_physical (uint16\_t num);

void mp3\_play\_physical ();

void mp3\_next (); //上一曲

void mp3\_prev (); //下一曲

//0x06 set volume 0-30

void mp3\_set\_volume (uint16\_t volume);

//0x07 set EQ0/1/2/3/4/5 Normal/Pop/Rock/Jazz/Classic/Bass

void mp3\_set\_EQ (uint16\_t eq);

//0x09 set device 1/2/3/4/5 U/SD/AUX/SLEEP/FLASH

void mp3\_set\_device (uint16\_t device);

void mp3\_sleep ();

void mp3\_reset ();

void mp3\_pause (); //暂停

void mp3\_stop (); //停止播放

void mp3\_play (); //播放

//specify a mp3 file in mp3 folder in your tf card, "mp3\_play (1);" mean play "mp3/0001.mp3"

void mp3\_play (uint16\_t num);

void mp3\_get\_state ();

void mp3\_get\_volume (); //音量

void mp3\_get\_u\_sum ();

void mp3\_get\_tf\_sum ();

void mp3\_get\_flash\_sum ();

void mp3\_get\_tf\_current ();

void mp3\_get\_u\_current ();

void mp3\_get\_flash\_current ();

//set single loop

void mp3\_single\_loop (boolean state); //循环播放

void mp3\_single\_play (uint16\_t num);

void mp3\_DAC (boolean state);

void mp3\_random\_play (); //随机播放

//DFPlayer\_Mini\_Mp3.cpp

#include <Arduino.h>

#include <SoftwareSerial.h>

//#include "DFPlayer\_Mini\_Mp3.h"

extern uint8\_t send\_buf[10];

extern uint8\_t recv\_buf[10];

static void(\*send\_func)() = NULL;

static HardwareSerial \* \_hardware\_serial = NULL;

static SoftwareSerial \* \_software\_serial = NULL;

static boolean is\_reply = false;

void mp3\_set\_reply (boolean state) {

is\_reply = state;

send\_buf[4] = is\_reply;

}

static void fill\_uint16\_bigend (uint8\_t \*thebuf, uint16\_t data) {

\*thebuf = (uint8\_t)(data>>8);

\*(thebuf+1) = (uint8\_t)data;

}

//calc checksum (1~6 byte)

uint16\_t mp3\_get\_checksum (uint8\_t \*thebuf) {

uint16\_t sum = 0;

for (int i=1; i<7; i++) {

sum += thebuf[i];

}

return -sum;

}

//fill checksum to send\_buf (7~8 byte)

void mp3\_fill\_checksum () {

uint16\_t checksum = mp3\_get\_checksum (send\_buf);

fill\_uint16\_bigend (send\_buf+7, checksum);

}

void h\_send\_func () {

for (int i=0; i<10; i++) {

\_hardware\_serial->write (send\_buf[i]);

}

}

void s\_send\_func () {

for (int i=0; i<10; i++) {

\_software\_serial->write (send\_buf[i]);

}

}

//void mp3\_set\_serial (HardwareSerial \*theSerial) {

void mp3\_set\_serial (HardwareSerial &theSerial) {

\_hardware\_serial = &theSerial;

send\_func = h\_send\_func;

}

void mp3\_set\_serial (SoftwareSerial &theSerial) {

\_software\_serial = &theSerial;

send\_func = s\_send\_func;

}

void mp3\_send\_cmd (uint8\_t cmd, uint16\_t arg) {

send\_buf[3] = cmd;

fill\_uint16\_bigend ((send\_buf+5), arg);

mp3\_fill\_checksum ();

send\_func ();

}

void mp3\_send\_cmd (uint8\_t cmd) {

send\_buf[3] = cmd;

fill\_uint16\_bigend ((send\_buf+5), 0);

mp3\_fill\_checksum ();

send\_func ();

}

void mp3\_play\_physical (uint16\_t num) {

mp3\_send\_cmd (0x03, num);

}

void mp3\_play\_physical () {

mp3\_send\_cmd (0x03);

}

void mp3\_next () {

mp3\_send\_cmd (0x01);

}

void mp3\_prev () {

mp3\_send\_cmd (0x02);

}

//0x06 set volume 0-30

void mp3\_set\_volume (uint16\_t volume) {

mp3\_send\_cmd (0x06, volume);

}

//0x07 set EQ0/1/2/3/4/5 Normal/Pop/Rock/Jazz/Classic/Bass

void mp3\_set\_EQ (uint16\_t eq) {

mp3\_send\_cmd (0x07, eq);

}

//0x09 set device 1/2/3/4/5 U/SD/AUX/SLEEP/FLASH

void mp3\_set\_device (uint16\_t device) {

mp3\_send\_cmd (0x09, device);

}

void mp3\_sleep () {

mp3\_send\_cmd (0x0a);

}

void mp3\_reset () {

mp3\_send\_cmd (0x0c);

}

void mp3\_play () {

mp3\_send\_cmd (0x0d);

}

void mp3\_pause () {

mp3\_send\_cmd (0x0e);

}

void mp3\_stop () {

mp3\_send\_cmd (0x16);

}

//play mp3 file in mp3 folder in your tf card

void mp3\_play (uint16\_t num) {

mp3\_send\_cmd (0x12, num);

}

void mp3\_get\_state () {

mp3\_send\_cmd (0x42);

}

void mp3\_get\_volume () {

mp3\_send\_cmd (0x43);

}

void mp3\_get\_u\_sum () {

mp3\_send\_cmd (0x47);

}

void mp3\_get\_tf\_sum () {

mp3\_send\_cmd (0x48);

}

void mp3\_get\_flash\_sum () {

mp3\_send\_cmd (0x49);

}

void mp3\_get\_tf\_current () {

mp3\_send\_cmd (0x4c);

}

void mp3\_get\_u\_current () {

mp3\_send\_cmd (0x4b);

}

void mp3\_get\_flash\_current () {

mp3\_send\_cmd (0x4d);

}

void mp3\_single\_loop (boolean state) {

mp3\_send\_cmd (0x19, !state);

}

//add

void mp3\_single\_play (uint16\_t num) {

mp3\_play (num);

delay (10);

mp3\_single\_loop (true);

//mp3\_send\_cmd (0x19, !state);

}

void mp3\_DAC (boolean state) {

mp3\_send\_cmd (0x1a, !state);

}

void mp3\_random\_play () {

mp3\_send\_cmd (0x18);

}

//运行代码

#include <DFPlayer\_Mini\_Mp3.h>

#include <SoftwareSerial.h>

//实例化软串口

SoftwareSerial mySerial(10, 11); // RX, TX

void setup () {

Serial.begin (9600);

mySerial.begin (9600);

mp3\_set\_serial (mySerial); //set softwareSerial for DFPlayer-mini mp3 module

delay(1); //wait 1ms for mp3 module to set volume

mp3\_set\_volume (15);

}

void loop () {

mp3\_play (1); //播放第一首曲目

delay (6000);

mp3\_next (); //下一曲

delay (6000);

mp3\_prev (); //上一曲

delay (6000);

mp3\_play (4); //播放第四首歌曲

delay (6000);

}

//呼吸灯

int ledPin = 10;

void setup() {

pinMode(ledPin,OUTPUT);

}

void loop(){

for (int value = 0 ; value < 255; value=value+1){

analogWrite(ledPin, value);

delay(5);

}

for (int value = 255; value >0; value=value-1){

analogWrite(ledPin, value);

delay(5);

}

}

//流水灯

void setup() {

pinMode(8, OUTPUT);

pinMode(9, OUTPUT);

pinMode(10, OUTPUT);

pinMode(11, OUTPUT);

pinMode(12, OUTPUT);

pinMode(13, OUTPUT);

}

void loop() {

digitalWrite(8, HIGH);

delay(100);

digitalWrite(9, HIGH);

delay(100);

digitalWrite(10,HIGH);

delay(100);

digitalWrite(11,HIGH);

delay(100);

digitalWrite(12,HIGH);

delay(100);

digitalWrite(13,HIGH);

delay(100);

digitalWrite(13, LOW);

delay(100);

digitalWrite(12, LOW);

delay(100);

digitalWrite(11, LOW);

delay(100);

digitalWrite(10, LOW);

delay(100);

digitalWrite(9, LOW);

delay(100);

digitalWrite(8, LOW);

delay(100);

}

# 第9章 基于温度感应的LED表情控制音乐水杯项目设计

### 9.2.1 DS18B20模块

#### 2.相关代码

#include <OneWire.h>

OneWire ds(10); // 连接Arduino开发板引脚10

void setup(void) {

Serial.begin(9600);

}

void loop(void) {

byte i;

byte present = 0;

byte type\_s;

byte data[12];

byte addr[8];

float celsius, fahrenheit;

if ( !ds.search(addr)) {

Serial.println("No more addresses.");

Serial.println();

ds.reset\_search();

delay(250);

return;

}

Serial.print("ROM =");

for( i = 0; i < 8; i++) {

Serial.write(' ');

Serial.print(addr[i], HEX);

}

if (OneWire::crc8(addr, 7) != addr[7]) {

Serial.println("CRC is not valid!");

return;

}

Serial.println();

//显示芯片类型

switch (addr[0]) {

case 0x10:

Serial.println(" Chip = DS18S20");

type\_s = 1;

break;

case 0x28:

Serial.println(" Chip = DS18B20");

type\_s = 0;

break;

case 0x22:

Serial.println(" Chip = DS1822");

type\_s = 0;

break;

default:

Serial.println("Device is not a DS18x20 family device.");

return;

}

ds.reset();

ds.select(addr);

ds.write(0x44,1); //开始转换

delay(1000);

present = ds.reset();

ds.select(addr);

ds.write(0xBE);

Serial.print(" Data = ");

Serial.print(present,HEX);

Serial.print(" ");

for ( i = 0; i < 9; i++) {

data[i] = ds.read();

Serial.print(data[i], HEX);

Serial.print(" ");

}

Serial.print(" CRC=");

Serial.print(OneWire::crc8(data, 8), HEX);

Serial.println();

// 把数据转换为实际温度

unsigned int raw = (data[1] << 8) | data[0];

if (type\_s) {

raw = raw << 3;

if (data[7] == 0x10) {

raw = (raw & 0xFFF0) + 12 - data[6];

}

} else {

byte cfg = (data[4] & 0x60);

if (cfg == 0x00) raw = raw << 3; // 9 bit的解析需93.75 ms

else if (cfg == 0x20) raw = raw << 2; // 10 bit 的解析需187.5 ms

else if (cfg == 0x40) raw = raw << 1; // 11 bit的解析需 375 ms

// 默认是12 bit的解析, 750 ms的转换时间

}

celsius = (float)raw / 16.0;

fahrenheit = celsius \* 1.8 + 32.0;

Serial.print(" Temperature = ");

Serial.print(celsius);

Serial.print(" Celsius, ");

Serial.print(fahrenheit);

Serial.println(" Fahrenheit");

}

### 9.2.2 MAX7219ENG模块

#### 2.相关代码

下面示例是用DS18B20控制温度，从而控制点阵显示不同图案的代码

#include <DS18B20.h>

#include <LedControl.h>

#include <OneWire.h>

#include <LedControl.h>

int DIN = 12;

int CS = 11;

int CLK = 10;

#include <OneWire.h>

#include <DS18B20.h>

DS18B20 ds(2); //DS18B20传感器信号引脚接Arduino开发板的引脚2

LedControl lc=LedControl(DIN,CLK,CS,0);

void setup(){

Serial.begin(9600);

lc.shutdown(0,false); //MAX72XX开始处于节能模式

lc.setIntensity(0,15); // 设置亮度到最大

lc.clearDisplay(0); // 清除显示

}

void loop(){

byte smile[8]= {0xFF,0x99,0xA5,0xC3,0xBD,0xA5,0xA5,0xFF};//快乐

byte neutral[8]= {0x00,0xEE,0x22,0x00,0x00,0x3E,0x02,0x00};//悲伤

byte frown[8]= {0x00,0x24,0x5A,0x00,0x00,0x3C,0x00,0x00};//平静

Serial.print("Current Temperature is ");//串口输出温度数值

Serial.print(ds.getTempC());

Serial.println(" C");

float temp\_val=ds.getTempC();

if (temp\_val>30){

printByte(neutral);

delay(1000);

lc.clearDisplay(0);

delay(1000);

}else if (temp\_val>20){

printByte(smile);

delay(1000);

lc.clearDisplay(0);

delay(1000);

}else if (temp\_val>10){

printByte(frown);

delay(1000);

lc.clearDisplay(0);

delay(1000);

}

}

void printByte(byte character [])

{

int i = 0;

for(i=0;i<8;i++)

{

lc.setRow(0,i,character[i]);

}

}

### 9.2.3 音乐输出模块

#### 2.相关代码

通过传感器来采集温度，以及对扬声器设置不同的频率，利用定时器中断来完成对音乐节拍长度的控制，实现扬声器播放乐曲。

//1．当温度超过20℃小于30℃时播放《葫芦娃》

#define NOTE\_D0 -1

#define NOTE\_D1 294

#define NOTE\_D2 330

#define NOTE\_D3 350

#define NOTE\_D4 393

#define NOTE\_D5 441

#define NOTE\_D6 495

#define NOTE\_D7 556

#define NOTE\_DL1 147

#define NOTE\_DL2 165

#define NOTE\_DL3 175

#define NOTE\_DL4 196

#define NOTE\_DL5 221

#define NOTE\_DL6 248

#define NOTE\_DL7 278

#define NOTE\_DH1 589

#define NOTE\_DH2 661

#define NOTE\_DH3 700

#define NOTE\_DH4 786

#define NOTE\_DH5 882

#define NOTE\_DH6 990

#define NOTE\_DH7 112

/\*以上定义是把每个音符和频率值对应起来，后面可以随意编写D调的各种歌曲。这里用NOTE\_D+数字表示音符，NOTE\_DH+数字表示上面高音音符，NOTE\_DL+数字表示低音音符\*/

#define WHOLE 1

#define HALF 0.5

#define QUARTER 0.25

#define EIGHTH 0.25

#define SIXTEENTH 0.625

//用英文对应节拍

int tune[] =

{

NOTE\_DH1,NOTE\_D6,NOTE\_D5,NOTE\_D6,NOTE\_D0,

NOTE\_DH1,NOTE\_D6,NOTE\_D5,NOTE\_DH1,NOTE\_D6,NOTE\_D0,NOTE\_D6,

NOTE\_D6,NOTE\_D6,NOTE\_D5,NOTE\_D6,NOTE\_D0,NOTE\_D6,

NOTE\_DH1,NOTE\_D6,NOTE\_D5,NOTE\_DH1,NOTE\_D6,NOTE\_D0,

NOTE\_D1,NOTE\_D1,NOTE\_D3,

NOTE\_D1,NOTE\_D1,NOTE\_D3,NOTE\_D0,

NOTE\_D6,NOTE\_D6,NOTE\_D6,NOTE\_D5,NOTE\_D6,

NOTE\_D5,NOTE\_D1,NOTE\_D3,NOTE\_D0,

NOTE\_DH1,NOTE\_D6,NOTE\_D6,NOTE\_D5,NOTE\_D6,

NOTE\_D5,NOTE\_D1,NOTE\_D2,NOTE\_D0,

NOTE\_D7,NOTE\_D7,NOTE\_D5,NOTE\_D3,

NOTE\_D5,

NOTE\_DH1,NOTE\_D0,NOTE\_D6,NOTE\_D6,NOTE\_D5,NOTE\_D5,NOTE\_D6,NOTE\_D6,

NOTE\_D0,NOTE\_D5,NOTE\_D1,NOTE\_D3,NOTE\_D0,

NOTE\_DH1,NOTE\_D0,NOTE\_D6,NOTE\_D6,NOTE\_D5,NOTE\_D5,NOTE\_D6,NOTE\_D6,

NOTE\_D0,NOTE\_D5,NOTE\_D1,NOTE\_D2,NOTE\_D0,

NOTE\_D3,NOTE\_D3,NOTE\_D1,NOTE\_DL6,

NOTE\_D1,

NOTE\_D3,NOTE\_D5,NOTE\_D6,NOTE\_D6,

NOTE\_D3,NOTE\_D5,NOTE\_D6,NOTE\_D6,

NOTE\_DH1,NOTE\_D0,NOTE\_D7,NOTE\_D5,

NOTE\_D6,

};//整首曲子的音符部分，用一个序列整数定义

float duration[]=

{

1,1,0.5,0.5,1,

0.5,0.5,0.5,0.5,1,0.5,0.5,

0.5,1,0.5,1,0.5,0.5,

0.5,0.5,0.5,0.5,1,1,

1,1,1+1,

0.5,1,1+0.5,1,

1,1,0.5,0.5,1,

0.5,1,1+0.5,1,

0.5,0.5,0.5,0.5,1+1,

0.5,1,1+0.5,1,

1+1,0.5,0.5,1,

1+1+1+1,

0.5,0.5,0.5+0.25,0.25,0.5+0.25,0.25,0.5+0.25,0.25,

0.5,1,0.5,1,1,

0.5,0.5,0.5+0.25,0.25,0.5+0.25,0.25,0.5+0.25,0.25,

0.5,1,0.5,1,1,

1+1,0.5,0.5,1,

1+1+1+1,

0.5,1,0.5,1+1,

0.5,1,0.5,1+1,

1+1,0.5,0.5,1,

1+1+1+1

};//整首曲子的接拍部分，定义序列duration，浮点（数组的个数和前面音符的个数是一一对应的）

int length;//定义一个变量，后面用来表示共有多少个音符

int tonePin=5; // 扬声器的引脚

void setup()

{

pinMode(tonePin,OUTPUT); //设置扬声器的引脚为输出模式

length = sizeof(tune)/sizeof(tune[0]); //用sizeof函数，可以查出tone序列里有多少个音符

}

void loop()

{

for(int x=0;x<length;x++) //循环音符的次数

{

tone(tonePin,tune[x]); //此函数依次播放tune序列里的数组，即每个音符

delay(400\*duration[x]); //每个音符持续的时间，即节拍duration，400是调整时间，值越大曲子速度越慢，反之，越快

noTone(tonePin); //停止当前音符，进入下一音符

}

delay(5000); //等待5s后，循环重新开始

}

//2．当温度超过20℃小于30℃时播放《蓝精灵》

#define C3 165

#define C4 175

#define C5 196

#define C6 220

#define C7 247

#define D0 -1

#define D1 262

#define D2 294

#define D3 330

#define D4 349

#define D4s 370

#define D5 392

#define D6 440

#define D7 494

#define E1 523

#define E1s 554

#define E2 587

#define E3 659

#define E4 698

#define E4s 740

#define E5 784

#define E6 880

//音阶对应的频率

#define WHOLE 4

#define HALF 2

#define QTR 1

//定义全拍和半拍

int tune[] =

{

D3,D4, D5,E3,E1,D5,D3,D2,D3,D4,E2,D7,D4,D2,D1,D2,D3,D2,D3,D4,D3,D4,

D5,D3,D4,D6,D5,D6, D7,E1,E1s,E2,E2,E3,E4,E4s,E5,D0,C5, D1,D3,C5,D3,D1,D3,C5,

D3,D4,D5,D4,D3,D4,D5,D4,D3,D4,D5,D5,D4s,D5,E3,E1,

//在山的那边海的那边有一群蓝精灵

D2,D3,D4,D3,D4,E2,D7,D2,D3,D4,D3,D4,D6,D5,

//他们活泼又聪明，他们调皮又灵敏

D3,D4,D5,D4,D3,D4,D5,D4,D3,D4,D5,D5,D4s,D5,E3,E2,

//他们自由自在生活在那绿色的大森林

D2,D3,D4,D3,D4,E2,E1,D7,D6,D7,E1,

//他们善良勇敢相互都关心

E1,D5,D5,E3,E3,E1,D5,D3, D3,D5,D4,E2,E2,D7,D4,D2,

//哦，可爱的蓝精灵，哦，可爱的蓝精灵

D2,D3,D4,D5,D4,D3,D4,D5,D4,D3,D4,D5,D5,D4s,D5,E1,E3,

//他们齐心合力开动脑筋斗败了格格巫

D2,D3,D4,D3,D4,E2,E1,D7,D6,D7,E1,

//他们唱歌跳舞快乐多欢欣

}; //曲子的音符部分

int duration[]=

{

1,1,2,2,2,2,4+2,1,1,2,2,2,2,4+2,1,1,2,1,1,2,1,1,

2,1,1,2,1,1,1,1,1,1,1,1,1,1,2,2,4,2,2,2,2,2,2,2,

1,1,2,2,2,2,2,2,2,2,2,1,1,2,2,4+2,

1,1,2,2,2,2,4+2,1,1,2,2,2,2,4+2,

1,1,2,2,2,2,2,2,2,2,2,1,1,2,2,4+2,

1,1,2,2,2,2,2,2,2,2,4,

4,4,4,2,2,4,4,4+4,4,4,4,2,2,4,4,4+4,

4+2,1,1,2,2,2,2,2,2,2,2,2,1,1,2,2,4+2,

1,1,2,2,2,2,2,2,2,2,4+4

};

//曲子的节拍部分，用一个序列，定义为duration

int length; //定义一个变量，后面用来表示共有多少个音符

int tonePin=5; //扬声器用的引脚

void setup()

{

pinMode(tonePin,OUTPUT); //设置扬声器的引脚为输出模式

length = sizeof(tune)/sizeof(tune[0]);

}

void loop()

{

for(int x=0;x<length;x++) //循环音符的次数

{

tone(tonePin,tune[x]); //此函数依次播放tune序列里的数组，即每个音符

delay(100\*duration[x]); //每个音符持续的时间，即节拍duration，100是调整时间，值越大曲子速度越慢，反之，越快

noTone(tonePin); //停止当前音符，进入下一音符

}

delay(2000);//等待2s后，循环重新开始

}

# 第10章 旋转音乐盒项目设计

### 10.2.1 主程序模块

#### 2.相关代码

##### 1）音调部分头文件代码

//D调

#define NOTE\_D0 -1

#define NOTE\_D1 294

#define NOTE\_D2 330

#define NOTE\_D3 350

#define NOTE\_D4 393

#define NOTE\_D5 441

#define NOTE\_D6 495

#define NOTE\_D7 556

#define NOTE\_DL1 147

#define NOTE\_DL2 165

#define NOTE\_DL3 175

#define NOTE\_DL4 196

#define NOTE\_DL5 221

#define NOTE\_DL6 248

#define NOTE\_DL7 278

#define NOTE\_DH1 589

#define NOTE\_DH2 661

#define NOTE\_DH3 700

#define NOTE\_DH4 786

#define NOTE\_DH5 882

#define NOTE\_DH6 990

#define NOTE\_DH7 1112

//G调

#define NOTE\_G0 -1

#define NOTE\_G1 393

#define NOTE\_G2 441

#define NOTE\_G3 495

#define NOTE\_G4 556

#define NOTE\_G5 624

#define NOTE\_G6 661

#define NOTE\_G7 742

#define NOTE\_GL1 196

#define NOTE\_GL2 221

#define NOTE\_GL3 234

#define NOTE\_GL4 262

#define NOTE\_GL5 294

#define NOTE\_GL6 330

#define NOTE\_GL7 371

#define NOTE\_GH1 786

#define NOTE\_GH2 882

#define NOTE\_GH3 990

#define NOTE\_GH4 1049

#define NOTE\_GH5 1178

#define NOTE\_GH6 1322

#define NOTE\_GH7 1484

//以上是把每个音符和频率值进行对应，在这里只放了歌曲中用到的D调和G调部分，项目文件中存放了完整的各种音调所对应的频率，方便后面的音乐编写

#define WHOLE 1

#define HALF 0.5

#define QUARTER 0.25

#define EIGHTH 0.25

#define SIXTEENTH 0.625

//以上是用英文对应了拍子，便于后面音乐节奏的编写

##### 2）歌曲部分头文件代码

//定义乐曲1

int tune1[] =

{

NOTE\_G6,NOTE\_GH1,NOTE\_G7,NOTE\_G6,NOTE\_G5,NOTE\_G6,

NOTE\_G3,NOTE\_G6,NOTE\_G5,

NOTE\_G6,NOTE\_GH1,NOTE\_G7,NOTE\_GH1,NOTE\_G7,NOTE\_G6,NOTE\_G7,

NOTE\_GH1,NOTE\_GH1,NOTE\_GH2,

NOTE\_GH3,NOTE\_GH3,NOTE\_GH3,NOTE\_GH3,NOTE\_GH2,

NOTE\_GH1,NOTE\_G7,NOTE\_G6,NOTE\_G7,NOTE\_G5,

NOTE\_G6,NOTE\_GH1,NOTE\_G7,NOTE\_G6,NOTE\_G5,

NOTE\_G6,NOTE\_G0,

NOTE\_G0,NOTE\_G0,NOTE\_G0,NOTE\_G0,

};//星语心愿

float duration1[]=

{

1+0.5,0.5+0.5,0.5,0.5,0.5,0.5,

1+1+1,0.5,0.5,

1+0.5,0.5,0.5,0.25,0.25,0.5,0.5,

1+1+1,0.5,0.5,

0.5,0.5,0.5,0.5,1+1,

0.5,0.5,0.5,0.5,1+1,

1,1,1,0.5,0.5,

1+1+1,1,

1,1,1,1,

};

//定义乐曲2

int tune2[] =

{

NOTE\_D3,NOTE\_D3,NOTE\_D4,NOTE\_D5,NOTE\_D5,NOTE\_D4,NOTE\_D3,NOTE\_D2,

NOTE\_D1,NOTE\_D1,NOTE\_D2,NOTE\_D3,NOTE\_D3,NOTE\_D2,NOTE\_D2,

NOTE\_D0,

NOTE\_D3,NOTE\_D3,NOTE\_D4,NOTE\_D5,NOTE\_D5,NOTE\_D4,NOTE\_D3,NOTE\_D2,

NOTE\_D1,NOTE\_D1,NOTE\_D2,NOTE\_D3,NOTE\_D2,NOTE\_D1,NOTE\_D1,

NOTE\_D0,

NOTE\_D2,NOTE\_D2,NOTE\_D3,NOTE\_D1,NOTE\_D2,NOTE\_D3,NOTE\_D4,NOTE\_D3,NOTE\_D1,

NOTE\_D2,NOTE\_D3,NOTE\_D4,NOTE\_D3,NOTE\_D2,NOTE\_D1,NOTE\_D2,NOTE\_DL5,

NOTE\_D0,

NOTE\_D3,NOTE\_D3,NOTE\_D4,NOTE\_D5,NOTE\_D5,NOTE\_D4,NOTE\_D3,NOTE\_D2,

NOTE\_D1,NOTE\_D1,NOTE\_D2,NOTE\_D3,NOTE\_D2,NOTE\_D1,NOTE\_D1,

};//欢乐颂

float duration2[]=

{

1,1,1,1,1,1,1,1,1,1,1,1,2,0.5,1,

1,

1,1,1,1,1,1,1,1,1,1,1,1,2,0.5,1.5,

1,

1,1,1,1,1,0.5,0.5,1,1,1,0.5,0.5,1,1,1,1,1.5,

1,

1,1,1,1,1,1,1,1,1,1,1,1,2,0.5,1.5,

};

##### 3）主函数部分

#include "yindiao.h"

#include "song.h"

#include <Servo.h> // 舵机

Servo myservo;

int pos = 0;

int length;//定义音符的个数

int tonePin=8;//蜂鸣器的引脚

int Sensor\_pin = 10;//人体红外引脚

void setup()

{

myservo.attach(9);//舵机

pinMode(Sensor\_pin,INPUT); //红外

pinMode(tonePin,OUTPUT);//蜂鸣器

pinMode(1,OUTPUT);//LED1

pinMode(2,OUTPUT);// LED 2

pinMode(3,OUTPUT);// LED 3

pinMode(4,OUTPUT);// LED 4

digitalWrite(1,LOW);

digitalWrite(2,LOW);//设置LED1、LED2为低电平

length = sizeof(tune1)/sizeof(tune1[0]);

length = sizeof(tune2)/sizeof(tune2[0]);//用sizeof函数查看tone序列里共有多少个音符

}

void loop()

{

int val=digitalRead(Sensor\_pin); //定义参数存储人体红外传感器读到的状态

if(val == 1) //如果检测到有动物运动（在检测范围内）

{

servo();

}

else

{

return;

}

delay(5000);

}

void servo()

{

digitalWrite(3,HIGH);

digitalWrite(4,HIGH);//设置LED3和4为高电平点亮

int a;

for(a=0;a<1;a++)

{

for(pos = 0; pos < 180; pos += 1) // 从0~180°

{

myservo.write(pos);

delay(10);

}

singsong1();

for(pos = 180; pos>=1; pos-=1) // 从180~0°

{

myservo.write(pos);

delay(20);

}

singsong2();

digitalWrite(3,LOW);

digitalWrite(4,LOW);

}

}

void singsong1()

{

for(int x=0;x<length;x++)//循环音符的次数

{

tone(tonePin,tune1[x]);//此函数依次播放tune序列里的数组，即每个音符

digitalWrite(1,HIGH);

delay(400\*duration1[x]);//每个音符持续的时间，即节拍duration，调整时间越大曲子速度越慢，反之，曲子速度越快

digitalWrite(1,LOW);

delay(100\*duration1[x]);//使LED1跟随歌曲的节奏闪烁

noTone(tonePin);//停止当前音符，进入下一音符

}

digitalWrite(1,LOW);

delay(5000);//可以等待5s后，循环重新开始

}

void singsong2()

{

for(int x=0;x<length;x++)//循环音符的次数

{

tone(tonePin,tune1[x]);//此函数依次播放tune序列里的数组，即每个音符

digitalWrite(2,HIGH);

delay(300\*duration2[x]);//每个音符持续的时间，即节拍duration，调整时间越大曲子速度越慢，反之，曲子速度越快

digitalWrite(2,LOW);

delay(100\*duration2[x]);//使LED2跟随歌曲的节奏闪烁

noTone(tonePin);//停止当前音符，进入下一音符

}

delay(5000);//等待5s后，循环重新开始

digitalWrite(2,LOW);

}

### 10.2.2 人体红外感应模块

#### 2.相关代码

void loop()

{

int val=digitalRead(Sensor\_pin); //定义参数存储人体红外传感器读到的状态

if(val == 1) //如果检测到有动物运动（在检测范围内）

{

servo();

}

else

{

return;

}

delay(5000);

}

### 10.2.3 输出模块

#### 2.相关代码

void servo()

{

digitalWrite(3,HIGH);

digitalWrite(4,HIGH);//设置LED3和4为高电平点亮

int a;

for(a=0;a<1;a++)

{

for(pos = 0; pos < 180; pos += 1) // 从0~180°

{

myservo.write(pos);

delay(10);

}

singsong1();

for(pos = 180; pos>=1; pos-=1) // 从180~0°

{

myservo.write(pos);

delay(20);

}

singsong2();

digitalWrite(3,LOW);

digitalWrite(4,LOW);

}

}

# 第11章 蓝牙音乐播放器项目设计

### 11.2.1 SD卡模块

#### 2.相关代码

#include <SimpleSDAudio.h>

void DirCallback(char \*buf) {

Serial.println(buf);

}

char AudioFileName[16];

#define BIGBUFSIZE (2\*512)

uint8\_t bigbuf[BIGBUFSIZE];

int freeRam () {

extern int \_\_heap\_start, \*\_\_brkval;

int v;

return (int) &v - (\_\_brkval == 0 ? (int) &\_\_heap\_start : (int) \_\_brkval);

}

void setup()

{

Serial.begin(9600);

while (!Serial) {

;

}

Serial.print(F("Free Ram: "));

Serial.println(freeRam());

SdPlay.setWorkBuffer(bigbuf, BIGBUFSIZE);

Serial.print(F("\nInitializing SimpleSDAudio V" SSDA\_VERSIONSTRING " ..."));

//SdPlay.setSDCSPin(10);

if (!SdPlay.init(SSDA\_MODE\_FULLRATE | SSDA\_MODE\_MONO)) {

Serial.println(F("initialization failed. Things to check:"));

Serial.println(F("\* is a card is inserted?"));

Serial.println(F("\* Is your wiring correct?"));

Serial.println(F("\* maybe you need to change the chipSelect pin to match your shield or module?"));

Serial.print(F("Error code: "));

Serial.println(SdPlay.getLastError());

while(1);

} else {

Serial.println(F("Wiring is correct and a card is present."));

}

}

void loop(void) {

uint8\_t count=0, c, flag;

Serial.println(F("Files on card:"));

SdPlay.dir(&DirCallback);

ReEnter:

count = 0;

Serial.println(F("\r\nEnter filename (send newline after input):"));

do {

while(!Serial.available()) ;

c = Serial.read();

if(c > ' ') AudioFileName[count++] = c;

} while((c != 0x0d) && (c != 0x0a) && (count < 14));

AudioFileName[count++] = 0;

Serial.print(F("Looking for file... "));

if(!SdPlay.setFile(AudioFileName)) {

Serial.println(F(" not found on card! Error code: "));

Serial.println(SdPlay.getLastError());

goto ReEnter;

} else {

Serial.println(F("found."));

}

Serial.println(F("Press s for stop, p for play, h for pause, f to select new file, d for deinit, v to view status."));

flag = 1;

while(flag) {

SdPlay.worker();

if(Serial.available()) {

c = Serial.read();

switch(c) {

case 's':

SdPlay.stop();

Serial.println(F("Stopped."));

break;

case 'p':

SdPlay.play();

Serial.println(F("Play."));

break;

case 'h':

SdPlay.pause();

Serial.println(F("Pause."));

break;

case 'd':

SdPlay.deInit();

Serial.println(F("SdPlay deinitialized. You can now safely remove card. System halted."));

while(1) ;

break;

case 'f':

flag = 0;

break;

case 'v':

Serial.print(F("Status: isStopped="));

Serial.print(SdPlay.isStopped());

Serial.print(F(", isPlaying="));

Serial.print(SdPlay.isPlaying());

Serial.print(F(", isPaused="));

Serial.print(SdPlay.isPaused());

Serial.print(F(", isUnderrunOccured="));

Serial.print(SdPlay.isUnderrunOccured());

Serial.print(F(", getLastError="));

Serial.println(SdPlay.getLastError());

Serial.print(F("Free RAM: "));

Serial.println(freeRam());

break;

}

}

}

}

### 11.2.2 HC-06模块

#### 2.相关代码

#include <SoftwareSerial.h>

void setup(){

Serial.begin(9600); //初始化串口通信，并将波特率设置为9600

}

void loop(){

if (Serial.available()) {

val = Serial.read();

BT.print(val);

}

//如果接收到蓝牙模块的数据，输出到屏幕

if (BT.available()) {

val = BT.read();

Serial.print(val);

}

ReEnter:

count = 0;

Serial.println(F("\r\nEnter filename (send newline after input):"));

do {

while(!Serial.available()) ;

c = Serial.read();

if(c > ' ') AudioFileName[count++] = c;

}

while((c != 0x0d) && (c != 0x0a) && (count < 14));

AudioFileName[count++] = 0;

Serial.print(F("Looking for file... "));

if(!SdPlay.setFile(AudioFileName)) {

Serial.println(F(" not found on card! Error code: "));

Serial.println(SdPlay.getLastError());

goto ReEnter;

}

}

### 11.2.3 LCD1602模块

#### 2.相关代码

#include <Wire.h>

#include <LiquidCrystal\_I2C.h>

LiquidCrystal\_I2C lcd(0x27,16,2);

void setup(){

lcd.init();

lcd.backlight();

}

void loop(void) {

if(!SdPlay.setFile(AudioFileName)) {

Serial.println(F(" not found on card! Error code: "));

Serial.println(SdPlay.getLastError());

lcd.setCursor(0,1);

lcd.print("Input again ");

goto ReEnter;

} else {

Serial.println(F("found."));

lcd.print("Current state:");

lcd.setCursor(0,1);

lcd.print("Song is found ");

}

Serial.println(F("Press s for stop, p for play, h for pause, f to select new file, d for deinit, v to view status."));

flag = 1;

while(flag) {

SdPlay.worker();

if(Serial.available()) {

c = Serial.read();

switch(c) {

case 's':

SdPlay.stop();

Serial.println(F("Stopped."));

lcd.setCursor(0,1);

lcd.print("Song is stopped ");

break;

case 'p':

SdPlay.play();

Serial.println(F("Play."));

lcd.setCursor(0,1);

lcd.print("Song is playing ");

break;

case 'h':

SdPlay.pause();

Serial.println(F("Pause."));

lcd.setCursor(0,1);

lcd.print("Song is paused ");

break;

case 'd':

SdPlay.deInit();

Serial.println(F("SdPlay deinitialized. You can now safely remove card. System halted."));

while(1) ;

break;

case 'f':

lcd.setCursor(0,1);

lcd.print("Ready to select ");

flag = 0;

break;

}

### 11.2.4 音频放大电路模块

# 第12章 吉他手套项目设计

### 12.2.1 弯曲传感器模块

#### 2.相关代码

#define AD1 A1 //定义引脚A1

#define AD2 A2 //定义引脚A2

#define AD3 A3 //定义引脚A3

#define AD4 A4 //定义引脚A4

#define AD5 A5 //定义引脚A5

int Intensity1 = 0;

int Intensity2 = 0;

int Intensity3 = 0;

int Intensity4 = 0;

int Intensity5 = 0;//引脚数值

void setup() //程序初始化

{

Serial.begin(9600);//设置波特率9600

}

void loop()//程序主体循环

{

Intensity5 = analogRead(AD5); //读取引脚AD5的值，存入Intensity变量

Serial.print("Intensity5 = "); //串口输出"Intensity = "

Serial.println(Intensity5); //串口输出Intensity的变量值，并换行

Intensity4 = analogRead(AD4); //读取引脚AD5的值，存入Intensity变量

Serial.print("Intensity4 = "); //串口输出"Intensity = "

Serial.println(Intensity4); //串口输出Intensity的变量值，并换行

Intensity3 = analogRead(AD3); //读取引脚AD5的值，存入Intensity变量

Serial.print("Intensity3 = "); //串口输出"Intensity = "

Serial.println(Intensity3); //串口输出Intensity的变量值，并换行

Intensity2 = analogRead(AD2); //读取引脚AD5的值，存入Intensity变量

Serial.print("Intensity2 = "); //串口输出"Intensity = "

Serial.println(Intensity2); //串口输出Intensity的变量值，并换行

Intensity1 = analogRead(AD1); //读取引脚AD1的值，存入Intensity变量

Serial.print("Intensity1 = "); //串口输出"Intensity = "

Serial.println(Intensity1); //串口输出Intensity的变量值，并换行

delay(500); //延时500ms

}

### 12.2.2输出模块

#include <SimpleSDAudio.h>

void DirCallback(char \*buf) {

Serial.println(buf);

}

char AudioFileName[16];

#define BIGBUFSIZE (2\*512)

uint8\_t bigbuf[BIGBUFSIZE];

int freeRam () {

extern int \_\_heap\_start, \*\_\_brkval;

int v;

return (int) &v - (\_\_brkval == 0 ? (int) &\_\_heap\_start : (int) \_\_brkval);

}

void setup()

{

Serial.begin(9600);

while (!Serial) {

;

}

Serial.print(F("Free Ram: "));

Serial.println(freeRam());

SdPlay.setWorkBuffer(bigbuf, BIGBUFSIZE);

Serial.print(F("\nInitializing SimpleSDAudio V" SSDA\_VERSIONSTRING " ..."));

if (!SdPlay.init(SSDA\_MODE\_FULLRATE | SSDA\_MODE\_MONO | SSDA\_MODE\_AUTOWORKER)) {

Serial.println(F("initialization failed. Things to check:"));

Serial.println(F("\* is a card is inserted?"));

Serial.println(F("\* Is your wiring correct?"));

Serial.println(F("\* maybe you need to change the chipSelect pin to match your shield or module?"));

Serial.print(F("Error code: "));

Serial.println(SdPlay.getLastError());

while(1);

} else {

Serial.println(F("Wiring is correct and a card is present."));

}

}

void loop(void) {

uint8\_t count=0, c, flag;

Serial.println(F("Files on card:"));

SdPlay.dir(&DirCallback);

ReEnter:

count = 0;

Serial.println(F("\r\nEnter filename (send newline after input):"));

do {

while(!Serial.available()) ;

c = Serial.read();

if(c > ' ') AudioFileName[count++] = c;

} while((c != 0x0d) && (c != 0x0a) && (count < 14));

AudioFileName[count++] = 0;

Serial.print(F("Looking for file... "));

if(!SdPlay.setFile(AudioFileName)) {

Serial.println(F(" not found on card! Error code: "));

Serial.println(SdPlay.getLastError());

goto ReEnter;

} else {

Serial.println(F("found."));

}

Serial.println(F("Press s for stop, p for play, h for pause, f to select new file, d for deinit, v to view status."));

flag = 1;

while(flag) {

SdPlay.worker();

if(Serial.available()) {

c = Serial.read();

switch(c) {

case 's':

SdPlay.stop();

Serial.println(F("Stopped."));

break;

case 'p':

SdPlay.play();

Serial.println(F("Play."));

break;

case 'h':

SdPlay.pause();

Serial.println(F("Pause."));

break;

case 'd':

SdPlay.deInit();

Serial.println(F("SdPlay deinitialized. You can now safely remove card. System halted."));

while(1) ;

break;

case 'f':

flag = 0;

break;

case 'v':

Serial.print(F("Status: isStopped="));

Serial.print(SdPlay.isStopped());

Serial.print(F(", isPlaying="));

Serial.print(SdPlay.isPlaying());

Serial.print(F(", isPaused="));

Serial.print(SdPlay.isPaused());

Serial.print(F(", isUnderrunOccured="));

Serial.print(SdPlay.isUnderrunOccured());

Serial.print(F(", getLastError="));

Serial.println(SdPlay.getLastError());

Serial.print(F("Free RAM: "));

Serial.println(freeRam());

break;

}

}

}

}

上述代码需要使用另外的Arduino库文件，同时以此方式做出的音频播放器仅支持.afm格式，下载SimpleSDAudio库文件，安装后打开tools选择需要转换的格式，推荐使用全速单通道模式，把后缀为WAV的音乐文件拖进批处理中，转换结束后按任意键退出。转换出的afm格式音乐文件会出现在converted里，这时候音乐文件准备就绪。将上步转换出来的.afm文件复制到SD卡中即可。(附件下载地址http://hackerspace-ffm.de/wiki/index.php?title=Datei:SimpleSDAudio\_V1.03.zip )，音频格式转换操作如图12-6所示。

![](data:image/png;base64,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)

图12-6 音频格式转换操作

# 第13章 音频文件净化器

### 13.2.1 SD卡读取模块

#### 2.相关代码

#include "SD.h"  //读取SD卡的库   
#include "SimpleSDAudio"  //播放音频文件的库  
#include "SPI.h"  //SD卡的SPI库  
void setup()

{

Serial.begin(9600);

while (!Serial) {

}

Serial.print(F("\nInitializing SD card...")); //串口提示信息

if (!SdPlay.init(SSDA\_MODE\_FULLRATE | SSDA\_MODE\_MONO)) {

Serial.println(F("initialization failed. ")); //读取失败

Serial.println(SdPlay.getLastError());

while(1);

} else {

Serial.println(F("Wiring is correct and a card is present."));//成功读取

}

pinMode(2, INPUT\_PULLUP); //设置数字读取引脚，以便后续设置按钮

}

int song\_number=0; //歌曲代号，改变播放更多曲目

boolean debounce=true;

void loop(void) {

if (digitalRead(2)==LOW && debounce == true){ //按键被按下

song\_number++;

if (song\_number==3) //歌曲最大循环数目

{song\_number=1;}

if (song\_number ==1){ //播放歌曲一

delay(3000);

Serial.print(F("Looking for 1.AFM... "));

if(!SdPlay.setFile("2.AFM")) {

Serial.println(F(" not found on card! Error code: "));

Serial.println(SdPlay.getLastError());

while(1);

} else {

Serial.println(F("found."));

}

Serial.print(F("Playing... "));

SdPlay.play();

while(!SdPlay.isStopped()) {

SdPlay.worker();

}

Serial.println(F("done."));}

if (song\_number ==2){ //播放歌曲二

delay(3000);

Serial.print(F("Looking for 2.AFM... "));

if(!SdPlay.setFile("1.AFM")) {

Serial.println(F(" not found on card! Error code: "));

continue; //如不存在则继续循环

Serial.println(SdPlay.getLastError());

while(1);

} else {

Serial.println(F("found."));

}

Serial.print(F("Playing... "));

SdPlay.play();

while(!SdPlay.isStopped()) {

SdPlay.worker();

}

Serial.println(F("done."));}

}

if (digitalRead(2)==HIGH) //Avoid debounce

{debounce = true; }

}

### 13.2.2 数字信号处理模块

#### 2.相关代码

class Complex    
{    
public:    
    Complex(){real=0;imag=0;}    
    Complex(double r,double i){real=r; imag=i;}    
    Complex operator+(const Complex &c2);    
    Complex operator-(const Complex &c2);    
    Complex operator\*(const Complex &c2);    
    Complex operator/(const Complex &c2);    
    void display();    
private:    
    double real;    
    double imag;    
};    
//下面定义成员函数    
//复数相加： (a+bi)+(c+di)=(a+c)+(b+d)i.    
Complex Complex::operator+(const Complex &c2)    
{    
    Complex c;    
    c.real=real+c2.real;    
    c.imag=imag+c2.imag;    
    return c;    
}    
//复数相减：(a+bi)-(c+di)=(a-c)+(b-d)i.    
Complex Complex::operator-(const Complex &c2)    
{    
    Complex c;    
    c.real=real-c2.real;    
    c.imag=imag-c2.imag;    
    return c;    
}    
//复数相乘：(a+bi)(c+di)=(ac－bd)+(bc+ad)i.    
Complex Complex::operator\*(const Complex &c2)    
{    
    Complex c;    
    c.real=real\*c2.real-imag\*c2.imag;    
    c.imag=imag\*c2.real+real\*c2.imag;    
    return c;    
}    
//复数相除：(a+bi)/(c+di)=(ac+bd)/(c^2+d^2) +(bc-ad)/(c^2+d^2)i    
Complex Complex::operator/(const Complex &c2)    
{    
    Complex c;    
    c.real=(real\*c2.real+imag\*c2.imag)/(c2.real\*c2.real+c2.imag\*c2.imag);    
    c.imag=(imag\*c2.real-real\*c2.imag)/(c2.real\*c2.real+c2.imag\*c2.imag);    
    return c;    
}    
void Complex::display()    
{    
    cout<<"("<<real<<","<<imag<<"i)"<<endl;    
}

void bitrp (float xreal [], float ximag [], int n)

{

// 该程序完成了位反转置换功能

int i, j, a, b, p;

for (i = 1, p = 0; i < n; i \*= 2)

{

p ++;

}

for (i = 0; i < n; i ++)

{

a = i;

b = 0;

for (j = 0; j < p; j ++)

{

b = (b << 1) + (a & 1); // b = b \* 2 + a % 2;

a >>= 1; // a = a / 2;

}

if ( b > i)

{

swap (xreal [i], xreal [b]);

swap (ximag [i], ximag [b]);

}

}

}

void FFT(float xreal [], float ximag [], int n)

{

// 快速傅立叶变换，将复数x变换后仍保存在x中，xreal, ximag 分别是x的实部和虚部

float wreal [N / 2], wimag [N / 2], treal, timag, ureal, uimag, arg;

int m, k, j, t, index1, index2;

bitrp (xreal, ximag, n);

// 计算1的前n/ 2个n次方根的共轭复数 W'j = wreal [j] + i \* wimag [j] , j = 0, 1, ... , n / 2 - 1

arg = - 2 \* PI / n;

treal = cos (arg);

timag = sin (arg);

wreal [0] = 1.0;

wimag [0] = 0.0;

for (j = 1; j < n / 2; j ++)

{

wreal [j] = wreal [j - 1] \* treal - wimag [j - 1] \* timag;

wimag [j] = wreal [j - 1] \* timag + wimag [j - 1] \* treal;

}

for (m = 2; m <= n; m \*= 2)

{

for (k = 0; k < n; k += m)

{

for (j = 0; j < m / 2; j ++)

{

index1 = k + j;

index2 = index1 + m / 2;

t = n \* j / m; // 旋转因子w的实部在wreal []中的下标为t

treal = wreal [t] \* xreal [index2] - wimag [t] \* ximag [index2];

timag = wreal [t] \* ximag [index2] + wimag [t] \* xreal [index2];

ureal = xreal [index1];

uimag = ximag [index1];

xreal [index1] = ureal + treal;

ximag [index1] = uimag + timag;

xreal [index2] = ureal - treal;

ximag [index2] = uimag - timag;

}

}

}

}

void IFFT (float xreal [], float ximag [], int n)

{

// 快速傅立叶逆变换

float wreal [N / 2], wimag [N / 2], treal, timag, ureal, uimag, arg;

int m, k, j, t, index1, index2;

bitrp (xreal, ximag, n);

// 计算1的前n / 2 个 n 次方根 Wj = wreal [j] + i \* wimag [j] , j = 0, 1, ... , n / 2 - 1

arg = 2 \* PI / n;

treal = cos (arg);

timag = sin (arg);

wreal [0] = 1.0;

wimag [0] = 0.0;

for (j = 1; j < n / 2; j ++)

{

wreal [j] = wreal [j - 1] \* treal - wimag [j - 1] \* timag;

wimag [j] = wreal [j - 1] \* timag + wimag [j - 1] \* treal;

}

for (m = 2; m <= n; m \*= 2)

{

for (k = 0; k < n; k += m)

{

for (j = 0; j < m / 2; j ++)

{

index1 = k + j;

index2 = index1 + m / 2;

t = n \* j / m; // 旋转因子w的实部在wreal []中的下标为t

treal = wreal [t] \* xreal [index2] - wimag [t] \* ximag [index2];

timag = wreal [t] \* ximag [index2] + wimag [t] \* xreal [index2];

ureal = xreal [index1];

uimag = ximag [index1];

xreal [index1] = ureal + treal;

ximag [index1] = uimag + timag;

xreal [index2] = ureal - treal;

ximag [index2] = uimag - timag;

}

}

}

for (j=0; j < n; j ++)

{

xreal [j] /= n;

ximag [j] /= n;

}

}

void FFT\_test ()

{

char inputfile [] = "input.txt"; // 从文件 input.txt 中读入原始数据

char outputfile [] = "output.txt"; // 将结果输出到文件output.txt 中

float xreal [N] = {}, ximag [N] = {};

int n, i;

FILE \*input, \*output;

if (!(input = fopen (inputfile, "r")))

{

printf ("Cannot open file. ");

exit (1);

}

if (!(output = fopen (outputfile, "w")))

{

printf ("Cannot open file. ");

exit (1);

}

i = 0;

while ((fscanf (input, "%f%f", xreal + i, ximag + i)) != EOF)

{

i ++;

}

n = i; //要求n为2的整数幂

while (i > 1)

{

if (i % 2)

{

fprintf (output, "%d is not a power of 2! ", n);

exit (1);

}

i /= 2;

}

FFT (xreal, ximag, n);

fprintf (output, "FFT: i real imag ");

for (i = 0; i < n; i ++)

{

fprintf (output, "%4d %8.4f %8.4f ", i, xreal [i], ximag [i]);

}

fprintf (output, "================================= ");

IFFT (xreal, ximag, n);

fprintf (output, "IFFT: i real imag ");

for (i = 0; i < n; i ++)

{

fprintf (output, "%4d %8.4f %8.4f ", i, xreal [i], ximag [i]);

}

if ( fclose (input))

{

printf ("File close error. ");

exit (1);

}

if ( fclose (output))

{

printf ("File close error. ");

exit (1);

}

}

int main ()

{

FFT\_test ();

return 0;

}

double gaussrand()                   //生成均值为0，方差为1的高斯白噪声  
{  
static double V1, V2, S;  
static int phase = 0;  
double X;  
if (phase == 0) {  
do {  
double U1 = (double)rand() / RAND\_MAX;  
double U2 = (double)rand() / RAND\_MAX;  
V1 = 2 \* U1 - 1;  
V2 = 2 \* U2 - 1;  
S = V1 \* V1 + V2 \* V2;  
} while (S >= 1 || S == 0);  
X = V1 \* sqrt(-2 \* log(S) / S);  
}  
else  
X = V2 \* sqrt(-2 \* log(S) / S);  
phase = 1 - phase;  
return X;  
}  
const int N = 12365;     //测试数据时选取的点数  
//粘贴读取代码读到x[];  
double Xk[N] = fft(x, N);//原数据  
double sigma = 0.1;  
double v[N];//零均值平稳高斯白噪声  
for (int i = 0; i < N; i++)  
v[i] = gaussrand();  
double y[];//污染信号  
for (int i = 0; i < N; i++)  
y[i] = x[i] + sigma\*v[i];  
double Yk = fft(y, N);  
double Ry;  
xcorr(y,Rz);  
double Gy = fft(Ry, N);  
double Rsz = xcorr(z, y);  
double Gsz = fft(Rsz, N);  
double H[N];  
for (int i = 0; i < N; i++)  
H[i] = Gsz[i] / Gz[i];              //维纳滤波器的传递函数  
double S[N];  
for (int i = 0; i < N; i++)  
S[i]=H[i]\*Py[i];  
double ss = real(ifft(S));

struct {  
 char RIFF[4];    //头部分RIFF  
 long int size0;//存的是后面所有文件大小  
 char WAVE[4];  
 char FMT[4];  
 long int size1;//存的是保存的大小，包含这之后，data前面几个，共16个  
 short int ;  
 short int channel;  
 long int samplespersec;//每s采样数  
 long int bytepersec;  
 short int blockalign;  
 short int bitpersamples;  
 char DATA[4];  
 long int size2;//声音采样的大小  
};

WavHead head = { { 'R','I','F','F' },0,{ 'W','A','V','E' },{ 'f','m','t',' ' },16,  
1,1,N,N,1,8,{ 'd','a','t','a' },  
0 };  
if (SD.exists("2.wav")) {  //检查example.txt文件是否存在  
Serial.println("2.wav exists.");  //如果存在输出信息example.txt exists.至串口  
}  
else {  
Serial.println("2.wav doesn't exist.");  //不存在输出信息example.txt doesn't exist.至串口  
}  
myFile = SD.open("2.wav", FILE\_WRITE);

myFile.println(head);  
myFile.println(ss);  
myFile.close();  //关闭文件

### 13.2.3 输出模块

#### 2.相关代码

#include "SD.h"  //读取SD卡的库   
#include <SimpleSDAudio.h> //播放音频文件的库  
#include "SPI.h"  //SD卡的SPI库  
#define SD\_ChipSelectPin 4  //在4号引脚选择SD卡

#include “FFT.h” //FFT库

#include “Radom.h” //互相关函数计算，自相关函数计算相关库

void setup()

{

Serial.begin(9600);

while (!Serial) {

}

Serial.print(F("\nInitializing SD card...")); //串口提示信息

if (!SdPlay.init(SSDA\_MODE\_FULLRATE | SSDA\_MODE\_MONO)) {

Serial.println(F("initialization failed. ")); //读取失败

Serial.println(SdPlay.getLastError());

while(1);

} else {

Serial.println(F("Wiring is correct and a card is present."));//成功读取

}

pinMode(2, INPUT\_PULLUP); //设置数字读取引脚，以便后续设置按钮

}

int song\_number=0; //歌曲代号，改变播放更多曲目

boolean debounce=true;

void loop(void) {

if (digitalRead(2)==LOW && debounce == true){ //按键被按下

song\_number++;

if (song\_number==3) //歌曲最大循环数目

{song\_number=1;}

if (song\_number ==1){ //播放歌曲一

delay(3000);

Serial.print(F("Looking for 1.AFM... "));

if(!SdPlay.setFile("2.AFM")) {

Serial.println(F(" not found on card! Error code: "));

Serial.println(SdPlay.getLastError());

while(1);

} else {

Serial.println(F("found."));

}

Serial.print(F("Playing... "));

SdPlay.play();

while(!SdPlay.isStopped()) {

SdPlay.worker();

}

Serial.println(F("done."));}

if (song\_number ==2){ //播放歌曲二

delay(3000);

Serial.print(F("Looking for 2.AFM... "));

if(!SdPlay.setFile("1.AFM")) {

Serial.println(F(" not found on card! Error code: "));

continue; //如不存在则继续循环

Serial.println(SdPlay.getLastError());

while(1);

} else {

Serial.println(F("found."));

}

Serial.print(F("Playing... "));

SdPlay.play();

while(!SdPlay.isStopped()) {

SdPlay.worker();

}

Serial.println(F("done."));}

}

if (digitalRead(2)==HIGH) //避免抖动

{debounce = true; }

If(SD.exists(“2.wav”))

{ double \*x[N]=getwavf(“1.wav”);

complex Xk[N] = fft(x, N); //原数据  
double sigma = 0.1;  
double v[N];   
for (int i = 0; i < N; i++)  
v[i] = gaussrand();  
double y[N]; //污染信号  
for (int i = 0; i < N; i++)  
y[i] = x[i] + sigma\*v[i];  
complex Yk = fft(y, N);  
double Ry;  
xcorr(y,Rz);  
complex Gy = fft(Ry, N);  
complex Rsz = xcorr(z, y);  
complex Gsz = fft(Rsz, N);  
complex H[N];  
for (int i = 0; i < N; i++)  
H[i] = Gsz[i] / Gz[i];              //维纳滤波器的传递函数  
complex S[N];  
for (int i = 0; i < N; i++)  
S[i]=H[i]\*Py[i];  
double ss = real(ifft(S));

givewavf(“2.wav”,ss);

}

}